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Abstract 

CAPTCHA is standard security technology that uses AI techniques to tells computer and 

human apart. The most widely used CAPTCHA are text-based CAPTCHA schemes. The 

robustness and usability of these CAPTCHAs relies mainly on the segmentation resistance 

mechanism that provides robustness against individual character recognition attacks. 

However, many CAPTCHAs have been shown to have critical flaws caused by many 

exploitable invariants in their design, leaving only a few CAPTCHA schemes resistant to 

attacks, including ReCAPTCHA and the Wikipedia CAPTCHA.  

Therefore, new alternative approaches to add motion to the CAPTCHA are used to add 

another dimension to the character cracking algorithms by animating the distorted 

characters and the background, which are also supported by tracking resistance 

mechanisms that prevent the attacks from identifying the main answer through frame-to-

frame attacks. These technologies are used in many of the new CAPTCHA schemes 

including the Yahoo CAPTCHA, CAPTCHANIM, KillBot CAPTCHAs, non-standard 

CAPTCHA and NuCAPTCHA.  

Our first question: can the animated techniques included in the new CAPTCHA schemes 

provide the required level of robustness against the attacks? Our examination has shown 

many of the CAPTCHA schemes that use the animated features can be broken through 

tracking attacks including the CAPTCHA schemes that uses complicated tracking 

resistance mechanisms.  

The second question: can the segmentation resistance mechanism used in the latest standard 

text-based CAPTCHA schemes still provide the additional required level of resistance 

against attacks that are not present missed in animated schemes? Our test against the latest 

version of ReCAPTCHA and the Wikipedia CAPTCHA exposed vulnerability problems 

against the novel attacks mechanisms that achieved a high success rate against them.  

The third question: how much space is available to design an animated text-based 

CAPTCHA scheme that could provide a good balance between security and usability? We 

designed a new animated text-based CAPTCHA using guidelines we designed based on the 

results of our attacks on standard and animated text-based CAPTCHAs, and we then tested 

its security and usability to answer this question. 
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In this thesis, we put forward different approaches to examining the robustness of animated 

text-based CAPTCHA schemes and other standard text-based CAPTCHA schemes against 

segmentation and tracking attacks. Our attacks included several methodologies that 

required thinking skills in order to distinguish the animated text from the other animated 

noises, including the text distorted by highly tracking resistance mechanisms that displayed 

them partially as animated segments and which looked similar to noises in other 

CAPTCHA schemes. These attacks also include novel attack mechanisms and other 

mechanisms that uses a recognition engine supported by attacking methods that exploit the 

identified invariants to recognise the connected characters at once. Our attacks also 

provided a guideline for animated text-based CAPTCHAs that could provide resistance to 

tracking and segmentation attacks which we designed and tested in terms of security and 

usability, as mentioned before. Our research also contributes towards providing a toolbox 

for breaking CAPTCHAs in addition to a list of robustness and usability issues in the 

current CAPTCHA design that can be used to provide a better understanding of how to 

design a more resistant CAPTCHA scheme. 
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Chapter 1. Introduction 

Computer programs can surpass the human in many tasks. Sometimes, these tasks may turn 

out to be malicious, such as when the computer performs actions in web applications 

intended only for humans but with the aim of repeatedly abusing. For example, 107 trillion 

emails were exchanged in 2010,  89% of which were sent by automated computer 

programs, most of which were intended as spam1. Online voting systems also suffered from 

malicious programs that aimed to change the results of many online polls2. For example, 

The Times annual poll was targeted by hackers who rearranged the order of the top 100 

influential people3. The hack resulted in the first letter of the top 21 names spelling out 

“Marblecake”, in reference to an IRC channel. We can counter these malicious attacks by 

using computer programs that can tell computers and humans apart. For example, we could 

use challenge-response tests that create a challenge between computers and humans.  

The CAPTCHA (Completely Automated Public Turing test to tell Computers and Humans 

Apart) is a type of challenge-response test. The test includes a variety of challenges aimed 

at ensuring that a human generates the response. In each challenge, the computer generates 

a test that most humans can pass but current automated programs cannot4. These challenges 

should be intuitive for humans but present a problem for the artificial intelligence built into 

current computer systems. 

The level of CAPTCHA challenges is determined by two requirements which can be 

defined as follows: 

• Robustness. The strength of the CAPTCHA resistance against computer programs 

designed to solve them automatically.  

• Usability. The ease with which the human can solve CAPTCHA challenges in terms 

of effort and time (user friendly). 

The most widely used type of CAPTCHA challenge is the text-based CAPTCHA, which is 

a text-recognition challenge proposed by Noar in 19965. These challenges present text 

problems in the form of an image of distorted text that includes a set of distorted characters 

for the user to type in order to pass. We can determine the robustness and usability of these 

challenges by their distortion technologies. The technologies should provide humans with 

an easy text to read but a difficult challenge for computers to break and recognise.  
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Alta-Vista was the first company to include a practical implementation of a text-based 

CAPTCHA to defend against attacks aimed at altering the ranking of its website. Since 

then, this type of CAPTCHA has become a widely used technology with many websites 

developing their own CAPTCHA schemes. The earliest schemes relied on distorting 

characters to make them hard to recognise by automated attacks. However, research 

released by a Microsoft team in 2005 showed that these schemes were still vulnerable to 

attacks. They proved their point by showing that computer programs are very good at 

recognising individual characters even when they are highly distorted6. Thus, newer text 

CAPTCHAs relied on the segmentation-resistance principle, which is the difficulty in 

locating characters within the text. The main strength of this principle is centred on its 

degree of difficulty problem and the expensive cost of its computational solutions.  

However, latest research has proved that the segmentation-resistance principle is still 

vulnerable to attacks against text-based CAPTCHAs. These vulnerability problems are 

caused by many exploitable invariants that can be strategically used in cryptanalysis to 

break them. This makes text-based CAPTCHAs vulnerable to attacks that target those 

invariants. Two categories of invariants have been identified as the following7: 

• Pixel level invariants that contain the pixel count, colour pattern and the shape 

variants. 

• String level invariants that contain character set, text length and dictionary words 

strings.  

A few text-based CAPTCHAs counter these problems by including high distortion methods 

although these can also cause these CAPTCHAs to suffer from usability problems, as they 

make the text more difficult for humans to read. 

This has led some developers to rely on another approach that adds motion to the text-based 

CAPTCHAs. This approach has the potential of providing better space for security and 

usability through its motion features. The main advantage of this approach is that motion 

adds another dimension to character cracking algorithms by animating the text and 

background in the CAPTCHAs. This has the potential to make CAPTCHAs more resistant 

to computer attacks as there is the need for special tracking systems to detect the characters 
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in the animated CAPTCHAs8. This does not present a problem to humans who are good at 

perceiving motion9. 

Researchers have also developed several mechanisms to support animated text-based 

CAPTCHAs. These include animated character distortion mechanisms such as vertical 

movement, rotation, scale and fade. They also include segmentation-resistance mechanisms 

developed for animated text-based CAPTCHAs such as the NuCAPTCHA. Other 

mechanisms were also recently developed to counter tracking attacks that targeted 

commercial animated CAPTCHA schemes like the NuCAPTCHA. These mechanisms 

include “emerging image”, “noisy lines” and “noisy characters”. This thesis investigates 

many of these mechanisms and the segmentation mechanisms included in related designs 

of standard text-based CAPTCHAs. Still. our focus is on the animated text-based 

CAPTCHAs. 

1.1 The Problem Statement 

The robustness of the CAPTCHA. The robustness of CAPTCHA schemes is assessed by 

examining the methodologies used in the attacks. This assessment plays a major role in 

exploiting the vulnerability of several CAPTCHA schemes and helps developers improve 

the security of text-based CAPTCHAs, including animated ones. For example,  an 

examination  conducted by Xu et al.10 against the NuCAPTCHA helped to expose many 

vulnerability problems with it.  This examination also helped to improve the design of the  

scheme by adding a tracking-resistance mechanism known as “emerging image” 11. This 

mechanism was claimed to be the ultimate approach to making a CAPTCHA scheme highly 

resistant to all attacks known at the time. 

Many of the recent examinations caused the developers to release numerous security 

mechanisms for the animated CAPTCHAs. The robustness level of these mechanisms was 

even viewed to exceed standard mechanisms presented in non-animated CAPTCHAs. Still, 

the security of these mechanisms is under question due to the nature of the vulnerability 

issues of early animated schemes.  

These issues also include known segmentation-resistance problems in standard (non-

animated) text-based CAPTCHAs. The animated method in this CAPTCHA was an 

addition to those problems by making the connected characters move individually. Such an 

addition caused the segmentation attack to be more likely to succeed. The limited number 
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of examinations of the animated schemes also helped in providing an argument about the 

security of the animated mechanisms. 

To sum up, although recent animated CAPTCHA schemes could resist early attacks, they 

could be still vulnerable to other attacking methods. Thus, we need to undertake further 

examination to confirm their resistance to the overall attacking techniques. We also need 

other examinations of standard mechanisms to confirm that the animated mechanisms could 

replace them. Both additional examinations are also essential in developing a robust 

animated CAPTCHA.  

1.2 Research Objectives  

Our objectives are to find the best design of a robust and usable animated text-based 

CAPTCHA. Such a design is propelled by the open problem of both segmentation and 

tracking resistance mechanisms identified in the recent text-based CAPTCHAs and by the 

available space of development in that area to create a robust version of animated text-

based CAPTCHAs. 

1.3 Research questions 

Three questions have been specified to reflect our research objectives. Those three 

questions are as follows: 

Research question (1):  

Can the animated techniques included in the new CAPTCHA schemes provide the required 

level of robustness against the attacks?   

Research question (2):  

Can the segmentation resistance mechanism used in the latest standard text-based 

CAPTCHA schemes still provide the additional required level of resistance against attacks 

that are not present missed in animated schemes?  

Research question (3):  

How much space is available to design an animated text-based CAPTCHA scheme that 

could provide a good balance between security and usability?  
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1.4 Research Methodology 

To achieve our research objectives, we prepared a research methodology that covers all 

aspects of our research. This can be summarised as follows: 

We implemented a series of robust examinations of recent animated and standard (non- 

animated) text-based CAPTCHA schemes. These examinations were necessary to 

understand the robust mechanisms in the schemes and determine their vulnerability issues. 

The results of these examinations are also essential to finding out the best way to include 

existing robust mechanisms or design new ones. Our examinations included a series of 

attacks on racking and segmentation resistance mechanisms included in these CAPTCHA 

schemes.  

After that, we used the results of the examinations to learn about the design weaknesses in 

our targeted schemes and their mechanisms. Based on our learning, we created a design 

guideline that can provide a secure and usable animated text-based CAPTCHA. We then 

used this guideline to design a new robust and usable animated text-based CAPTCHA. This 

new CAPTCHA will be analysed in terms of its robustness by using the attacks we 

developed in our previous research. We also analysed the usability of the new CAPTCHA. 

The results of this research will be used to write a paper about this CAPTCHA, including 

an evaluation of its robustness and usability. 

1.5 Contributions 

• A number of segmentation and tracking attacks. A list of studies of various 

CAPTCHA schemes that demonstrate our methodology and attack techniques. 

• Toolbox for examining the CAPTCHA scheme. We developed new techniques 

for breaking various text-based CAPTCHA schemes. These techniques are simple, 

easy to     use and can act as a toolbox for examining CAPTCHA robustness. 

• A list of robustness and usability issues in the current CAPTCHA design. We 

identified many security and usability issues found in the design of the CAPTCHA. 

Two of these issues are discussed in our thesis. 
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• A better understanding of the CAPTCHA design. We learned a set of lessons 

that will help to develop guidelines for CAPTCHA design that are resistant to 

segmentation and tracking attacks. 

• A new CAPTCHA design guideline. We propose a new general design principle 

in addition to existing segmentation and tracking resistance principles.  

• A new animated text-based CAPTCHA. We used our design guidelines to design 

a new robust text-based CAPTCHA that could resist all the attacks we developed. 

1.6 Publications 

Tayara, M. “The robustness of tracking resistance text-based CAPTCHAs” publication in 

preparation 

1.7 Thesis Outline 

Chapter 2 provides an overview of the CAPTCHA, including its foundation and the major 

issues related to it. The discussion in this chapter focuses on the current animated text-

based CAPTCHAs and included the state of the art designs of those schemes and their 

strength in terms of security and usability. The discussion also includes previous work that 

examined the usability and security of those CAPTCHAs. 

Chapter 3 summarises our study of the Wikipedia CAPTCHA and examines the security of 

its “lines as clutter” mechanism. This examination includes an attack that could break the 

CAPTCHA by segmenting the text and clearing the noise around it. We use the results of 

this attack to discuss possible defence options of future designs. 

Chapter 4 presents our examination of the KillBot professional CAPTCHA, which is an 

animated text-based CAPTCHA used by the United States Federal Government. This 

examination includes a series of attacking mechanisms that catch the best recognisable 

image of each animated character in the text challenge. The results of our attack will be 

used to provide a better argument about the weaknesses of animated changes used in this 

scheme. We also use the results to show the ability of computer programs to defeat the 

human in recognising animated characters. 

Chapter 5 presents our examination of CAPTCHANIM, which is an animated text-based 

CAPTCHA developed by Technion. In particular, our target is a design of this scheme that 
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combines “animated scaling” and the "horizontal deformation method". In this chapter, we 

demonstrate how we could break this CAPTCHA by using a similar attack to that used 

against the KillBot CAPTCHA. We will show how our attack could catch the least distorted 

image of each animated character in this scheme. 

Chapter 6 includes our examination of the 2013 version of ReCAPTCHA that adopts the 

CCT (crowding character together) segmentation-resistance mechanism. We attacked this 

CAPTCHA with an automatic-segmentor technique that scans the whole text using a 

recognition engine with segmentation methods. The results of this attack proved that 

segmentation-resistance mechanisms could not replace the animated mechanisms. 

Chapter 7 presents our examination of the “emerging image” mechanism in Xu's version 

of the NuCAPTCHA. This mechanism resists tracking attacks by displaying both the main 

text and background in the form of black segments. We could still break it by means of an 

attack that detects the segments of text and removes the background noises around them. 

Our attacks also succeeded in gathering segments of the text to create a recognisable image 

of it. In this chapter, we will demonstrate how our attack works and show the weaknesses 

and vulnerability problems of this animated text-based CAPTCHA scheme. 

Chapter 8 explains our examination of the “noisy lines” mechanism deployed by Kund's 

CAPTCHA. This mechanism resists tracking attacks by displaying both text and 

background using small lines that share the same length. Our attack on this CAPTCHA 

succeeded in locating the lines related to the text and removing the lines of background 

around them. In this chapter, we demonstrate how our attack works and show the 

weaknesses of this CAPTCHA scheme. 

Chapter 9 presents our examination of the “noisy characters” mechanism deployed by the 

Yahoo CAPTCHA. The robustness of this mechanism is dependent on displaying noisy 

characters in front of the animated text. These noisy characters help in hiding the main text 

by confusing the computer between them and the characters of that text. The human could 

still distinguish the main text and noisy characters through their animation in which the 

noisy characters moved horizontally, unlike the text. Our examination is processed by a 

tracking attack that distinguishes the main texts from the noisy characters through their 

movements. This attack then removes the noisy background and segments the main text. In 



8 

 

this chapter, we demonstrate how our attack works and show the weaknesses of this 

CAPTCHA scheme.  

Chapter 10 discussed the issues related to the design of animated and standard text-based 

CAPTCHA schemes. It also discusses details of the design guidelines of resistance for 

animated text-based CAPTCHA schemes and related mechanisms.  

Chapter 11 presents a new animated text-based CAPTCHA created using the design 

guidelines presented in the previous chapter. This new CAPTCHA uses a more complex 

method designed specially to make it more difficult for currently known attacks to break. 

In this chapter, we demonstrate how this CAPTCHA scheme works and evaluate its 

robustness and usability in order to detect the limitations of the animated text-based 

CAPTCHA. 

Chapter 12 summarises our work and make conclusions, before we present our future work. 
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Chapter 2. Literature Review 

In this chapter, we discuss previous works mainly on animated text-based CAPTCHA 

schemes in detail. First, we discuss CAPTCHAs in general as a reverse Turing test, and 

then we discuss the attacks implemented against it. After that, we discuss text- based 

CAPTCHAs including previous works undertaken and then we focus on the animated 

designs of text-based CAPTCHAs and investigate their robustness and usability. 

2.1 CAPTCHA: a reverse Turing test 

The original concept of the CAPTCHA that distinguishes humans and computers apart was 

presented by Alan Turing as an AI problem in 1950, when he raised the famous question: 

“can the machine think?”12. His answer was through a test in which a human interrogator 

poses a series of questions to a human and a machine competitor. The interrogator 

distinguishes between the human and the computer through the answers. The CAPTCHA 

is a different kind of Turing test whereby the interrogator is a computer program that tells 

human and machine apart. This computer program asks one question with the aim of 

increasing security of the program rather than measuring the intelligence level13–16. This 

kind of test uses a simple encoding mechanism that protects the online forms and topics 

against a spying computer. This mechanism uses a number of character symbols to replace 

similar characters to confuse the spying computer (e.g. the symbol “€” replaces the letter 

“E”). This mechanism was the first proposed form of automated Turing test in what came 

to be known as “Leet speak” language17. Still, this language did not represent the required 

level of security, as some attacks could reverse the symbols to their original letters by use 

of a simple mechanism. 

Theoretically, the first use of the Turing test for human verification was  presented for 

discussion in an unpublished work by Naor5. The discussion showed that such a test could 

be used with a number of open challenges in the areas of computer vision and natural 

language as human verification steps. These can be identified as nine areas where the 

computer faces the challenge of an open problem to create such a test. These can be 

categorised to four domains: languishing understanding, object recognition, text 

recognition and speech recognition. Naor, however, did not propose any practical 

implementation of such verification nor provided any formal definition of it. Nevertheless, 
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his work still contributed to the first practical implementation of the automated Turing test, 

which developed after researchers followed this particular research. 

The first implemented automated test based on the research of Naor was presented by the 

Alta-Vista search engine as a text recognition challenge. It consisted of a number of 

segmented and distorted characters displayed inside one standard image for the human to 

read and type in a specific box in order to solve the challenge. The test developers exploited 

the first versions of this text through basic OCR recognition attacks that succeeded in 

locating and recognising each of the segmented characters in them. These attacks helped 

the developers improve  the security prospects of the challenge, which lead to the release 

of the first commercial text-based challenge in 200118. This  helped Alta-Vista  protect their 

engine from abuses by 95%19, which proves the importance of using the Turing test against 

bot attacks, including spam attacks. 

At the same time as Alta-Vista was releasing their automated challenge, another company 

was researching the use of the Turing test against spam. This project was conducted by a 

CMU team led by Manual Blum with two students, Luis en Ahn, and John Langford. It 

aimed to generate the automated Turing test under the terms of the CAPTCHA through the 

following properties13: 

• The challenges under the test need to be automatically generated. 

• Each challenge needs to be quickly solvable by the human. 

• The test needs to be readily acceptable to virtually all humans with only very few 

rejections. 

• The challenges in the test should reject all machine users. 

• The challenges need to have longevity to be able to resist attacks for many years. 

These properties helped Luis von Ahn to coin the term CAPTCHA as “Completely 

Automated Public Turing Test to tell Computers and Humans Apart”, which he described 

as “a cryptographic protocol whose underlining hardness assumption is based on an AI 

problem”13. He also discussed the attributes of AI problems presented in the CAPTCHA as 

follows13: 
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• The AI problem should be a hard-open problem. 

• The attacker should be unable to write algorithms to solve the AI problems with a 

success rate higher than what is known in the state-of-art of the AI community. 

• Such a problem can be generated automatically 

• It should be solvable for the human, while it remains a problem for computers. 

The role played by AI problems presented in the CAPTCHA challenges also caused Luis 

von Ahn to view this problem as a win-win situation: either the CAPTCHA succeeds as a 

security mechanism by resisting attack or it is broken in the process of solving a difficult 

AI problem14.  

The major AI problem issues discussed by Luis von Ahn, in addition to the stated properties 

of the CAPTCHA by his team, helped Yahoo Inc. to release the earliest challenges that came 

in the form of CAPTCHA schemes. Other companies then followed by releasing their own 

CAPTCHA schemes. These schemes are grouped into three main categories based on the 

AI problem: 

The text-based CAPTCHA. this is the first and most used type of CAPTCHA that is based 

on an AI problem of character recognition. It is used by several major websites including 

Yahoo, Google, Facebook, Twitter and Alta-Vista. It contains a text challenge formed as 

an ordinary word or collection of typographic symbols (characters) which are letters, 

numbers and punctuation. The human solve those challenges by reading the text and typing 

it a specific box20. The earliest text-based CAPTCHA schemes were known as OCR 

challenges that displayed the text as a number of segmented characters which were  

protected against attacks through a series of character distortion mechanisms21. Other text-

based CAPTCHA schemes are also known by their segmentation resistance principles. 

These principles include a range of mechanisms that display and connect the characters in 

the text through their own shapes or other noisy shapes around them. The most recent 

schemes that use segmentation-resistance mechanisms also combine them with other high 

distortion mechanisms. An example of this is a widely used text-based CAPTCHA known 

as ReCAPTCHA. These recent CAPTCHA schemes are currently the only ones regarded 

by our research as resistant to attacks. 
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The audio-based CAPTCHA. This type of CAPTCHA is based on an open AI problem 

in the area of speech or sound identification and recognition. The challenges of this AI 

problem include audio clips that presents digits spoken by different speakers. These audio 

clips also include distortion effects such as spaced intervals,  distorted pronunciations and 

noisy sounds to make recognition by computers more difficult22. The user solves this type 

of challenge by identifying each of the spoken digits and distinguishing them from the other 

noises included in the clip. Many websites use this CAPTCHA as an alternative approach 

to the text-based CAPTCHA specifically to provide accessibility support for people with 

impairment. One example of this CAPTCHA is known as Echo, which is an early sound-

based CAPTCHA scheme developed by Luis van Ahn2. It was followed by many other 

sound-based schemes such as Yahoo and ReCAPTCHA. This type of CAPTCHA still 

presents usability problems due to the noisy sounds and distorted pronunciations23. People 

find this type more difficult, more time consuming and less user friendly than the other 

types of CAPTCHA as many websites have suggested24. 

The objects-recognition CAPTCHA. This type of CAPTCHA involves different 

challenges posing an AI problem of object recognition in the CAPTCHA images or videos 

in a puzzle, which the human user should solve before entering the service. Prime examples 

of these schemes include the following: 

• Bingo CAPTCHA, which is a challenge that displays two groups of images and 

asks the user to suggest the difference between them. 

• Assira by Microsoft25, which is a series of 12 images divided into two different sets 

for the human to differentiate. The first set shows a cat and the second a dog.  

• Imagination CAPTCHA26is a challenge to find the centre of an image.  

• Image Orientation CAPTCHA27 is a challenge of a set of rotated images and the 

human is required to correct their orientation.  

• 3D interactive CAPTCHA is a 3D image orientation CAPTCHA where a cube 

needs to be rotated in a sequence of correct faces to solve the challenge. 

• Video CAPTCHA28, which is an animated video presented with a specific question 

about its content for the human to answer.  
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Developers also proposed other schemes that use human ability to recognise human faces. 

Prime examples of these schemes include D. D'Souza et al.’s  Avatar CAPTCHA29 and G. 

Goswami et al.’s FaceDCAPTCHA30. 

2.2 Attacking the CAPTCHA schemes 

The term “attacking CAPTCHA” could have different defined aspects based on the 

mechanism of the attack. The four aspects defined by Jeff Yan15 are as follows: 

1. Breaking a CAPTCHA AI challenge. This type of attack solves the CAPTCHA’s 

AI problem underlined in its challenge and would help in making progress in the 

field of AI. This is the hardest and the most challenging form of attack. It is also the 

attack where the CAPTCHA achieves the original design goal of being a win-win 

situation.  

2. Breaking a CAPTCHA system. This type of attack is aimed at the CAPTCHA 

implementation as an authentication protocol, and usually exploits the weaknesses 

found in that implementation inside the CAPTCHA system. For example, Yeen 

showed how to break the early CAPTCHA schemes by re-using a challenge image 

season’s ID to bypass their implementations31. Sharma et al. also showed other 

weaknesses in the CAPTCHA systems found in its implementation in which the 

attack could even choose the value of CAPTCHA challenges and avoid the 

protection offered by the CAPTCHA system32. 

3. Breaking a CAPTCHA as a security mechanism (Relay attacks). Such attacks 

are more known as relay attacks, which is about bypassing the CAPTCHA 

challenges by passing them to someone else to solve instead of solving them 

automatically. This security mechanism is formed using two typical attacks. The 

first attack relays in cheap labour to solve the CAPTCHA including outsourced 

spam attacks in which the user is offered a competitive price to solve the 

CAPTCHA. These outsourced attacks are formed through sites such as 

DeCaptcher33 and DeathByCAPTCHA34 in addition to general services such as 

GetAFreeLancer35. Martiyama et al.36 described typical attacks as large scale 

automation of site access that the CAPTCHA cannot prevent in cases where its costs 

and expenses exceed profit to the spammer. The second attack relies on social 

engineering tricks that leads the users to solve the CAPTCHA challenges for the 
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attackers without being aware of it. This is done by using attacks, including 

pharming attacks that infect the user’s computer to make them solve the CAPTCHA 

for the attackers. Menuel et al.37 presented an example of these attacks using an 

attack mechanism known as Man in the Middle (MITM). This shifts the CAPTCHA 

challenge to users trying to access web content or material. It then prevents those 

users from gaining access until the user solves the challenge. For example, 

according to the BBC38, the spammers lunched an MITM attack in 2007 that tricks 

the users to solve CAPTCHA challenges that enabled the attackers to register for 

emails. These are both basic types of attack on the design of the CAPTCHAs that 

allow humans to bypass the challenges without the CAPTCHA being able to 

distinguish between legitimate users and the attackers.  

The researchers proposed many algorithms to counter those attacks. The earliest 

proposal was Van Oorschot et al.’s ATT with Embedded Warning39 in which the 

challenges are displayed with user-ID for each solver, so it can warn the targeted 

users through pharming attacks. The only drawback of this algorithm is that it needs 

human effort to prevent the attacks. It cannot also prevent outsourced attacks 

through paid solvers, which can be only countered by an assumption that the price 

of solving the challenges can be costly. This assumption was aided by Martiyama 

et al.36 and Kanich et al.40 who showed that the least retail price for solving 1000 

challenge is $1, which can be increased in case the CAPTCHA is more complex. 

This assumption also  inspired relay prevention proposals such as Zhu et al.’s 

“CAPTCHA as graphical password” (CaRP) in 201441. Their relay prevention 

system depends in increasing the effort needed by human to solve the CAPTCHA 

challenges, so it can prevent them to solve the challenges at cheap cost. Other 

developers  still able present better counter these attacks such as Truong et al.’s 

response time algorithm42 that identifies the attacks based on the time taken by the 

relay attacks to send the challenge to the third party human solver and receive the 

return response for every character. Other algorithms could also use the mouse 

events as assists to improve the detection algorithm such as Manar Mohamed et 

al.’s Relay prevention algorithms used in in two Gaming CAPTCHAs43,44.  

4. Breaking a CAPTCHA’s underlying security mechanism. This attack is aimed 

at the security vulnerability problems found in the CAPTCHA AI challenges. It 
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involves implementing an automatic computer program to solve the CAPTCHA 

challenges automatically by exploiting the vulnerability problems found in its 

design. Our attack in this thesis adopts this aspect. 

2.3 The text-based CAPTCHAs 

As mentioned earlier, the text-based CAPTCHA is a text challenge formed as an ordinary 

word or collection of typographic symbols that the user needs to type in a specific box to 

solve the challenge. Text challenges can be grouped into three categories. Two categories 

are known standard designs that display the text through static (non-animated) images 

including OCR-based CAPTCHAs and segmentation-resistant CAPTCHAs. The third 

category involves recent designs that display the text challenges as animated objects in 

what we call the animated text-based CAPTCHA. These three categories are explained in 

the following sections: 

OCR-based text CAPTCHA. The earliest types of standard text-based CAPTCHAs are 

known as OCR based CAPTCHAs. These schemes showed a number of characters 

(typographic symbols) segmented from each other. The set of characters included in this 

type of text-based CAPTCHA could be either hand-written or randomly rendered 

characters using different fonts. The text that includes the sets of characters could also be 

distorted by two different techniques. The first technique includes affine transformations 

that transform characters using translated, rotated and scaled text techniques. It includes 

wrapping methods that deform the pixels of each character using small ripples, waves and 

elastic deformations. The distortion techniques could also include other noisy elements 

used behind the characters such as coloured backgrounds and cluttered background 

elements. Many notable OCR based CAPTCHA schemes were released to the public during 

the last decade including Yahoo CAPTCHA 1, Yahoo/EZ-Gimpy, Ticketmaster45 and 

Captchaservice.org46. The most recent CAPTCHA that could be regarded as an OCR-based 

text challenge is a ReCAPTCHA “street view” CAPTCHA. The challenges of this 

CAPTCHA display street view house numbers (SVHN) within scene images taken from 

Google Maps47. This CAPTCHA is the first CAPTCHA that display the text from scene 

images instead of generating them through a CAPTCHA system. Figure 2.1 shows three 

examples of OCR based CAPTCHAs. 
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Yahoo CAPTCHA 1 TicketMaster Captchaservice.org 

   

 
Google New CAPTCHA 

Figure 2.1. OCR based CAPTCHAs 

Yet, the OCR-based CAPTCHAs proved to be vulnerable to computer vision-based attacks 

that could separate the segmented characters and recognise them through recognition 

engines. These attacks included machine learning mechanisms that use OCR engines to 

locate characters in CAPTCHA images and separate them with minimal pre-processing48. 

Chellapilla and Simond presented an example of these attacks that helped theme many OCR 

based schemes, including Ticketmaster, EZ-Gimpy and Yahoo v245. That attack used a 

recognition engine, known as a convolutional natural network, to segment and recognise 

them with a success rate of 66.2% on MailBlock, 34.4% on EZ-Gimpy and 45.7% on Yahoo 

v2. Other attacks developed against these CAPTCHAs achieved much higher success rates 

after they used different methods adopted by the computer vision techniques. Moy et al.49 

presented an example of these techniques that could break the CAPTCHA schemes by 

estimating the object shape context in their challenges.  

Table 2.1. The recognition rates of distorted characters in OCR-based CAPTCHAs6 

Characters under typical 

distortions 

Recognition 

rate 

 
~100% 

 
96+% 

 
100% 

 
98% 

 
100% 

 
95+% 

 



17 

 

Moy et al.49 showed this technique by breaking Z-Gimpy with a success rate of 99% using 

a form of dictionary attack that compared the whole object shape with 561 synthesised 

templates of the dictionary.  Based on Moy et al.'s discussion, all the templates included in 

the attack were gathered by estimating the text represented on EZ-Gimpy of 561 dictionary 

words. Another example was Ahmed Al-Ahmed's dictionary attack that broke 

Captchaservice.org with a success rate of over 90%7. Ian J. Goodfellow et al.50 also broke 

an early version of Google’s CAPTCHA with a success rate of over 90%. The high success 

rate of attacks was also achievable against highly distorted individual characters that the 

attack could recognise better than the human, including examples presented in table 2.1.  

Segmentation resistance text-based CAPTCHA. This newer type of standard text-based 

CAPTCHA was designed as a result of both machine learning attacks and computer vision 

attacks against OCR based CAPTCHAs. These attacks were a major cause for the release 

of another type of standard text-based CAPTCHA schemes that used non-animated static 

images to display their challenges. This type of text-based CAPTCHA involved schemes 

known for their segmentation-resistance principles that increased the difficulty for 

computer programs to discover the place of the characters in a text string.  

The segmentation resistance principle in those schemes included several types of 

mechanisms that could be divided into two sets. The first set of mechanisms connected 

characters together through their shape patterns using a mechanism known as “crowding 

characters together” (CCT)51. Figure 2.2 shows three examples of the segmentation 

resistance CAPTCHAs. 

Microsoft CAPTCHA Google CAPTCHA 

  

 

ReCAPTCHA 

Figure 2.2. Segmentation resistance CAPTCHAs 

Although segmentation resistance mechanisms proved effective against early attacks, some 

were still vulnerable to other computer vision-based attacks. We can present two types of 

attacks used against them:  
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Novel segmentation attacks. Those attacks include simple algorithms that aim to identify 

both the characters and the connected arcs between them through their shapes. Many 

attacks were developed using these algorithms including one by Jeff Yan and Ahmad El-

Ahmad against the Microsoft CAPTCHA that used the connected arcs mechanisms51. This 

attack involved a few attacking algorithms that identified all the arcs used to hide the main 

characters through their shape. This broke the Microsoft CAPTCHA with an overall 

success rate of 90%. Another attack developed by Jeff Yan et al.52 achieved a success rate 

of 62% in breaking Google CAPTCHA schemes that use CCT mechanisms. This attack 

included algorithms that could identify most characters through common patterns in their 

shapes. These patterns included dot components in “i” and “j”, loop components in “o”, 

“b”, “0”, “6” and “8” and cross shape in “t” and “f”. Jeff Yan and Ahmad El-Ahmad 

targeted the Megaupload CAPTCHA in another attack that achieved a success rate of 

78%53.  

Many other attacks were implemented using similar segmentation resistant CAPTCHAs. 

One of these was  developed by Huang et al. in 200954 against a segmentation resistance 

version of the Yahoo CAPTCHA called Yahoo scheme 1. Their attack includes various of 

algorithms such as Vertical histogram, Sliding window, Middle-axis separation and 

character extraction. The combination of those algorithms succeeded in breaking the Yahoo 

CAPTCHA with a success rate of 79%. Gao et al. also attacked other versions of the Yahoo 

CAPTCHA. Their first attack targeted a hollow version of Yahoo CAPTCHA using a 

hallow filling algorithm that detects the hollow parts of the characters and the hollow 

chunks that connect them through their shapes. The series of steps included in this attack 

were the first to segment a hollow text  with a success rate of 56%55. The second attack was 

against a later version that included projection approach that determines the shape of the 

head and tail of the text by filling its right-side and left-side using guide lines. The shape 

of other parts of the text were also determined through a similar approach fills that fills its 

upper-side and lower-side using the guide lines, which was aided with other attacking 

approaches such as the loop-detection, even-cut. Those combination succeeded in breaking 

the latest standard version of Yahoo CAPTCHA with a success rate of 9.2%56. Chad 

Houck57 developed another attack that broke the first version of ReCAPTCHA with success 

rate of between 10% and 31%. This attack uses multiple deep segmentation algorithm that 

searches for valleys in the upper counter of the text and for peak in the lower counter, and 
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then draw a vertical line between each pair of valley and peak located in the same vertical 

column. Claudia Cruz-Perez et al.58 developed another  attack broke different version of  

ReCAPTCHA with a success rate of 40.4% using the different  attacking methods that 

detect the characters in the text through the pattern of their own shape. In addition, 

Bursztein et al.59 developed a method of attack against 15 text-based  CAPTCHAs. This 

attack includes a combination of standard attacking methods that aim to remove the noisy 

background from standard text-based CAPTCHA schemes and segment them. Those 

methods are divided into sequence of steps, which are pre-processing, segmentation, post-

segmentation, recognition and post-processing. The attack achieved a success rate of 

between 1% and 24% against Baidu, Skyrock, CNN and Digg, while it achieved 25% 

success against the Wikipedia CAPTCHA and 26% and 50% against eBay, Reddit, 

Slashdot and 50% or greater on Authorize, Blizzard, Captcha.net, Mega-upload and NIH. 

Colin Hong et al.60 also developed a recent novel attack that broke the latest Microsoft 

CAPTCHA scheme with an overall success rate of 5.56% in 2015. 

The overall results of the novel segmentation attacks helped Jeff Yan and Ahmad Al-Ahmad 

in 20107 to identify critical design flaws that cause CAPTCHAs to have exploitable 

invariants, as they could be strategically used in cryptanalysis to break the CAPTCHAs. 

Two categories of invariants have been identified. These are pixel level invariants that 

contain pixel count, colour pattern and the shape variants, and string level invariants that 

contain character set, text length and dictionary words strings. The developers countered 

those invariants with limited solutions included in recent text-based CAPTCHA. Some of 

the most recent examples are the Wikipedia CAPTCHA and ReCAPTCHA that included 

several sets of highly distorted characters to form the text challenge.  

Deep-learning attacks. Deep-learning is a common name used for natural-network, which 

is a class of the machine learning61 that enables computer programs to learn without being 

explicitly programmed. This class includes a set of methods implemented by using a 

representation-learning technique that feeds a learning machine with raw data to 

automatically discover the representations needed for detection or classification62. The 

representation-learning methods used in deep-learning include multiple levels of 

representation which are obtained by composing simple but non-linear modules. Each of 

these modules transforms the representation at one level into a representation at a higher, 

slightly more abstract level62. The most known neural-networks used in deep learning are 
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convolutional natural networks, which are  sets of neurons with tied parameters63,64. These 

implement offline transformation as a discrete convolution and can be applied to filter 

several layers with each layer to the vector input followed by an element-wise non-linearity. 

Many developers have used deep learning to implement the next generation of 

segmentation attacks that replace novel segmentation algorithms. These attacks feed a text 

image to a neural-network machine that segments the text by dividing its image into a series 

of connected layers. They then analyse each of them to identify the layers that include 

portions of every typographic symbol within the image of the text, before using them to 

recognise the symbol. One of the attacks was implemented by Goodfellow et al.50 to break 

“Google Street View” challenges by recognising street view house numbers (SVHN) 

displayed within their scene test images. This attack achieved a success rate of 99.8% in 

recognising the street numbers in those challenges. Fabian Stark et al.65 implemented 

another attack in 2015 to target self-generated CAPTCHA challenges that are like the ones 

used by ReCAPTCHA. This attack included a proposed active learning technique to reduce 

the required training data in which it achieved an accuracy rate of 85% in recognising the 

samples of this CAPTCHA, after it trained the data for epoch 40. 

The developers also implemented other deep-learning attacks on numerous standard 

datasets between 2011 and 2014. These datasets included standard text challenges and 

natural scene test images downloaded from several sources including Google’s image 

search engine. The first attacks against these databases were based on a sequential character 

classification that only finds the characters through sliding windows. Wang et al.66 

presented the first attack that uses this technique, which recorded an average success rate 

of between 61.3% on the samples of databases. Following this attack,  Wang et al.67  

presented improved algorithms of his attack that achieved success rates of 81.3% against 

the databases. However, other attackers implemented different attacking algorithms that 

used the notion of holistic word recognition. The first two attacks that used this method 

were implemented by Novikova et al.68 and Mishra et al.69 in 2012. These attacks achieved 

average accuracy rates of between 69.3% and 74.3% against the samples in the databases. 

Other developers also improved attacking algorithms such as Rodriguez-Serrano et al.70 

who presented his attack in 2013 that used aggregated Fisher Vectors. These algorithms 

showed a huge improvement in the deep-learning mechanisms in which the average 

accuracy rate of the overall attacks released in 2013 were 84.5% recorded71–73. The 
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attackers also made other improvements to the algorithm including Almazan et al.74 who 

formulated the joint embedding spaces. These attacks raised the average accuracy rate of 

the overall attacks in 2014 to 88.4%74–78.  

The developers also used deep-learning as part of advanced attacks that included novel 

segmentation methods. Bursztein et al.79 presented one of these attacks in 2014 that 

combined deep-learning and novel segmentation algorithms. This attack achieved a success 

rate of 22% against a 2013 version of ReCAPTCHA, 55% against Baidu CAPTCHA and 

51% against the eBay CAPTCHA. Another attack that used a similar technique was 

implemented in 2015 by Yan et al.80. This attack achieved a success rate of 77.2% against 

the ReCAPTCHA, 23.8% against Wikipedia CAPTCHA, 16.2% against Microsoft 

CAPTCHA, 25.8% against Amazon CAPTCHA, 44.2% against Baidu CAPTCHA, 5% 

against Yahoo CAPTCHA and 58.8% against eBay CAPTCHA. These attacks helped 

Bursztein et al.79 to declare thar the standard text-based CAPTCHA to be completely solved 

and encouraged many websites to replace them with other AI challenges such as objects-

recognition and motion-based CAPTCHAs. 

The animated (motion-based) text CAPTCHA. This new type of text-based CAPTCHA, 

also known as motion-based CAPTCHA, involves an alternative approach to add motion 

to the CAPTCHA to provide a better space for security and usability. Animated (motion-

based) text CAPTCHAs have become the focus of developers since solutions available in 

designing standard text-based CAPTCHAs were limited. E. Athanasopoulos et al.81 were 

the first to propose the idea of adding motion to the CAPTCHA as  a way of improving the 

robustness and usability of the object recognition CAPTCHA. After that, developers 

included it in the design of text-based CAPTCHA schemes to add a timing security 

mechanism that separates text information through multiple animated frames. The human 

can solve these CAPTCHAs by studying and recognising the animated challenge but it is 

difficult to achieve in automated attacks. Cui et al.82 discussed the general steps to 

designing these animated schemes, which are: 

Step 1: Determine the elements of the original contents set. These contents are an 

English alphabet set or an Arabic numeral set that forms the text challenge. 
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Step 2: Generate a verification code randomly and a set shown in position in animation. 

This verification code must include three or more elements from the original 

set that is chosen randomly. 

Step 3: Draw frames of animation. Animation is produced by the technique used in 

drawing the frames. This technique includes choosing the number of moving 

objects in each frame such as noisy objects. It also includes choosing the initial 

position, colour, shape, size, and the moving orbit of each object in addition to 

animated attributes of those objects. All choices then need to be used to draw 

the frame that include the moving objects. 

Step 4: Repeat each frame’s drawing and save the animation. In this step, the developer 

chooses the total number of frames included in each challenge, and then repeats 

step 3 for each frame. 

In later stages, we are going to include details about the design in addition to the robustness 

and usability issues currently identified. 

2.4 The design of the animated (motion-based) text CAPTCHAs  

 The early animated text-based CAPTCHA 

The early-animated text-based CAPTCHA schemes were designed to animate characters 

separately in respective vertical columns within the animated image. These schemes 

animate characters using a number of effects. Some of these effects include a time delay 

feature that displayed a character completely or partially for a short length of time before 

fading out or disappearing. The second category involves a number of changes that scale, 

rotate and move the character vertically or in different directions. These CAPTCHA 

schemes also include a number of animated noises in the background and foreground.  

Many of the early CAPTCHA schemes animated their characters by using one specified 

effect such as the Dracon CAPTCHA that used the fade effect, which causes the characters 

to fade and blur for a certain length of time, and the AmourAngels that used the vertical 

move effect, which causes the characters to move up and down. However, some of the 

animated CAPTCHA schemes may include more than one effect. The earliest example of 

these schemes is the CAPTCHANIM that incorporates a variety of designs that include a 

few animated characters by using the scaling feature. These characters may stay in their 
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position or move in and out of the CAPTCHA frames from left to right or right to left. In 

addition, they can be distorted through an additional animated effect that is known as 

horizontal deformation methodology, which shifts the shapes of those characters 

horizontally in different directions. Figure 2.3 shows examples of early-animated text-

based CAPTCHA schemes. 

Dracon CAPTCHA 

   
AmourAngels CAPTCHA 

   
CAPTCHANIM 

 

Figure 2.3. The early animated text-based CAPTCHA schemes83–85 

The most complex scheme of the early motion-based CAPTCHAs is the KillBot 

Professional CAPTCHA. This is a commercial CAPTCHA used by the United State 

Federal Government as the developers state on their website86. It entails a variety of 

different CAPTCHA designs, each of which contains a specific number of random 

characters that change themselves in specific vertical columns. Each character changes 

itself using an advanced approach that combines blurring and fading effects with one or 

more of the major animated character changes that include scaling, rotating, or moving 

vertically up or down. This CAPTCHA scheme also uses different types of animated noises 

like raindrops, random characters that move horizontally or vertically, falling bars, and 

moving lines. Figure 2.4 shows an example of the KillBot CAPTCHA animated challenge. 

 

Figure 2.4. The major design of the KillBot professional CAPTCHA86 

 The moving object CAPTCHAs 

Other types of the animated text-based CAPTCHAs were developed using segmentation 

resistance mechanisms that normally overlap a few animated characters inside the 

CAPTCHA frames. The developers of  NuCAPTCHA Inc.87 created an animated text-based 

CAPTCHA that overlaps characters and moves them at the same time to make the 
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CAPTCHA resistant to segmentation attacks. This CAPTCHA moves the characters by 

rotating each of them individually while they are moving together from left to right. This 

CAPTCHA also contains additional characters that move horizontally without rotation 

alongside the rotated CAPTCHA characters in addition to an animated background. These 

two features play a major role in increasing the difficulty for the automated to track and 

capture the CAPTCHA characters. Figure 2.5 shows an example of NuCAPTCHA. 

     

Figure 2.5. NuCAPTCHA 

Developers designed other animated text CAPTCHAs that used complex mechanisms that 

show the user two groups of animated characters, which are the main characters and noisy 

characters. These two groups use the same font size to confuse the computer program, while 

they use different animation behaviours to help the human to differentiate between them. 

The earliest animated text-based CAPTCHA that used this kind of mechanism depended 

only on appearance and length of time to help the human distinguish between the main 

characters and the noises. For example, Atlantis-caps.com88 released an animated 

CAPTCHA scheme that involved two sets of characters displayed in different colours that 

keep changing through the animation frames.  The first set of characters represents the main 

CAPTCHA characters and these appear consistently in front of the animated frames. The 

second set is a group of characters that appear briefly in the background of the CAPTCHA 

frames to create noises behind the main characters. Figure 2.6 shows an example of this 

CAPTCHA scheme. 

   

Figure 2.6. Atlantis-Caps 

The first animated CAPTCHA released using this concept was the AniCAP, which is an 

experimental animated text-based CAPTCHA developed by Y. Chow and W. Susilo89. The 

main characters in this CAPTCHA appear as 3D characters coloured grey in front of the 

3D CAPTCHA image. In addition, another set of 3D connected characters also coloured 
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grey appear behind the main CAPTCHA characters to create noises around them. Both sets 

of 3D characters are rotated in 3D demolition, so the human can locate the main characters 

by looking at their movement in parallel with the rotation direction inside the animated 

image. Yahoo Inc. also released an animated text-based CAPTCHA that includes the same 

mechanism that uses animated characters to form the main text challenge and the noises. 

However, the animated behaviour of each group in this animated CAPTCHA is different 

from the AniCAP in which the noisy characters move in horizontal directions, unlike the 

characters of the main text. Figure 2.7 shows an example of the AniCAP and Yahoo 

animated CAPTCHA.  

(A) 

 

(B) 

 

Figure 2.7. AniCAP (A) and Yahoo CAPTCHA (B) 

 The “emerging image” in animated text-based CAPTCHAs 

The “emerging image” is a recent robustness mechanism adopted by the animated 

CAPTCHA challenges. The first proposal of this concept was made by Mitra et al.11. They 

described it as “the unique human ability to aggregate information from seemingly 

meaningless pieces, and to perceive a whole that is meaningful”. The adaptation of this 

mechanism was through a 3D video CAPTCHA by Mitra et al.11 that was released to defend 

tracking attacks that use “frame-to-frame” analyses. 

The first adaptation of the “emerging image” mechanism in an animated text-based 

CAPTCHA was by Y. Xu et al.10 who used it in a new version of NuCAPTCHA. This 

version helped to defend tracking attacks that broke the original design of animated text-

based CAPTCHAs with a high success rate. Y. Xu et al.10 presented their implementation 

of the “emerging image” version of the NuCAPTCHA through methods that generated two 

sets of animated frames. The first set included grayscale frames that displayed the edges of 

animated text of the NuCAPTCHA alongside the edges of the background. The second set 

were from a set of noisy images that were generated using Gaussian distribution. This 
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method combines the two sets of grayscale frames through an equation that calculates the 

grayscale value of each pixel in each frame as follows: 

𝑃(𝑥, 𝑦) = 𝑆(𝑥, 𝑦)𝑒(𝐹(𝑥,𝑦) 𝐶⁄ ) 

In which 𝐹 is a frame from the first set and 𝑆 is a frame from the second set and C is constant 

number. The method makes each pixel point 𝑃(𝑥, 𝑦) with a value greater than constant 

number T white to create an animated final set of frames that display the edges of the 

animated characters in blurred images alongside a noisy background. Figure 2.8 (A) shows 

an example of the “emerging image” mechanism and figure 2.8 (B) shows an example of 

the resultant image.  

 

          (A) (B) 

Figure 2.8. The design of the “emerging image” in NuCAPTCHA 

The concept of “emerging image” also inspired other animated text-based CAPTCHA 

schemes. An example of these schemes was created by Ivo Kund from the University of 

Manchester that contained a number of small lines and background clutters90. This 

CAPTCHA aims to use the small lines to create two types of moving particles. The first 

type contains groups of moving particles that represent the CAPTCHA characters, while 

the second type contains individual moving particles that aim to add noises to the 

background. The groups of moving particles that represent characters inside the CAPTCHA 

image are divided into multiple frames to resist frame-to-frame tracking attacks. These 

particles also move in different directions to make it difficult for attacking bots to use the 

PDM tracking method to detect those characters. Figure 2.9 shows an example of the 

Kund’s CAPTCHA animated challenge. 
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 Figure 2.9. The Kund’s CAPTCHA  

The Gao et al.44 also developed another “emerging image” CAPTCHA in 2015. This 

CAPTCHA is designed only for gaming engines to resist both automated and human-solver 

relay attacks that target video games, as it keeps generating infinite numbers of frames at a 

rate of 40fps. Each animated challenge in this scheme displays five segmented characters 

that move randomly within the middle and right sides of a 3D noisy background. Each of 

those characters are distorted using animated 3D object rotation, incomplete object contour 

and tiling background, so they can reduce the information exposure to the computer 

program. Each challenge also distorts three other characters by using the same features 

mentioned before in the left side of the animated challenge. Each of the three character 

resembles one of the other five animated characters that move randomly within the 3D 

noisy background. The normal human could solve this challenge simply by dragging each 

of the three characters with its resembled one in the middle/right side of the animated 

image. However, attackers would need a more difficult challenge to answer it by using a 

computer program due to the infinite and high rate of frame generation in its samples. The 

infinite and high frame rate generation also resists the relay attack, as the attacker needs to 

keep sending streaming images of the animated challenge to the human solver at a speed 

of 40fps. He would also require to asynchronies the solver’s dragging and dropping answer 

from his computer at very high speed. Those attacking requirements would make the 

CAPTCHA challenges impossible to break with the relay attack, as current streaming 

technologies are not enough to reach any of them.  

2.5 The security of the animated text-based CAPTCHAS 

Although the concept of the animated text-based CAPTCHA is still new to the research 

community, many animated schemes were still broken by two algorithms. These algorithms 

include character capture attacks that targeted the early-animated text-based CAPTCHA 

schemes and frame-to-frame tracking attacks that targeted the NuCAPTCHA scheme.  



28 

 

 The character capture attacks: the security of the early animated CAPTCHAs 

The earliest attacks against the animated text-based CAPTCHA schemes used technology 

to catch their animated characters in good images. Vu Duc Nguyen et al.91 presented an 

example of this attack that broke many early animated schemes. It included a strategy to 

gather the relevant information from the animated frames and extract them into a static 

image that displays the whole text. This strategy included a major approach that extracted 

the characters that pause, move and scale in respective columns and which were run through 

two methods.  

The first method is the pixel delay map (PDM), which was implemented against an 

animated CAPTCHA that contained characters appearing or pausing in fixed locations for 

a long period. This method calculates the length of time that foreground pixels take to 

appear in each coordinated point in the animated image using an algorithm that count the 

number of captured frames that contain the foreground pixels in that coordination. It then 

uses the results of the calculation to create a mapping image known as pixel delay map 

(PDM) that shows the foreground pixels that appear in coordinated point for a certain length 

of time. We could describe the pixels that appear for the highest number of times as pixels 

of the animated characters that appear and pause in fixed locations for a long length of time. 

Figure 2.10 shows an example of this method. 

 

Figure 2.10. The Pixel Delay Map (PDM)91  

The second method is Catching Lines (CL) which is a method used against the characters 

that move or scale in vertical columns within the image. This method uses the PDM map 

to calculate the maximum pixel for each character and determines the vertical area where 
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pixels of each animated character are located in the animated frames. Then, it uses the 

results to segment the characters vertically by adding two vertical lines on the side of its 

vertical column in the PDM. After that, it analyses each of the segmented animated 

characters to catch it when it reaches a particular height. This height is normally in the 

position where the character is fully displayed and easy to obtain and after it reaches a 

certain height as stated by the developers in their paper. Figure 2.11 shows an example of 

this method. 

 

Figure 2.11. Catching Lines (CL)91 

The method identifies the height (horizontal location over x-axis) that the head of the 

character needs to reach in one fixed location in case the character moves vertically. This 

height can also be determined for each character in a position where it reaches its maximum 

height, which can be identified as the height where the pixels of the character give a value 

bigger than zero in the PDM, in case the target is either rotated or scaled characters. 

However, one method determines the height for scaled characters that may go outside the 

boundary as the highest position of the area where the PDM of that character can give the 

highest value. Vu Duc Nguyen et al.92 showed other methods used only against specific 

animated CAPTCHAs during the character extraction process. One of these methods is 

Colour Selection (CS) used against the animated CAPTCHA that includes characters that 

use different colours and move at random speeds and directions. This method is used to 

separate characters based on their colours and selects each from a frame where the 

maximum number of pixels are coloured using a colour of the one displayed. A second 

method is Frame Selection (FS) that targets the animated CAPTCHA that includes 

characters that use the same colour and move at random speeds and directions. This method 

depends on selecting the frames that display the highest number of pixels that do not belong 

to the background. After that, it chooses the frame where all characters are separated into 
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distinct regions, while none of them is in contact with image boundaries. In addition, a third 

method called Roller Selection (RS) targets the animated CAPTCHA that includes rotated 

characters. This method segments the characters using a flood-fill. After that, it extracts 

them using the CL method that catches each of them when its highest pixel reaches its 

maximum height. 

The attack also includes extra methods to filter out the noises during the pre-processing in 

the attack. These methods distinguish the noises from the main characters through their 

movements, colours, brightness and the length of time they take to remain displayed 

through the CAPTCHA frames. The attack may also include a step to correct the order of 

the characters that move horizontally in the CAPTCHA frames through a method that 

swaps the two contents on the sides of the vertical line. This method is used in case the 

targeted challenge is a second variation of CAPTCHANIM. 

The CAPTCHA attack achieved an average 85.5% success rate against the CAPTCHA 

schemes that include a time delay feature, after it used the PDM method against them. In 

addition, it achieved a 47% success rate against AmourAngels CAPTCHAs using the CL 

method. However, the attack achieved only a 21% success rate against CAPTCHANIM 

using the CL method besides a character correction method that swaps the two contents on 

the sides of the vertical line in the second variation of CAPTCHANIM. It also achieved an 

18% success rate against the KillBot professional CAPTCHA after it used both attacking 

methods against it.  

Thus, the attack proves the ability of the computer program to read characters that move, 

scale and fade in and out in the correct order and extracts them in a good image. It also 

proves the weakness of the noises used in the animated CAPTCHAs as they have different 

behaviours than the main characters. Yet, the attack showed limitations against the complex 

distortion methods including the rotated character methods such as the CL method, which 

failed to catch them in the correct rotation form. This may cause problems in recognition 

especially when the rotated character is one of the confusing characters like “n”, “u”, “p”, 

“q”, “b”, “d”, “N” and “Z” that appear as rotated by more than 90 degrees. In addition, the 

character correction in the CAPTCHANIM could catch the character when it moves 

partially out of the frame in the second variation. This problem is caused by the inability of 

the attack to detect these frames, as they appear randomly within the animated image. These 
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issues caused increased difficulty for the automated attack to achieve a high success rate 

against animated CAPTCHAs such as KillBot and CAPTCHANIM.  

 The frame-to-frame tracking attacks: The security of NuCAPTCHA and 

“emerging image”. 

The frame-to-frame attacks are the first attacks against the animated CAPTCHAs that use 

tracking attack analyses against the animated text-based CAPTCHA schemes. These 

attacks included two against the NuCAPTCHA that used approaches to crowd three rotated 

characters together and make them move horizontally alongside many ad characters that 

did not rotate. The developers of this animated text-based CAPTCHA describe it as one of 

the most secure CAPTCHA scheme because of two features93. The first feature is character 

overlapping that increases its resistance against OCR-attacks. The second feature is random 

security letters that make it difficult for the attacks to decode the letters in the CAPTCHA 

after decoding one of them93. However, the attackers still proved the opposite through two 

attacks which were composed of two major steps used to identify and segment rotated 

characters. We are going to discuss each of these attacks individually in the next sections. 

The Elie Bursztein attack. Elie Bursztein94 created one of the attacks that broke the 

NuCAPTCHA with a high success rate of above 90%. This attack catches the CAPTCHA 

video and decodes it to break it into frames. Then, it analyses all the moving objects, which 

include all the animated characters in all frames to find the most rotated CAPTCHA 

characters. After that, it identifies all the frames that contain the CAPTCHA characters and 

uses them to create many images of these characters. It then runs a segmentation attack 

against each of the images, before it selects the best answer using a voting system.  

The first step used to find the characters in the Bursztein attack relies on the image and 

motion tracking methods. After that, it clears the background around the moving objects 

that includes the rotated characters in addition to additional ad characters. Then, the attack 

identifies the rotated characters through a method that adds interest points to the edges of 

characters using the SIFT (scale-invariant features95 algorithm). Those interest points help 

to track the movement of the character, so the attack can locate the main characters through 

their rotations. This method also adds bounding boxes around the edges of animated 

characters to locate the overlapped characters of the main text. The method analyses the 

bounding boxes to find the ones that have a width/ height ratio of greater than one. It then 
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searches for the bounding box that includes more corners and edges than the other bounding 

boxes through a density metric algorithm. This algorithm computed in each bounding box 

is as follows:  

∑ (
𝑛

𝑘
)

1

Distance(Pk , Box_Centre)

𝑛

𝑘=0

 

In which the distance is Euclidian Distance and Pk is each interesting point. The result 

determines the most interesting boundary box that contains rotated CAPTCHA characters 

and achieves the highest score computed through the density metric algorithm. 

 

Figure 2.12.  The Bursztein attack against NuCAPTCHA94 

The rotated characters inside the selected object are segmented using an algorithm that 

tracks the interest points to link the points that rotate together around one centre. Each 

group of the linked points forms a body of one rotated character. The segmentation 

algorithm used in the attack analyses each group of linked points to find the beginning and 

end of each rotated character, so the algorithm segments this character in each frame. 

Finally, it analyses the segmentation result in each frame and selects the best answer. Figure 

2.11 shows an example of the rotated characters identification process and the segmentation 

method used in the Bursztein attack. 

Y. Xu et al. attack. In parallel to this attack, Y. Xu et al.10  have developed an attack that 

uses different features to break the CAPTCHA. This attack identifies moving characters 
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through a method that detects the silent features, which include the corners of the characters 

using the Harris corner detector96. The attack then executes a “tracking” procedure that uses 

the KLT-tracking method97 to find the characters that move together in the image. This 

method identifies and connects the silent features in each frame to trajectories and discards 

the salient points with short trajectories that belong to the background. After that, the attack 

searches for trajectories with the largest deviation from the more common motion trajectory 

and identifies it as the trajectories of the main text. Then, the attack executes a “foreground 

extraction” procedure that uses the Gaussian mixture mode98 to identify the foreground 

colour of the main characters and extract them. The attack then executes a “segmentation” 

procedure that uses k-means clustering99 to create a bounding box based on the centre of 

the rotated object and its orientation in each frame. It then segments and extracts each 

character marked within one boundary box. After that, it sends the character to a natural 

network engine to process a “classifier” that analyses the segmented images of each 

character from each frame to find the best answer. The attack could also include an optional 

“feedback” procedure that uses the classifier to reduce the distraction caused by 

overlapping the character. This attack has achieved a success rate of 75% against the 

NuCAPTCHA scheme without activating the feedback approach which took an average of 

30 seconds to break each CAPTCHA challenge. It also achieved a success rate of 77% 

against the NuCAPTCHA scheme with the feedback approach, taking an average of 250 

seconds to break each CAPTCHA challenge. Figure 2.12 shows an example of procedures 

included in the Y. Xu et al. attack against NuCAPTCHA 

 

Figure 2.13. Y. Xu et al. attack against NuCAPTCHA10 
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Y. Xu et al.10 used their attack against other variants of the NuCAPTCHA that offer 

different defences. The first variation of the NuCAPTCHA is the extended variation that 

included an extended number of rotated characters. The second variation included in the 

study is the overlapping variation, which is the same as the standard version of the 

NuCAPTCHA except that the characters are more overlapped. The third variation of the 

NuCAPTCHA is the semi-transparent that is also identical to the standard version of the 

NuCAPTCHA except the characters in it are semi-transparent. The results of the study 

showed that the attack could still break the three variations of the NuCAPTCHA. Based on 

these results, the attack achieved a success rate of 5% against the first variation of the 

NuCAPTCHA that included 23 rotated characters in each challenge. It also achieved the 

same score against the other two variations of the CAPTCHA scheme.  

The developers of these attacks used results to show the vulnerability of segmentation-

resistance mechanisms on animated text-based CAPTCHAs. Based on their arguments, the 

attacks can exploit those mechanisms by tracking the movement of each character in the 

animated image. This issue can also make the animated text-based CAPTCHA less safe 

than the standard text-based CAPTCHA. 

However, Y. Xu et al.10 showed that these issues can be still encountered by using an 

“emerging image” mechanism included in a version of NuCAPTCHA . Based on their 

research, this version of NuCAPTCHA could resist all automated attacks developed against 

other versions of this scheme. Y. Xu et al. used this result to prove the resistance of the 

“emerging image” against tracking attacks through its feature that separates the pieces of 

the text and background through the animated frames. Another examination by Kund100 

showed similar results on an inspired scheme of the “emerging image” that uses small lines 

instead of noises. This research showed how the scheme can raise the difficulty threshold 

in breaking the scheme by using the same shaped noises to display the main text and the 

background. 

2.6 The usability studies of CAPTCHAs 

Many usability studies have been conducted on CAPTCHA schemes, including some 

research on animated text-based CAPTCHAs. In this section, we discuss those usability 

studies, especially those related to the animated-text based CAPTCHA. These studies are 

mainly based on the five Jakob Nielsen101 usability principles. These principles are: 
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• Learnability: how easy is it for users to solve the CAPTCHA the first time they 

encounter it.  

• Efficiency: once users have learned to solve the CAPTCHA, how quickly can they 

solve each challenge. 

• Memorability: when users return to the CAPTCHA scheme after a period of not 

using it, how easily they can re-establish proficiency. 

• Errors: how many errors users make, how severe these errors are, and how easily to 

recover from them. 

• Satisfaction: how pleasant for the human is it to use the design. 

 The text distortion related issues 

Many studies have focused on the usability of distortion methods. Microsoft 102showed one 

of these studies that focused on the level of standard distortion methods such as translation, 

rotation, scaling and wrap. This study helped in designing the Microsoft CAPTCHA 

scheme that was deployed for a year on Microsoft websites before it was broken in 200751. 

Another study by Ahmad El-Ahmad103 showed how distortion issues related the confusing 

characters in segmentation-resistance CAPTCHAs. These issues included one in which 

connected characters (letters and digits) could resemble other characters when connected 

to each other. Example of this are “vv” that can resemble “w”; “cl” that can resemble “d”; 

“nn”, and “rn” that can resemble “m”. Other issues related to the confusing characters is 

the similarity between some of them. For example, you cannot tell 1 from l, z/Z from 2 and 

S/s from 5. These studies also focused on the effect of distortion issues with foreign people 

whose mother tongue does not use the Latin alphabet. One of those studies was conducted 

by Chew and Baird104 using students whose mother tongue uses the Latin alphabet and 

others whose mother tongue does not. The study showed that the students whose mother 

tongue does not use the Latin alphabet performed much worse than those whose first 

language is based on the Latin alphabet. 

The usability studies also focused on the animated distortion methods such as the animated 

character changes that are included in several animated character schemes. Nguyen et al.91 
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discussed the usability issues of three methods currently used in the animated text-based 

CAPTCHAs, which are as follows: 

• Time delay. The animated text-based CAPTCHAs that use this type of distortion 

aim to display each character for a specific duration before it disappears or fades 

out. The duration of time chosen to display the character should be enough for the 

user to read the challenge and determine the position of each character inside it. 

Instead, it causes usability problems especially for people who read slowly, as those 

people need to wait every time they miss a character until it appears again.  

• Character movement and scale. Few text-based CAPTCHAs use animated 

changes that scale the characters or move them in different directions to prevent 

their full appearance in each frame. We can regard these animated changes as 

usable, as humans can predict and solve them by following the animated characters 

until they appear clearly in the CAPTCHA frames.  

• Character rotation. The rotation is another type of animated change applied to the 

CAPTCHA characters. This method is used to represent the characters in several 

orientations that can be greater than 90 degrees. The human can guess most rotated 

characters by their appearance. However, the human may face usability problems if 

the rotated character is one of the confusing characters such as “n”, “u”, “p”, “q”, 

“b”, “d”, “N” and “Z” - especially when the orientation of those characters reaches 

nearly 180 degrees.  

Other methods used to animate the text include the horizontal deformation method, which 

shifts the shapes of the characters horizontally in different directions. This method does not 

present a problem for the user who can easily identify the distorted character by using the 

methods in any form through the animated frames. 

 The text layout related issues 

Many issues related to the text layout were mentioned by the researchers. These issues 

include those found in both standard and animated schemes and are related to character sets 

and string lengths mentioned by Ahmad El Ahmad103 in which an increase in the character 

set and string length can decrease the usability of the CAPTCHA. Other studies also 

compared the usability of both random string and dictionary words. These studies showed 
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that dictionary words are always more solvable and understandable to the human than the 

random string105,106. 

The studies also include ones focused on the effectiveness of the animated feature in 

animated text-based CAPTCHAs. These features include making animated characters stay 

either in fixed locations or move and scale in respective columns. These features can play 

a major role in facilitating the usability of the CAPTCHAs, as they can make it easier for 

the human to identify the correct order of the main characters91. They could also prevent 

the human from missing any animated character that appears randomly, as the human could 

determine the number of columns that contain each character in the animated challenges.  

Other animated mechanisms included in these CAPTCHAs are animated segmentation-

resistance mechanisms that move the animated characters horizontally and overlap them 

together. These  schemes were considered as usable, because humans can locate each 

character by looking at its individual animation as Giasson et al. stated in their paper93. As 

such, the user can identify the main characters in the NuCAPTCHA challenges by looking 

at the rotated characters inside the animated challenges. Then, the user can identify each 

character by tracking its rotation to find each of its corners.  

Even so, these features can have a negative impact on the usability of the animated text-

based CAPTCHAs, based on the number of characters and their level of overlapping inside 

the CAPTCHA challenges. Y. Xu et al.10 showed this negative impact in their study by 

using different variations of the NuCAPTCHA. The variations included the standard 

variation of the NuCAPTCHA, which is the original version of the NuCAPTCHA. They 

also included the other three variations mentioned before which are the extended variation, 

the overlapping variation, and the semi-transparent variation. This study involved many 

participants presented with ten challenges from each variation of the NuCAPTCHA. The 

results of the study showed that the users achieved a significantly lower score in the 

extended, overlapped and semi-transparent variations of the NuCAPTCHA than the 

standard variation. These results showed also that users spent much longer in resolving the 

three other variations of the NuCAPTCHA than the standard one.  

As a result, the features used to move the animated characters horizontally and overlap 

them together could be usable in only one case, which is when the characters are not closely 

overlapped. Otherwise, it can cause a considerable problem to the usability of the animated 
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text-based CAPTCHAs that could affect the accuracy of the human’s solving ability and 

the time needed to solve each challenge. This problem has had a major impact on the user’s 

understanding and satisfaction as Xu et al.10 proved through their study which showed 

participants in usability examination reacting negatively towards the extended, overlapped 

and semi-transparent variations of the NuCAPTCHA, and preferring the standard variation. 

 The presentation related issues 

The way that the animated CAPTCHAs are presented can play a major role in identifying 

the usability of the animated text-based CAPTCHA. This can include the use of noises and 

colours and the way the characters are presented alongside those noises. It can also include 

integration problems with web pages and browsers and the loading time. 

The use of noises. The noises are extensively used in the current animated text-based 

CAPTCHAs to hide the characters from the automated attacks. As several types of noises 

have colours and brightness values that are different from the main characters the human 

focuses only on the main characters. Few types of noises are being different from the main 

characters in their movement and the time needed to display in the animated challenges. 

The usability of these noises depends on the human’s ability to distinguish between the 

main text through their animation. This main case is more present in schemes that display 

the noises and main text in a similar shape, such as the schemes that use the “emerging 

image” mechanism.  

One of the main CAPTCHA schemes that revealed a problem with noises is Kund’s 

CAPTCHA90 which displays the main characters and noises using clutters that move in 

different directions. This CAPTCHA suffers from usability problems that make the 

CAPTCHA challenges too difficult for the users to solve. One of these is the similarity 

between the noise small lines and the characters’ small lines which makes it too difficult 

for the user to differentiate between the two groups of lines. In addition, the characters’ 

small lines make the character unreadable in some cases, especially where the lines are very 

close to each other. These issues caused participants in a usability examination of this 

scheme to achieve an accuracy rate of 61% within an average speed of 11 seconds. Y. Xu 

et al.10 countered this problem in his “emerging image” version of the NuCAPTCHA by 

making the animated text highly visible and distinguishable from the other noises around 
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it. However, the usability examination of this version still showed users giving a mixed 

rating with a negative rating in error-prone and pleasant-to-use questions. 

The use of colour. Colours are extensively used in many different text-based CAPTCHAs 

because of their usability advantages that include:  

• The number of different configurations provided by colours that could make the 

CAPTCHA suitable to many different user preferences107. 

• The additional computability with the design of a colour theme of websites makes 

them less intrusive21. 

• Their appealing and strong attention mechanism could make the CAPTCHA more 

interesting103.  

However, the use of colour can also cause usability problems that were identified in the 

early text-based CAPTCHAs where the background was filled with different colours. The 

earliest usability issues were present in standard text-based CAPTCHA schemes that 

included many colour blocks in both the background and foreground of CAPTCHA images. 

Research conducted by Yan et al.108 showed difficulties for people with normal vision in 

recognising these CAPTCHAs, including 8% of males and 1% of females in North America 

and Europe. Xu et al.10 also encountered usability issues in his versions of the 

NuCAPTCHA. These issues were present during the usability examination of those 

versions in which participants skipped many challenges that included highly coloured 

backgrounds due to the difficulty of reading the text in front. 

Integration and loading problems. The animated text-based CAPTCHAs also have a major 

usability problem in the ability of browsers and platforms to handle this kind of technology. 

The main cause of this problem is that the most of animated text-based CAPTCHAs are 

displayed using incompatible technologies with many browsers. These issues were mostly 

present in mobile browsers such as those included on IOS and Android. This can lead the 

users of these browsers to encounter problems in opening and reading the animated text-

based CAPTCHAs. Animated CAPTCHAs also suffer from loading problems resulting 

from the number of frames used inside them. These problems can also increase the time 

needed to solve the animated CAPTCHA challenges. 
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 Other usability studies of CAPTCHAs 

The researchers also conducted other general studies of the AI problems in the CAPTCHA 

schemes. The W3C working group106 presented one of these studies in which they 

highlighted the inaccessibility of visual CAPTCHAs for disabled web users, including 

blind and poor vision users and those with learning disability problems such as dyslexia. 

They also discussed the use of alternative solutions to the visual CAPTCHAs such as the 

audio CAPTCHAs instead of discussing improvements to the usability of challenges. In 

connection with this study, Tim Converse107 argued that the CAPTCHA always poses an 

accessibility problem, as it is a test of human sensory or cognitive abilities, which some 

humans can lack in general. 

Other research included comparisons between the text-based CAPTCHAs and AI 

problems-based CAPTCHAs in terms of usability. Brodić et al.109 presented the most recent 

study which examined two types of standard text-based CAPTCHAs and two types of 

image-based CAPTCHAs, which are as follows: 

• Text-based CAPTCHAs: 

o The first scheme displays letters 

o The second scheme displays only numbers 

• Image-based CAPTCHAs  

o The first scheme includes a set of wild life animals 

o The second scheme display images of other objects 

The results of this research showed that the users could recognise the image objects in 

image-based CAPTCHAs faster than the text. The results showed the fastest time recorded 

for wild life animals (between 1 second and 23.14 seconds) and the slowest time recorded 

for text (between 3 seconds and 59.78 seconds). Other research was by Elie et al. in which 

he compared the usability of sound-based CAPTCHAs with the usability of the text-based 

CAPTCHA. The results of this research showed that the text challenges were much easier 

for the human than the sound challenges. Based on these results, the text challenges 

required an average of 9.8 seconds to be resolved with an accuracy of 71%. Sound 
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challenges required an average of 28.4 seconds to resolve the challenges with an accuracy 

of 31.2%. 
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Chapter 3. Wikipedia CAPTCHA 

In this chapter, we have studied the robustness of the Wikipedia CAPTCHA scheme, which 

is a widely known, text-based CAPTCHA used on Wikipedia websites. This CAPTCHA 

scheme was one of the last text-based CAPTCHA designs based on segmentation and 

recognition of resistance principles. The security of this CAPTCHA relies mainly on a 

“lines as clutter” mechanism that increases the robustness of the CAPTCHA against 

segmentation attacks. It also relies on the high distortion of characters. The mechanism and 

the noises also impair the ability of recognition engines to recognise segmented characters. 

Even so, our attack achieved a 70% success rate in recognising and segmenting this 

CAPTCHA.  

3.1 Introduction 

In this chapter, we present the first answer to our second question about the capability of 

segmentation resistance mechanisms that provide a level of resistance missed in animated 

schemes. In particular, we present a novel attack on the “lines as clutter” mechanism 

implemented by the Wikipedia CAPTCHA. This CAPTCHA adopts the “lines as clutter” 

mechanism by adding noisy lines around distorted characters and the gaps between them.  

The robustness of this mechanism is highly dependent on the distortion methods used 

against the characters. These methods could help generate infinite varieties of shaped 

images of the letters included in text challenges. These images could also include ones that 

contain partially displayed characters in the shape of noisy lines. Combining distortion 

methods with the “lines as clutter” mechanism increases the change in the shape of the text 

or the noisy lines and provides better resistance to segmentation attacks that identify either. 

In addition, these combinations could cause characters in the text to be close to the shape 

of other characters and, as a result, lower the recognition rate of the characters.  

In this chapter, we attempt to investigate the capability of computer programs to reverse 

the adaptation of the “lines as clutter” mechanism in this CAPTCHA. The investigation 

includes an attack that detects and remove the noises around the characters and in the 

connection areas between them. The attack also includes other steps to remove the empty 

dots inside the characters before analysing the components to identify if they are related to 

a single letter.  
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In this chapter, we also discuss the steps included in our attack and show how we used them 

to reverse the “lines as clutter” mechanism to lower the distortion level of the text. Our 

intention in this chapter is to show that relying on this mechanism may not improve the 

resistance of the CAPTCHA to attacks. 

To the best of our knowledge, the work presented in this chapter includes an analysis that 

is critical to our research. It reports the most successful attack on a Wikipedia CAPTCHA 

that includes one of the most robust mechanisms and highlights vulnerability problems in 

one of the segmentation resistant mechanisms to the novel attacks. Our work also 

contributes to answering the second question of our research and helps us determine the 

main effect of noises even if they are included in the current animated schemes, as these 

schemes are still developed using standard techniques (as discussed in chapter 10). This 

attack achieved a success rate of above 70% in both segmentation and recognition attacks 

against this CAPTCHA. This result proves the capability of our attack to compete with the 

human in solving these challenges, as the success rate of this attack is very close to the 

human’s accuracy rate in solving these challenges. 

The sections in this chapter are organised as follows. Section 3.2 provides an overview of 

the targeted CAPTCHA scheme. Section 3.3 describes our attack followed by the 

evaluation in section 3.4 and our results and the limitations of our attack in section 3.5. We 

then discuss the other attacks against CAPTCHA in section 3.6 followed by our defence 

against it in section 3.7 before a summary in section 3.8. 

3.2 The characteristics of the Wikipedia CAPTCHA 

The Wikipedia CAPTCHA (as seen in figure 3.1) implements a high distortion mechanism 

that commonly relies on the noises, affine transformations and image warps. However, this 

type of CAPTCHA also sometimes relies on the segmentation resistance mechanism. The 

key characteristics of the CAPTCHA are the following: 

• Each challenge uses a grayscale image 

• Each CAPTCHA image commonly contains two words, which are English in the 

most challenges. 
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• The number of characters inside the CAPTCHA image could be between seven and 

nine. 

• The characters inside the CAPTCHA are highly distorted using affine 

transformations, local warps and global wrap 

• Each character in the CAPTCHA image contains noises around it 

• The characters inside the CAPTCHA are commonly segmented from each other. 

However, some images could contain one or two words connected with each other 

• A few characters may also have some parts removed from them, which may cause 

the CAPTCHA character to have some empty areas inside them. In addition, they 

may also cause parts of the CAPTCHA character to separate. 

 

Figure 3.1. The Wikipedia CAPTCHA 

3.3 Our attack against Wikipedia CAPTCHA 

This attack is divided into two main steps; the first step is the segmentation attack, which 

includes attempts to segment the characters and clean each character from the noises and 

find any part that is segmented from it. The second step is the recognition attack that will 

be performed using a CNN engine. 

 Segmentation attack 

The segmentation attack against the Wikipedia CAPTCHA is the first main step in our 

attack and includes two steps that can be represented in the following way: 

• Pre-processing: this step converts the image into black and white (binary) image. 

• Colour filling segmentation: this step analyses the CAPTCHA to find the non-

connected character components within the text and segment them 
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• Segmenting the connected characters: this step analyses the CAPTCHA to find the 

connected characters and segment them 

Pre-processing. The first method in our attack converts an 8-bit grayscale image into a 

binary image buffer. This method includes an algorithm that converts every grayscale 

coloured pixel with shade less than 128 (50%) into black, while converting the rest of the 

pixels into white (as in figure 3.2). After that, the method converts the resulting 

monochrome image into a RGB image buffer to make it receptive to the colour filling 

segmentation.  

 

Figure 3.2. Converting grayscale image into monochrome 

Colour filling segmentation. In this step, we used the colour filling segmentation attack, 

which separates the components by filling each with a different colour, as described by Jeff 

Yan and Ahmed Al-Ahmed51. This attack searches for each component in the image by 

locating its black pixels in the CAPTCHA image. After that, it colours it with a unique 

colour identified for the component. It then traces every black pixel beside it until all pixels 

in the component are filled with that unique colour.  

 

Figure 3.3. Colour segmentation attack 
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Finally, every coloured component will be extracted and segmented from the other 

components using its unique colour as shown in figure 3.3. 

Segmenting the connected characters. In this stage, we are going to find the connected 

characters in the image. Those characters are mostly connected though one-line noise so it 

is so easy to discover them and segment them.  

 

 Figure 3.4. Segmentation attack  

The attack works as shown in figure 3.4 as follows: 

• During the colour filling attack (in the previous step), we used a method to find and 

catch each pixel point that resembles one-pixel thick horizontal line in each 

character component. This method determines if the upper and lower sides of each 

point are white pixels (the pixels of the background and the looped areas). Figure 

3.4 (A) shows an example of where the detected pixels are marked by a red colour. 

• After that, it excludes the detected pixel lines that are linked with loop components 

such as the empty components inside “o”, “p”, “q”, “e”, “a”, “d” and “b” by flooding 

the background with one colour. It then removes every detected pixel if any of its 

upper or lower side is not coloured by the chosen colour to flood the background. 

Figure 3.4 (A) shows an example of where the attack flooded the background with 

the grey colour. It also shows how the attack excludes two components connected 

by loop components that are still coloured with the old background colour. 

• It selects each marked line and scans its two sides within the component that 

contains this vertical line using a colour filling attack to determine if the total of the 



47 

 

pixel points counted on each side is higher than 150, and its width and height is 

higher than 30. Figure 3.4 (D) shows an example of this step where the attack 

excluded the marked line on the right side of the component as it separated the lower 

side component of “e”. The pixel points in that side were less than 150 and the width 

and height of each is higher than 30 pixels. It still did not identify the line on the 

left side, which separates “e” and “m”, as the pixel points on that side are higher 

than 150, and the width and height is higher than 30. This caused the attack to select 

the line in the final step at this stage. 

• The attack finally separates the side between the selected components. After that, 

the background is refilled with its old colour, after all lines have been identified in 

the CAPTCHA challenge. Figure 3.4 (E) shows an example of the final step in this 

stage. 

 Recognition attack 

The second main step in our attack is to remove the noises and the empty holes from 

characters to make it easy for the recognition engine to recognise those characters, before 

we use them to train the recognition engine. It includes three steps: 

• Remove the noise: this removes the noises around each character. 

• Remove the empty holes: this step removes the empty holes inside each character. 

• Train the recognition engine: this step trains the recognition engine to recognise the 

CAPTCHA characters. 

Remove the noise. This step is considered as the main step in our attack. During this 

process, we aim to remove the noises from each recognised and segmented component, 

after we record it in an individual array. 

We can identify those noises as two types of lines that are spread around the edges of each 

character. The first type of lines is the one-pixel noise lines shown in figure 3.5 using the 

red colour, while the second type of lines is the two-pixel noise lines shown in figure 3.5 

in blue. 
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Figure 3.5. The noises marked around the character: the 1-pixel noise line is coloured by 

red, while the 2-pixels noise line is coloured by blue 

The method used in this step included the following stages: 

• Detecting the noises. The method in this step scans the edges of each character 

to find the edge of each one-pixel noisy object (marked in red in figure 3.6). 

This method uses an algorithm that records each pixel that is not connected with 

any other pixel from three different sides. It also scans the edges of each 

character to find the edge of each two-pixel noisy object (marked in blue in 

figure 3.6). It then records each pair of connected pixels that are not connected 

with any other pixel from two connected sides. The yellow arrows and boxes in 

figure 3.6 (A) shows how the method detects every noise line on the edge of the 

character. 

• Removing the noises. The method removes each single pixel noisy object 

found by removing every pixel from its edges. It also removes each two-pixel 

noisy object found by removing every two pixels from its edge. After that, it 

scans the area besides the removed noisy object through the noise detection 

(first) step to check if it is connected with another noise. It then removes any 

detected noisy object by passing it to the noise removal (current) step. It then 

keeps repeating the previous steps that detect and remove the noises again, until 

it stops detecting noisy objects beside the removed one. For example, in figure 

3.6 (B), the method detected one-pixel noisy object in the upper-left side of the 

text object. After that, it scanned the area around the removed one-pixel line and 

detected two-pixel noisy objects below it to be removed. It then detected the last 

two sequences of pixel noisy objects and removed them, before it stopped 

detecting any one or two-pixel noisy objects around them. 
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(A) (B) 

Figure 3.6. Remove the noises: (A) shows the detected noisy lines in the edges marked using 

a yellow square/rectangle and arrow, while (B) shows the removal process 

Figure 3.7 shows the results of our attack. It also shows what the CAPTCHA image will 

look like, when this step is completed. 

 

Figure 3.7. The CAPTCHA image after removing the noises 

Remove the empty holes. The empty holes are small white holes inside the CAPTCHA 

character. These small holes indicate the places where each character has a few small parts 

of it erased. Figure 3.8 shows three examples of the empty holes inside the characters. 
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Figure 3.8. Three examples of the empty holes inside characters: the empty holes are 

marked in red 

Our intention in this step is to remove the empty holes so we can improve the morphological 

look of the character and avoid any possibility of recognising its empty holes as loop 

components. Our attack simply removes the empty holes in the following way. Firstly, it 

scans each character to find the empty areas inside it. After that, it calculates the size of 

each of the empty areas by counting its pixels using a colour filling method. It then checks 

the size of each empty area to decide if it is a part of the character or if it is a removed part 

from the main body of the character. Finally, the method fills the empty areas with the 

colour of the character. 

Training the recognition engine. In this step, we are going to recognize the CAPTCHA 

characters by using a recognition engine called Convolutional Neural Network (CNN)110. 

This engine is the implementation of a framework using Microsoft C# language code that 

allows training and testing against a dataset of recognisable objects that could be either 

handwritten digits or natural objects. Each dataset should contain two sets of images, the 

first of which is a set of training images input to train the engine and test it against them 

without distortion. The second set is the set used to test the engine against them after they 

have distorted.  

This engine works by dividing each input image from the training set into multiple layers. 

It then creates a map that connects between those layers using a method called Gaussian 

connection. This method analyses and studies the relationship between each two layers in 

the image using their patterns. Then, the engine analyses the generated connection maps 

and tests them against the training and test sets to generate an error rate for the number of 

passes through the training set and the testing set. Next, the engine repeats the training for 

another season to reduce the error rates by modifying the connection map between the 

layers. The recognition engine should repeat the test for multiple seasons, until the 

recognition engine achieves the lowest possible error rate for the number of passes of both 

the training and testing sets64. 
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We trained this engine to recognise characters inside the CAPTCHA images by creating a 

training set of 2886 sample images of characters (111 sample images for each character) 

and testing sets of 944 sample images of characters. After that, we used two datasets to 

train our engine 24 times and the result was the following: 

• The engine achieved a 1.4% error rate in training, after it trained 2847 sample 

images of characters from the training dataset successfully. 

• It achieved a 0.8% error rate in testing after it recognised 936 sample images of 

characters from the testing dataset successfully.  

Figure 3.9 shows how the training and testing accuracy rates were improved during the 

training task. 

 

Figure 3.9. Training and testing accuracy rate during the training of the CAPTCHA 

3.4 Evaluation 

We discuss the results of our attack in terms of segmentation and recognition. The method 

used in our evaluation was based on an examination of 600 random samples of this 

CAPTCHA from the Wikipedia website111. We obtained these samples between October 

and November 2012. We used 100 of these as a sample set to design, train and process our 

attack. We saved the other 500 samples locally as a test set to be used in the final 

examination of our attacks. We used both samples to evaluate our attack through a simple 

methodology that included a visual inspection to determine the success rate of both 

segmentation and recognition attacks by counting the samples broken by each of the attacks 

individually. In addition, it included a comparison of the results of the two stages to 

determine the accuracy rate of our recognition attack. Our methodology also included 
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another visual inspection of the test set that was not broken by our segmentation and 

recognition attacks to determine the failures of our attacks. It also included a speed 

examination of our attack against 100 random samples of the test set using JAVA and C#. 

We also analysed the possible trade-offs between accuracy and success rate by determining 

the additional computational effort that could help increase both the success rate and the 

accuracy rate of our attack. 

3.5 Results 

Attack success. We firstly tested our attack against a sample set of 100 of the CAPTCHA 

challenges used for training purposes, and it achieved a success rate of 84% in recognising 

them, after it achieved a 91% success rate in segmenting them. After that, we tested our 

attack on 500 random test samples of the Wikipedia CAPTCHA, and it achieved an overall 

success rate of 70.4 (351 out of 200) segmenting and recognising the samples of this 

CAPTCHA. Those results include a success rate of 82.6% (413 out of 500) in segmenting 

the samples of this CAPTCHA, and an accuracy rate of 84.988% (351 out of 413) in 

recognising the segmented samples. The results also showed that the use of additional 

computational effort does not increase the success rate of our attack on this CAPTCHA 

scheme.  

We have also detected some failures in the attack that can be represented in the following 

way: 

Failure 1: segmenting characters. The segmentation algorithm that was used in this attack 

is only usable against the components that have a weak link between each other. However, 

some types of character components are still very difficult to be removed with this method 

due to the link between them that is very thick, while their appearance makes them very 

difficult to differentiate from normal characters. However, we were still able to counter this 

problem through the recognition engine, as the most unsegmented characters were limited 

to two identified sequences of characters that are either “ry” or “rt”. Figure 3.10 shows 

some examples of the unsegmented characters. 

 

Figure 3.10. Unsegmented characters 
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Failure 2: Detect the segmented parts of some character components. This failure was 

caused by the segmented character components that could be recognised as two individual 

characters. For example, figure 3.11 shows that the character “m” was segmented into two 

separated parts, the first one looks like “l”, while the second part looks like “n”. The 

possible solution to this problem is to develop a new version of a recognition attack that 

can analyse any two or three components besides each other and recognises them as two or 

three characters that resemble one letter when gathered together. For example, if the 

recognition tool highlights three components beside each other as “l”, “l” and “l”, it will 

check if they can be three segmented parts of the letter “m”. 

 

Figure 3.11. Segmented components that are not recognised 

Figure 3.12 shows the rate of failure in our attack against the Wikipedia CAPTCHA. 

 

Figure 3.12. Failure rates in our attack against the Yahoo CAPTCHA 

Attack speed. Our CAPTCHA attack was implemented using JAVA, and C# programming 

languages, and tested on a computer with an Intel(R) Core(TM) i7-4700MQ CPU 2.40GHz 

and 8.00 GB ram. The results show that the attack took an average of 17.67 milliseconds 

to analyse each animated challenge taken from the Wikipedia with standard deviation of 

3.755844235 milliseconds. The shortest attacking time was 12 milliseconds, while the 

longest was 29 milliseconds 

3.6 Other attacks 

E. Bursztein et al.59 developed an attack called DeCAPTCHA that was used against the 

Wikipedia CAPTCHA. This attack included five stages, which are pre-processing, 

segmentation, post-segmentation, recognition and post-processing. The attack firstly uses 

a pre-processing stage that includes a step to remove any background behind the main 
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characters, and then converts the image into a binary (black and white) image. It then stores 

the data of the image as a binary matrix to make the attack implementation through the rest 

of stages easier, even though it causes the pixel intensity in the CAPTCHA image to be 

lost. The attack during the segmentation stage then attempts to identify and segment the 

character by using a number of segmentation methods including the colour segmentation 

method that is regarded as the default method during this stage. After that, the attack uses 

the post-segmentation stage to process the segments through a method that normalises the 

size of the segment to facilitate them for the recognition attack in the next stage. This 

recognition attack then recognises each character through the KKN (K nearest neighbours) 

method that classifies the characters to recognise each segmented character generated in 

the previous stages. The results of the recognition attack are analysed during the post-

processing stage using a dictionary of words. This attack achieved a 25% success rate 

against the Wikipedia CAPTCHA as records show. However, these records do not show 

any data about the time taken to break the CAPTCHA challenges. 

Other attacks were developed after our attack. These attacks included a different attacking 

strategy that combined the automated segmentor mechanism  based on an attack by 

Chellapilla45, which uses the recognition engine to create a heat map to identify the position 

of the characters, and the other segmentation mechanisms used against the current 

CAPTCHAs. One of these attacks was developed by Bursztein et al. in 201479 and which 

achieved a success rate of 28% against the Wikipedia CAPTCHA. Another attack that used 

a similar technique was implemented by Yan et al. in 201580. This attack achieved a success 

rate of 23.8% against the Wikipedia CAPTCHA. 

3.7 Defence 

The best way to make the Wikipedia CAPTCHA scheme more resistant to our attack is by 

simply combining the segmentation technique with distortion techniques that are used 

inside the CAPTCHA scheme. We can also improve the distortion technique after we 

exclude the current noise distortion techniques, as attacks could break them easily, as we 

proved through our attack. 

However, we can still use the noise distortion through another method by implementing 

some type of noise line that looks similar to the font used in the CAPTCHA image. This 
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method may make the noise lines more difficult to detect and to be removed by the 

CAPTCHA attacking bots. 

3.8 Summary  

Our attack has demonstrated that the new recognition resistance mechanism for text-based 

image CAPTCHA that is implemented by Wikipedia is flawed. This attack has been 

implemented using a new combination of simple technologies to break this type of 

CAPTCHA and its resistance mechanism. The results show that this mechanism can be 

defeated with a high success rate. Therefore, using lines around the characters does not 

improve the resistance of the CAPTCHA, because they are predictable and easily removed 

from around the characters. The lines take forms that make them appear different to the 

CAPTCHA characters in order to make the CAPTCHA usable and easier to read. 
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Chapter 4. KillBot professional CAPTCHA 

In this chapter, we examine an animated text-based CAPTCHA scheme known as the 

KillBot professional CAPTCHA. This scheme animates characters using different effects 

including blurring, fading, rotation, scaling and moving up and down. Few of these effects 

showed resistance to attacks, including the rotation effect. However, our attack broke those 

effects with a high success rate of 71% against the samples of this CAPTCHA. In this 

chapter, we also discuss the attack which adopted an improved method from the previous 

attacks deployed against it. We also present a number of ways of defending it.  

4.1 Introduction 

In this chapter, we have undertaken an attack on an “animated distortion” mechanism 

deployed by the KillBot professional CAPTCHA scheme. This scheme is a commercial 

and animated text-based CAPTCHA used by the United State Federal Government86. It 

uses many animated distortion methods that combine animated effects, such as scaling, 

rotating, blurring, fading and vertical movements.  

These methods aim to add time dimension to the character distortion, so it can increase 

resistance to recognition attacks. Some of these methods were difficult to break with 

existing attacks such as rotation changes. A recent study showed that this method could 

limit the recognition success rate of current attacks. This limitation is more noticeable when 

the rotated character belongs to confusing characters, which are “n”, “u”, “p”, “q”, “b”, 

“d”, “N” and “Z”. These characters are difficult to recognise when they are rotated by more 

than 90 degrees. 

We targeted this animated text-based CAPTCHA with an inspired attack of Nguyen et al.'s 

“character extraction” mechanism. This attack includes methods that catch the characters 

that appear in a way that can be easily recognised by recognition tools. These methods are 

aimed at detecting all the frames that display CAPTCHA characters in a full image. It then 

analyses the frames to find the cleanest image of the character so the recognition engine 

can identify it. Our attack also included a method that analyses rotated characters, so it can 

find a recognisable image of the confusing ones. 

This attack achieved a success rate of 70% against the KillBot CAPTCHA. The results 

reveal more information about the weaknesses of the animated changes used in the 
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CAPTCHA and proves the ability of our attack to match humans in recognising the 

animated characters. It also shows the capability to defeat the human in recognising rotated 

characters. To our knowledge, this is the first attack that has used a method to extract 

recognisable images of rotated characters. This method has resulted in an increased success 

rate of tracking attacks against a CAPTCHA.  

In this chapter, we are going to summarise the methods used in our attack. We also discuss 

the results and the defence against our attack. In addition, we discuss the other attacks and 

how our attack shows a huge improvement in comparison with them. 

The rest of the chapter is organised as follows. Section 4.2 discusses the related works. 

Section 4.3 provides details of the attack against the KillBot CAPTCHA. Section 4.4 

discuss the evaluation of our attack followed by the results in section 4.5. This is followed 

in section 4.6 by details of the attack against the KillBot CAPTCHA. The defence against 

our attack is detailed in section 4.7 with a summary of our attack in section 4.8.  

4.2 The characteristics of the KillBot professional CAPTCHA 

The KillBot professional CAPTCHA comprises a variety of CAPTCHA designs. Each 

design contains five character changes that change themselves in specified vertical 

columns. All these changes are implemented using advanced methods. Each method 

includes blurring and fading effects in its design and can combine with other effects such 

as scaling, rotating and vertical moving. The background of this scheme could include rain 

drops, and characters that move in one direction, falling bars and moving lines. 

Our target is the major design of the KillBot professional CAPTCHA shown in figure 4.1. 

As this design includes all the effects included in other designs it can give more detailed 

information about the how our attack performs against all designs of the KillBot 

professional CAPTCHA. The features of this design are as follows: 

• Each challenge uses five random characters that can include numbers, capital and 

lower-case letters 

• All characters can be displayed using the same font although they may appear in 

different sizes. 
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• The characters are coloured by using a range of two colour sets - the bluish and the 

grayscale. 

• The first two characters move vertically up and down, while they are blurred and 

faded in and out. However, the speed of the blurring and fading is the same as the 

vertical movement. This match in speed causes the characters to appear not to have 

faded in the specified vertical range in the image. 

• The third character scales, as it is blurred and faded. The vertical scale used may 

lead the character to be displayed, in some instances, in two different sizes. 

• The fourth character only blurs and fades in and out without moving or changing. 

• The fifth character rotates, blurs and fades. In addition, it also scales in some 

challenges. The character may stay rotated to a specified degree through the whole 

animated frames in some challenges or may rotate at all times.  

• The animated background contains a lightly coloured background image. It 

includes other animated noises such as raindrops and semi-transparent characters 

that move horizontally. 

 

 

 

 Figure 4.1. The major design of the KillBot professional CAPTCHA  

4.3 The attack against the KillBot professional CAPTCHA 

In this section, we discuss our attack on the KillBot professional CAPTCHA. This attack 

uses a screen capture to catch the frames needed during the attack from the animated 

challenges. It then uses them in an attack process that includes four steps: 

• The pre-processing 

• Segmentation attack 

• The character extraction process 
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• Recognition attack 

 The pre-processing 

In this step, the attack uses a series of methods to remove the background image and the 

animated noises included in the background. The first method removes the lightly coloured 

background image and the semi-transparent characters and converts all frames from RGB 

coloured frames into an 8-bit grayscale frames. The resulting frames display the pixel using 

a range of grayscale shade colours between 0% (the black-coloured pixels) and 100% 

(white-coloured pixels). After that, the method removes the pixels with the grayscale-

shaded value of above 75% from each frame. Thus, it removes both the background and 

noisy characters, because their shade values are above 75%. The second method removes 

the raindrops by detecting their highly thin, rounded patterns. The resulting frames show 

the only characters in a ranged grayscale value of between 0% and 75% in front of a white 

background. Figure 4.2 shows an example of the character cleaning. 

 

Figure 4.2. Noise cleaning 

 Segmentation attack 

Next, the attack segments the characters using a method implemented by Vu Duc Nguyen 

et al. 91 that includes two steps. In the first step, the attack uses the CAPTCHA frames to 

create a mapping image called a pixel delay map (PDM). This map shows the lengths of 

time that foreground pixels take to appear in each coordination point within the animated 

image. We can mainly locate these pixels using their colours that are distinct from the 

background. In our attack, we use a method that locates the foreground pixels using their 

grayscale value, which is less than 100%, in each frame. It then calculates the ratio of 

frames that contain foreground pixels to the total number of extracted frames in each 

coordinated point. After that, it creates the PDM map that shows the resulting value of 

calculations in each coordinated point as the determined length of time.  

Figure 4.3 shows an example of our PDM map. It also includes a metre that shows the 

colour value of each possible resulting value of calculation. We determined this value as 

the percentage of frames that contain foreground pixels to the total numbers of frames. 
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Figure 4.3. The PDM map 

Our attack then uses another method to locate the vertical areas that contain each 

CAPTCHA character in the PDM map. This method selects every y-coordinated line that 

contains pixel points with a ratio value greater than 10%. After that, it identifies the vertical 

columns containing a sequence of five or more selected lines as the vertical columns where 

the characters are located. Then, it segments those vertical columns by adding two vertical 

lines in their sides.  

After that, the attack uses a second method to segment vertical columns that contain 

connected characters. This method locates vertical columns containing connected 

characters by checking their widths. If this method finds that the width of the column is 

greater than a specific value, it determines that it contains connected characters. We decide 

this value as the greatest width value of a single character in which we can calculate using 

the following algorithm: 

𝑀 =  𝑊/𝐶 

in which W is the width of the animated image, and C is total number of characters in the 

text, which equal to five. Finally, it segments the columns by locating the vertical line with 

the smallest ratio value within that column in the PDM.  

Figure 4.4 shows an example of the character segmentation using the PDM. In this figure, 

the first method segmented the first three characters by adding two blue vertical lines beside 

the horizontal sides of each character. It also added a vertical line to the left side of the 

fourth character and to the right side of the fifth character. The second method then detected 

a failure to segment those two characters by adding vertical lines between them. Thus, it 

segmented them by adding another line between them (marked in figure 4.4 using the white 

colour). 
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Figure 4.4. Segment the characters vertically using the PDM 

 The character extraction process 

In this step, the attacks analysed five animated characters and extracted them with four 

major methods that check their movements to select the best image of those characters 

during the extraction process. The attack extracted those characters through four extraction 

methods. 

Extracting the vertical moving characters (first and second characters). The first 

method exploits the distortion method combines the fade and blur effects with vertical 

movement. This method uses an algorithm to select the frames that display the whole 

character inside an area between two specified heights. These two heights are as follows: 

• The first height is in the tenth position from the top of the CAPTCHA frames. 

• The second height is in the twentieth position from the bottom of the CAPTCHA 

frames.  

We explain this algorithm as follows: 

𝐀𝐥𝐠𝐨𝐫𝐢𝐭𝐡𝐦: selecting the range of images for 1𝑠𝑡 or 2𝑛𝑑 character   

𝐈𝐧𝐩𝐮𝐭: 𝑃𝐷𝑀 (PDM map), 𝐴𝐼𝑎𝑚𝑔𝑒 (Animated  image), 𝑋𝐿 , 𝑋𝑅 (Two sides of the character)  

𝐎𝐮𝐭𝐩𝐮𝐭: 𝐼𝑚𝑔𝐴(the list of elected images)  

1: 𝐻 ← ℎ𝑒𝑖𝑔ℎ𝑡 of 𝐴𝐼𝑚𝑎𝑔𝑒 

2: Y𝑇 ← 𝐻/10 

3: Y𝑇 ← 𝐻 − (𝐻 20⁄ ) 

4: 𝐟𝐨𝐫 𝐞𝐚𝐜𝐡 𝑓𝑟𝑎𝑚𝑒 in 𝐴𝐼𝑚𝑎𝑔𝑒 𝐝𝐨 

5:   𝐟𝐨𝐫 𝑥 ← 0 𝐭𝐨 𝐻 𝐝𝐨 

6:     𝐟𝐨𝐫 𝑦 ← 𝑋𝐿 𝐭𝐨 𝑋𝑅 𝐝𝐨 

7:       𝐢𝐟 𝑎𝑙𝑙 of 𝑐ℎ𝑎𝑟𝑎𝑐𝑡𝑒𝑟 is within  Y𝑇 and Y𝐵in the 𝑓𝑟𝑎𝑚𝑒 𝐭𝐡𝐞𝐧 

8:         ImgA. add(𝑖𝑚𝑎𝑔𝑒 of 𝑐ℎ𝑎𝑟𝑎𝑐𝑡𝑒𝑟 in 𝑓𝑟𝑎𝑚𝑒) 

9:       𝐞𝐧𝐝 𝐢𝐟 

10:     𝐞𝐧𝐝 

11:   𝐞𝐧𝐝 

12: 𝐞𝐧𝐝 
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This method uses a second algorithm that extracts characters in the least blurred and faded 

out image. The algorithm calculates the average grayscale value of foreground pixels within 

the vertical column of the character in each frame. It then excludes the frames where the 

average grayscale value of foreground pixels is less than grey (below 50%). After that, the 

algorithm selects the frames that display the character using a low range of grayscale 

values. This selection process starts by identifying the range of grayscale values used to 

colour foreground pixels within the vertical area of the character in each frame. It then 

identifies the frames that match the condition mentioned in the following equation:  

−(𝑉𝑆 𝑉𝐿⁄ ) ≤ 0.99 

In which 𝑉𝑆 is the lowest grayscale value of a foreground pixel within the vertical area of 

the character, and 𝑉𝐿 is the highest grayscale value.  

It then lowers its selection process to one frame using one of three different methods. The 

method is selected based on the results of the first steps in the selection process: 

The first method is used if we detect one frame that matches the condition mentioned in the 

first step of the selection process. This method extracts the image of the character from this 

frame, before it processes the final step of the selection process on it. 

 The second method is used if we detect that more than one frame matches the stated 

condition in the first step of the selection process. This method selects the frame that 

contains the darkest grayscale value between the selected ones in the first step. After that, 

it extracts the image of the character from this frame before it processes the final step of 

the selection process on it. 

The third method is used if we do not find any frame that matches the stated condition in 

the first step of the selection process. This method selects the frames that contain the highest 

number of darkest grayscale values between the selected frames in the first step. After that, 

it extracts the image of character from this frame before it processes the final step of the 

selection process on it.  

The final step in this selection process includes a method that cleans the extracted image of 

the character of noises. The method detects the noises through their grayscale value that is 
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less than three quarters of the highest grayscale value in that image. It then removes them 

from the extracted image of the character. 

 

Figure 4.5. Extracting the first character: the green square identifies the selected one 

Figure 4.5 shows an example of our attacking method by using it to extract the character 

“s” that moves vertically up and down. In this figure, we have firstly selected the frames 

where the character “s” appears within a range between the tenth position from the top of 

the CAPTCHA frame and twentieth from the bottom. After that, it analysed each frame and 

selected the frame where the character “s” is displayed in the least blurred and faded out 

image. 

Extracting the scaled character (third character). This method aims to exploit the scale 

effect used to animate the third character and uses the PDM to determine the range between 

two heights that the upper side of the character reaches. The position of the first height is 

determined as the highest position in which the PDM of that character can give the highest 

value. The position of the second height is the highest position that the character can reach 

when this position is not at the top of the image. We can locate this position in the PDM 

map as the highest position in which the PDM characters achieve a value greater than zero. 

If the position of the second height is at the top edge of the image, we change this position 

to a different height. We determine this height as a tenth from the top of the CAPTCHA 

frames in case the first height is below it. Otherwise, we select the first height as the second 

height. Our method then selects all the frames where the head of the character appears 

inside the area between the two horizontal lines. After that, it analyses each of the selected 

frames to determine the frame that displays characters in the least faded and blurred image. 

We can explain the selection of character images algorithm as follows: 

𝐀𝐥𝐠𝐨𝐫𝐢𝐭𝐡𝐦: selecting the range of images for 3𝑟𝑑 character   

𝐈𝐧𝐩𝐮𝐭: 𝑃𝐷𝑀 (PDM map), 𝐴𝐼𝑚𝑎𝑔𝑒 (Animated  image), 𝑋𝐿 , 𝑋𝑅 (Two sides of the character)  
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𝐎𝐮𝐭𝐩𝐮𝐭: 𝐼𝑚𝑔𝐴(the list of images)  

1: 𝑌𝑇,  𝑌𝐵 ← −1 

2: 𝐻 ← ℎ𝑒𝑖𝑔ℎ𝑡 of 𝐴𝐼𝑚𝑎𝑔𝑒 

3: 𝐴 ← 0 

4: 𝐟𝐨𝐫 𝑥 ← 0 𝐭𝐨 𝐻 𝐝𝐨 

5:   𝐟𝐨𝐫 𝑦 ← 𝑋𝐿 𝐭𝐨 𝑋𝑅 𝐝𝐨 

6:     𝐢𝐟 𝑃𝐷𝑀(𝑥, 𝑦) > 0 𝐭𝐡𝐞𝐧 

7:       𝐢𝐟  𝑌𝑇 = −1 𝐭𝐡𝐞𝐧  𝑌𝑇 = 𝑦 𝐞𝐧𝐝 𝐢𝐟 

8:       𝐢𝐟 𝑃𝐷𝑀(𝑥, 𝑦) > 𝐴 𝐭𝐡𝐞𝐧 𝐴 = 𝑃𝐷𝑀(𝑥, 𝑦), 𝑌𝐵 = 𝑦 𝐞𝐧𝐝 𝐢𝐟 

9:     𝐞𝐧𝐝 𝐢𝐟 

10:   𝐞𝐧𝐝 

11: 𝐞𝐧𝐝 

12: 𝐢𝐟 𝑌𝑇 = 0 𝐭𝐡𝐞𝐧 𝐢𝐟 𝑌𝐵 < 𝐻 10⁄  𝐭𝐡𝐞𝐧 Y𝑇 = 𝐻 10⁄  𝐞𝐥𝐬𝐞 𝑌𝑇 = 𝑌𝐵 𝐞𝐧𝐝 𝐢𝐟 

13: 𝐟𝐨𝐫 𝐞𝐚𝐜𝐡 𝑓𝑟𝑎𝑚𝑒 in 𝐴𝑖𝑚𝑎𝑔𝑒 𝐝𝐨 

14:   𝐟𝐨𝐫 𝑥 ← 0 𝐭𝐨 𝐻 𝐝𝐨 

15:     𝐟𝐨𝐫 𝑦 ← 𝑋𝐿 𝐭𝐨 𝑋𝑅 𝐝𝐨 

16:       𝐢𝐟 𝑡𝑜𝑝 of 𝑐ℎ𝑎𝑟𝑎𝑐𝑡𝑒𝑟 is between  Y𝑇 and Y𝐵in the 𝑓𝑟𝑎𝑚𝑒 𝐭𝐡𝐞𝐧 

17:         ImgA. add(𝑖𝑚𝑎𝑔𝑒 of 𝑐ℎ𝑎𝑟𝑎𝑐𝑡𝑒𝑟 in 𝑓𝑟𝑎𝑚𝑒) 

18:       𝐞𝐧𝐝 𝐢𝐟 

19:     𝐞𝐧𝐝 

20:   𝐞𝐧𝐝 

21: 𝐞𝐧𝐝  

 

Figure 4.6. Extracting the third character: the green square identifies the selected one 

Figure 4.6 shows an example of our attacking method by using it to extract the character 

scaled “H”. In this figure, our method sets the position of the first height as the highest 

position in which the PDM of that character can give the highest value. It then sets the 

position of the second height as the highest position in which the PDM of that character 

can give a value greater than zero. We did not change this position, as it was below the top 

edge of the image. After that, it selected all the frames where the head of the character “H” 
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appear within a range between the two heights. It then analyses each frame and selects the 

frame where the character “H” is displayed in the least blurred and faded out image. 

Extracting the faded/blurred character (fourth character). The attack extracts the 

fourth character by using the same method deployed in the earlier attack by Nguyen et al. 

91. This method extracts the pixels of the character displayed for a long time from the PDM 

map. It then extracts the pixels points that have a PDM value of greater than 90% of the 

highest PDM value recorded within the vertical area of that character.  

 

Figure 4.7. Extracting the fourth character 

Figure 4.7 shows the method used on the fourth character “a”. In this figure, the method 

extracted the yellow coloured pixels within the vertical area of the character inside the 

PDM. It did not select any other pixel, because its value is less than 90% of the highest 

PDM value recorded within the vertical area of that character  

Extracting the rotated character (fifth character). The final method extracts the rotated 

character in the nearest rotated angle to its correct orientation angle. This method records 

the height of the fifth character in each frame. It then uses the results to calculate the average 

height of this character. After that, it selects every frame where the character height is 

greater than the average.  

Next, it uses an algorithm to identify the frame where the ratio of the height of the character 

to its width is greatest between the selected frames. This algorithm measures the width and 

height of the rotated character in each frame and calculates the ratio by dividing the height 

of the character with its width in each selected frame. After that, it compares the calculation 

results of between all selected frames before finally extracting the character from the frame 

that records the greatest resulting value of the selected frames. This value is equal to the 

ratio value of confusing characters such as “b”, “d”, “p”, “q”, “N”, and “Z” when they are 

close to their correct orientation.  
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The final step in this method catches the image of the character from the determined frame 

and uses it as the extracted image of the fifth character. We can explain the full image 

extraction processor as follows: 

𝐀𝐥𝐠𝐨𝐫𝐢𝐭𝐡𝐦: image extraction process for 5𝑟𝑑 character   

𝐈𝐧𝐩𝐮𝐭: 𝑃𝐷𝑀 (PDM map), 𝐴𝐼𝑚𝑎𝑔𝑒 (Animated  image), 𝑋𝐿 , 𝑋𝑅 (Two sides of the character)  

𝐎𝐮𝐭𝐩𝐮𝐭: 𝐼𝑚𝑎𝑔𝑒 (𝑡ℎ𝑒 𝑟𝑒𝑡𝑢𝑟𝑛𝑒𝑑 𝑖𝑚𝑎𝑔𝑒)  

1: 𝐻 ← ℎ𝑒𝑖𝑔ℎ𝑡 of 𝐴𝐼𝑚𝑎𝑔𝑒 

2: 𝑌𝑇 ← 𝐻 2⁄  

3: 𝑁, 𝑌𝐵 ← 𝐻 

4: 𝐼𝑚𝑎𝑔𝑒 ← 𝑛𝑒𝑤 𝐼𝑚𝑎𝑔𝑒 

5: 𝐴𝑟𝑟 ← 𝑛𝑒𝑤 𝑎𝑟𝑟𝑎𝑦[𝑙𝑒𝑛𝑔𝑡ℎ of 𝐴𝐼𝑚𝑎𝑔𝑒][3]   

6: 𝐟𝐨𝐫 𝐞𝐚𝐜𝐡 𝑓𝑟𝑎𝑚𝑒 in 𝐴𝑖𝑚𝑎𝑔𝑒 𝐝𝐨 

7:   𝐟𝐨𝐫 𝑥 ← 0 𝐭𝐨 𝐻 𝐝𝐨 

8:     𝐟𝐨𝐫 𝑦 ← 𝑋𝐿 𝐭𝐨 𝑋𝑅 𝐝𝐨 

9:        𝑇 ← 𝑡𝑜𝑝 of 𝑐ℎ𝑎𝑟𝑎𝑐𝑡𝑒𝑟 in 𝑓𝑟𝑎𝑚𝑒 

10:        𝐢𝐟  𝑌𝑇 < 𝑇 𝐭𝐡𝐞𝐧 𝑌𝑇 = 𝑇 𝐞𝐧𝐝 𝐢𝐟 

11:        𝐢𝐟  𝑌𝐵 > 𝑇 𝐭𝐡𝐞𝐧 𝑌𝐵 = 𝑇 𝐞𝐧𝐝 𝐢𝐟 

12:        𝑊 ← 𝑤𝑖𝑑𝑡ℎ of 𝑐ℎ𝑎𝑟𝑎𝑐𝑡𝑒𝑟 in 𝑓𝑟𝑎𝑚𝑒 

13:        𝐻 ← ℎ𝑒𝑖𝑔ℎ𝑡 of 𝑐ℎ𝑎𝑟𝑎𝑐𝑡𝑒𝑟 in 𝑓𝑟𝑎𝑚𝑒 

14:        𝐴𝑟𝑟[𝑛𝑢𝑚𝑏𝑒𝑟 of 𝑓𝑟𝑎𝑚𝑒] ← {𝑇, 𝐻 𝑊⁄ , 𝑖𝑚𝑎𝑔𝑒 of 𝑐ℎ𝑎𝑟𝑎𝑐𝑡𝑒𝑟 in 𝑓𝑟𝑎𝑚𝑒} 

15:     𝐞𝐧𝐝 

16:   𝐞𝐧𝐝 

17: 𝐞𝐧𝐝 

18: 𝐟𝐨𝐫 𝐞𝐚𝐜𝐡 𝑅 in 𝐴𝑟𝑟 𝐝𝐨 

19:   𝐢𝐟 𝑅[0] > (𝑌𝑇 + 𝑌𝐵) 2⁄  & 𝑅[1] > 𝑁 𝐭𝐡𝐞𝐧  𝑁 ← 𝑅[1], 𝐼𝑚𝑎𝑔𝑒 ←  𝑅[2] 𝐞𝐧𝐝 𝐢𝐟 

20: 𝐞𝐧𝐝 

21: 𝐫𝐞𝐭𝐮𝐫𝐧 𝐼𝑚𝑎𝑔𝑒 

Figure 4.8 shows an example of our method by using it to extract the rotated character “u”. 

In this figure, our attacking method determined that the average height is 17 and selected 

all the frames where the width of the character is greater. After that, it calculated the ratio 

of the height of the character “u” to its width in each of the selected frames. It then used 

the results to locate frames where the ratio of the height of the character to its width is the 

greatest between the selected frames. This ratio of the character was equal 1.818, as the 

figure shows.  
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  Figure 4.8. Extracting the fifth character 

 Recognition attack 

In this step, we used the Convolutional Neural Network (CNN)110 engine to recognise the 

extracted characters as in our attack against Wikipedia CAPTCHA. We trained this engine 

to recognise characters inside the CAPTCHA images by creating a training set of 2240 

sample images of characters (40 sample images for each character) and testing sets of 400 

sample images of characters. Some of these samples were manually rotated to different 

degrees to help the program recognise the rotated characters. After that, we used two 

datasets to train our engine 24 times and the result was the following: 

• The engine achieved a 1.3% error rate in training after it trained 2209 sample images 

of characters from the training dataset successfully. 

• It achieved a 1.7% error rate in testing after it recognised 393 sample images of 

characters from the testing dataset successfully.  

Figure 4.9 shows how the training and testing accuracy rates were improved during the 

training task. 

 

Figure 4.9. Training and testing accuracy rate during the training of the CAPTCHA 
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4.4 Evaluation 

We discuss the results of our attack in terms of segmentation and recognition using the 

same method used on the Wikipedia CAPTCHA. Our evaluation in this chapter was based 

on an examination of 200 random samples of this CAPTCHA. We obtained some of those 

samples through an automated screen capture designed using C# between June and July 

2013 from NotOneBit website86. We used 100 of these samples in designing and training 

our attack. We saved the other 100 samples locally to be used as text set in the final 

examination of our attacks. We did not include any sample used during the design of the 

attack in the evaluation process of our attack.  

4.5 Results 

Success rate. We firstly tested our attack against a sample set of 100 of the CAPTCHA 

challenges used for training purposes, and it achieved a success rate of 93% in recognising 

them, after it achieved a 100% success rate in segmenting them. After that, we tested our 

attack on 100 random test samples of the KillBot professional CAPTCHA, and it achieved 

an overall success rate of 71% (71 out of 100) segmenting and recognising the samples of 

this CAPTCHA. Those results also include a success rate of 100% (100 out of 100) in 

segmenting the samples of this CAPTCHA. 

The use of this attack in scanning each animated challenge for a default time of 5 seconds 

(50 frames extracted from each challenge at rate of 10 FPS) is essential in achieving our 

recorded accuracy and success rate against this CAPTCHA scheme. The increase of this 

default time could help increase the accuracy rate of our attack in recognising the rotated 

characters, as a few of those characters may not appear in their correct orientation for a 

maximum of 10 seconds. We could verify this finding by running our examination against 

live samples of this scheme from the developer’s website in which we used different 

extraction times on 100 samples. The results showed that the accuracy rate in recognising 

the rotated characters reached a maximum of 83% after we set the default time to 10 

seconds. It also showed that the average rate of increase per second was 1.8166%. The 

recognition rate of other animated characters remained the same except the scaled (third) 

character that was slightly increased to 1%. As a result, the overall success rate increased 

from 73% to 79% with an average rate of 1.2% per seconds. Figure 4.10 shows the increase 

of accuracy rates in recognising each animated character and the overall success rate of our 

attack per seconds. 



69 

 

 

Figure 4.10. The increase in accuracy/success rate per scanning round 

Attack speed. Our CAPTCHA attack was implemented using JAVA and C# programming 

languages, and tested on a computer with an Intel(R) Core(TM) i7-4700MQ CPU 2.40GHz 

and 8.00 GB ram. We ran this test using both screen-capture and our attack against 10 

samples from NotOneBit website86 setting the default screen-capturing time to 5 seconds 

to verify the accuracy of our speed examination. The results show that the attack took an 

average of 5161.822917 milliseconds to analyse each animated challenge taken from the 

KillBot professional with standard deviation of 100.346347 milliseconds. The shortest 

attacking time was 5010 milliseconds, while the longest was 5485 milliseconds.  

4.6 Other attacks 

Vu Duc Nguyen et al.91 have developed an attack that has achieved 18% success against 

KillBot professional CAPTCHA with an average time of 5.8 seconds. This attack identifies 

the areas that contains the CAPTCHA characters and segments them vertically using the 

pixel delay map (PDM). Then, the attack extracts the fourth character through the PDM 

method that catches its image from the PDM. The first and second characters are extracted 

through an approach using the CL method to create a fixed line in the tenth position from 

the top of the CAPTCHA frames. The attack uses this line to catch the animated character, 

when its head touches the bottom of the line. The third character is also extracted through 

the catching line. However, the position of this line is determined based on the highest 
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position of the area where the PDM of the third character can give the highest value. The 

fifth rotated character is extracted using a method that catches the character when it reaches 

a position where the pixels of the character reach the maximum height. 

There are many changes and developments in the current attack in comparison to the earlier 

attack against the KillBot professional CAPTCHA. Those differences can be summarised 

as follows:  

• The current attack uses a developed version of vertical areas segmentation using the 

PDM, as it can recognise the characters that are connected through the pixel delay 

map for a length of time. 

• The current attack uses a technique to detect the least faded and blurred image of 

the animated character. However, the earlier attack depends only on the PDM and 

catching line to detect the character and extract it. The method used to scan the area 

is important, especially in cases where the character is very small. 

• Our attack detects the animated characters that are moving up and down through 

the analysis of the horizontal area between two heights (horizontal lines). Yet, the 

earlier attack caught the character by using one horizontal catching line at the top 

of the CAPTCHA to detect the character and extract it, when it touched this line 

from the bottom.  

• The method developed in the earlier attack to extract the third character through the 

catching line has a major error. This major error is when the attack determines the 

position of the catching line as the highest position of the area where the images of 

the scaled character meet through the PDM. This error may lead to the position of 

the catching line being set in the wrong position. This condition is more visible 

when the images of the scaled character meet in an area below the head of the image 

of the scaled down character. However, the current attack uses a different method 

to analyse the images of the scaled CAPTCHA through a specified range between 

the scaled up and down images of the character. This will prevent the error in the 

earlier attack from happening in the current attack. 



71 

 

• The earlier attack extracts the rotated character using a simple technique that 

catches the character when it reaches the greatest height. This way of extracting the 

rotated characters causes a major problem with the confusing rotated characters like 

“n”, “u”, “p”, “q”, “b”, “d”, “N” and “Z”. The current attack has resolved this 

problem by using a different technique that depends only on the pattern of the 

character, instead of its position. 

4.7 Defence 

Some methods need to be added to defend against our attack as follows:  

• An approach is needed to make the character move randomly in different directions 

to avoid being detected by the horizontal columns 

• The CAPTCHA needs to add animated horizontal and vertical scale to the rotation 

effect. This addition prevents the attacks from detecting the correct form of the 

characters through their width and height. 

• It needs to include other distortion methods to make the animated characters 

unidentifiable from their appearance  

• The segmentation resistance principle could also play a major role in securing this 

kind of animated CAPTCHA 

4.8 Summary 

We exploited the security vulnerability of all the animated methods used by the KillBot 

professional CAPTCHA through our attack. The attack included several methods to catch 

the animated characters in a clean image, one of which showed the rotated character in the 

closest image to the correct image. Our attack achieved a 71% success rate and showed the 

false of sense of security of this CAPTCHA. Our results show the weakness of the methods 

used to animate the characters against the attacks and the ability of the computer to beat the 

human in recognising the individual characters in the animated challenges. This shows the 

importance of resistance mechanisms omitted from this CAPTCHA, such as the 

segmentation-resistance mechanisms. 
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Chapter 5. CAPTCHANIM 

In this chapter, we examine another animated text-based CAPTCHA which uses the 

“animated distortion” mechanism. This animated text-based CAPTCHA is known as 

CAPTCHANIM and includes a variety of CAPTCHA designs that we can divide into two 

categories. The first category shows only a few distorted characters that are scaled 

vertically from left to right. The second discrepancy includes an additional step that moves 

the number of distorted characters horizontally, mainly inside frames but sometimes 

outside them. Our target is a version of this scheme that distorts the characters using a 

horizontal deformation method. This method shifts the shapes of the characters horizontally 

into different directions. We examined this target with an attack that achieved a success 

rate of 85% in segmenting and recognising it. This attack identified the characters that go 

partially out of the frames after correcting the order of the second category. It then analysed 

each of the animated characters to determine the least distorted version of the character and 

then extracted it. 

5.1 Introduction 

In this chapter, we present an attack on a different form of the “animated distortion” 

mechanism than that used in the KillBot CAPTCHA. This form is implemented by 

CAPTCHANIM, which is an animated scheme created by Technion. The scheme includes 

varieties of CAPTCHA designs which are distinct in the number of random characters used 

inside each challenge and their fonts, colour and background colour. The “animated 

distortion” used in this scheme was implemented with a variety of CAPTCHA designs. 

These designs show only a number of distorted characters that are scaled vertically up and 

down from left to right. These varieties can be divided into two categories; the first shows 

only a few distorted characters animated within a few vertical columns while the second 

shows distorted characters that move horizontally in one direction. Both categories may 

also distort the CAPTCHA characters through a horizontal deformation method. This 

method shifts the shapes of those characters horizontally in different directions. 

Our targets in this chapter are the two categories of this CAPTCHA that use the highest 

levels of distortion of horizontal deformation. These targets present a version of the 

CAPTCHA that can withstand attacks through the horizontal deformation method. This 

method causes the characters to be distorted by shifting their bodies into two horizontal 
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sides. Therefore, it could prevent the attacks from identifying the positions of the characters 

through the CL and PDM methods. The method could also play a major role in resisting 

these attacks when it is used on the second category of CAPTCHA. This feature is mainly 

centred on effects that cause characters to move out of the frame on some random frames. 

These effects can prevent attacks from distinguishing between the frames where the 

characters move in and the frames where they move out.  

Our goal in this chapter is to answer a question about the role of tracking methods in 

improving the accuracy rate of the recognition attack against this CAPTCHA. We aim to 

achieve this goal through a tracking method that finds the lowest distorted image of the 

animated character. Another aim is to answer a question about the ability of the attacks to 

catch a full image of the characters that pass through the edges of the animated image in 

the second category. The question relating to the main aspects of this CAPTCHA is not 

answered by the previous attacks and remains a challenge because of the animated 

distortion method. This method could cause the characters to move partially out of the 

animated image in random frames. It also causes the frames that contain those characters 

to be less distinguishable from the frame where characters are fully displayed in that image. 

With our attack on this CAPTCHA, we present technologies that could answer the two 

main questions in our current research on the animated text-based CAPTCHA scheme. 

Such an attack could help us identify the vulnerability of this scheme and find an answer 

to increasing its defence against future attacks. This attack achieved a success rate of 85% 

in segmenting and recognising this CAPTCHA, which is the highest success rate recorded 

to date. This success rate could also match the possible human accuracy in answering the 

CAPTCHA challenges, taking into our account the complexity of our target. 

The sections in this chapter are organised as follows. Section 5.2 provides an overview of 

the targeted CAPTCHA scheme. Section 5.3 describes our attack followed by our 

evaluation in section 5.4 and results in section 5.5. We then discuss other attacks 

implemented against it in section 5.6 followed by our defence recommendations in section 

5.7, before we summarise our findings in section 5.8. 

5.2 The characteristics of CAPTCHANIM 

By looking at 100 samples of CAPTCHANIM, we can present its characteristics as follows: 
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• The CAPTCHA includes a number of characters ranged between four and six for 

each challenge. 

• All characters used in our CAPTCHA scheme are capital letters. 

• The characters could be displayed by using one font in each challenge that is 

different from those used in other challenges.  

• The animated challenges only show the edges of the animated characters, while they 

leave the main bodies of the character filled using the background colour. 

• Each challenge could use different foreground and background colours for each 

challenge. 

• The CAPTCHA designs can be divided into two categories. The first category 

shows the characters animated in their position while the second category shows 

the characters move horizontally. 

• Both categories showed the distorted characters scaled vertically in respective ways 

from left to right. 

• Both categories may also include an additional animated approach called horizontal 

deformation methodology which distorts the characters by shifting their shapes 

horizontally in different directions. 

• There are multiple levels of character distortions using the horizontal deformation 

method. The highest level is the most challengeable one as it increases the distance 

and speed of the character shapes that shift to their maximum.  

• The second category could move the number of distorted characters horizontally in 

one horizontal direction from left to right or right to left.  

• The animation method used in the second category displays a full sequence of 

characters divided into two and swapped horizontally on the sides of a full vertical 

line. The content on the right side of the vertical line is the left side of the text, and 

the content on the left side is the right side of that text. 
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• The start of the character sequence in the second category has been marked using a 

vertical line to help the user identify the correct order of the characters in each 

frame.  

• The horizontal movement of the character sequence in the second category could 

happen mainly in the CAPTCHA frames. Yet, it could also happen out of them 

randomly.  

• The use of horizontal deformation included in the second category could cause 

several vertical parts of the animated characters that pass through the edge of the 

animated frames not to be shown on any side of the animated frames.  

Figure 5.1 (A) represents the first category while figure 5.1 (B) shows an example of the 

second category. 

  

  

  
(A) (B) 

Figure 5.1. The two categories of the CAPTCHANIM 

5.3 Attacking CAPTCHANIM 

Our attack targets a range of different designs of the CAPTCHANIM, including the most 

complicated designs that use the highest level of horizontal deformation distortion. Each 

challenge is an animated GIF image. Each image is extracted from the website and 

separated into individual frames through our attack. After that, those frames are used to run 

major steps of our attack, including: 

• The pre-processing 

• Correcting the order of the characters (in case the challenge belongs to the second 

category)  

• Segmentation attack 

• The character extraction process 
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• Recognition attack. 

 The pre-processing  

Firstly, the attack detects the background colour by scanning the animated frames to find 

the highest number of pixels displayed using the same colour. After that, the attack 

recognises those pixels as the pixels of the background and transfers their colour into white. 

Next, it identifies the other pixels which are displayed using different colours as the pixels 

of the CAPTCHA characters. It then transfers their colours into black. We can explain the 

algorithm used in this step as follows: 

𝐀𝐥𝐠𝐨𝐫𝐢𝐭𝐡𝐦: The pre − processing step  

𝐈𝐧𝐩𝐮𝐭: 𝐴𝐼𝑚𝑎𝑔𝑒 (Animated  image)  

𝐎𝐮𝐭𝐩𝐮𝐭: A𝐼𝑚𝑎𝑔𝑒 (Animated  image)  

1: 𝑏𝑎𝑐𝑘𝑔𝑟𝑜𝑢𝑛𝑑 ← 𝑈𝑛𝑘𝑛𝑜𝑤𝑛 𝐶𝑜𝑙𝑜𝑢𝑟 

2: 𝐟𝐨𝐫 𝐞𝐚𝐜𝐡 𝑓𝑟𝑎𝑚𝑒 𝐢𝐧 𝐴𝐼𝑚𝑎𝑔𝑒 𝐝𝐨 

3:   𝐢𝐟 𝑏𝑎𝑐𝑘𝑔𝑟𝑜𝑢𝑛𝑑 = 𝑈𝑛𝑘𝑛𝑜𝑤𝑛 𝐶𝑜𝑙𝑜𝑢𝑟 𝐭𝐡𝐞𝐧 

4:     Identify all the 𝑐𝑜𝑙𝑜𝑢𝑟𝑠 used in the 𝑓𝑟𝑎𝑚𝑒 

5:     determine "the colour used in the most pixel points in the frame" 

6:     𝑏𝑎𝑐𝑘𝑔𝑟𝑜𝑢𝑛𝑑 ← the colour used in the most pixel points in the frame 

7:   𝐞𝐧𝐝 𝐢𝐟 

8:   𝐟𝐨𝐫 𝑥 ← 0 𝐭𝐨 𝑤𝑖𝑑𝑡ℎ of 𝐴𝐼𝑚𝑎𝑔𝑒 𝐝𝐨  

9:     𝐟𝐨𝐫 𝑦 ← 0 𝐭𝐨 𝐻𝑒𝑖𝑔ℎ𝑡 of 𝐴𝐼𝑚𝑎𝑔𝑒 𝐝𝐨 

10:       𝐢𝐟 𝑐𝑜𝑙𝑜𝑢𝑟 in 𝑓𝑟𝑎𝑚𝑒(𝑥, 𝑦) = 𝑏𝑎𝑐𝑘𝑟𝑜𝑢𝑛𝑑 𝐭𝐡𝐞𝐧  

11:         𝑐𝑜𝑙𝑜𝑢𝑟 in 𝑓𝑟𝑎𝑚𝑒(𝑥, 𝑦) = 𝑤ℎ𝑖𝑡𝑒 

12:       𝐞𝐥𝐬𝐞 𝐭𝐡𝐞𝐧 

13:         𝑐𝑜𝑙𝑜𝑢𝑟 in 𝑓𝑟𝑎𝑚𝑒(𝑥, 𝑦) = 𝑏𝑙𝑎𝑐𝑘  

14:       𝐞𝐧𝐝 𝐢𝐟 

15:     𝐞𝐧𝐝 

16:   𝐞𝐧𝐝 

17: 𝐞𝐧𝐝 

18: 𝐫𝐞𝐭𝐮𝐫𝐧 AImage 

Figure 5.2 shows an example of the pre-processing step. 

 

Figure 5.2. The pre-processing step 
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 Correct the order of the characters 

In this step, we use an enhanced version of Nguyen et al.’s method that checks if the 

challenge is from the second category, where the characters move horizontally91. This 

method finds the vertical line that helps the user identify the correct order of the characters 

in each frame. It then swaps the two sides of the frame that appear beside the vertical line. 

In our attack, we include an additional step that marks the area between the two swapped 

components in each frame using a green vertical line. Then, it analyses each character 

touching the green vertical line to check if it moved partially out of the frame to the hidden 

area within the green line. The analysis works through a method that checks parts of 

characters divided between the two sides of the green vertical area and attempts to connect 

them. In case the attack failed to connect between those two parts, it determines that the 

character moved out of the frame. It then fills the character with a special colour to prevent 

the attack from selecting them in the next stages. If the method detects parts of the character 

that are connected to only one side of the green line, it checks only the parts of that character 

that appear in the shape of the pixel line that moves through the green line. If the method 

detects multiple parts that appear in that shape, it then considers those parts as the edges of 

the main parts of the character that moves out of the frame and marks them using the special 

colour. We can explain the algorithm used in this step as follows: 

𝐀𝐥𝐠𝐨𝐫𝐢𝐭𝐡𝐦: correct the order of the characters  

𝐈𝐧𝐩𝐮𝐭: 𝐴𝐼𝑚𝑎𝑔𝑒 (Animated  image)  

𝐎𝐮𝐭𝐩𝐮𝐭: 𝐴𝐼𝑚𝑎𝑔𝑒(𝐴nimated  image)  

1: 𝑊 ← 𝑤𝑖𝑑𝑡ℎ of 𝐴𝐼𝑚𝑎𝑔𝑒 

2: 𝐻 ← ℎ𝑒𝑖𝑔ℎ𝑡 of 𝐴𝐼𝑚𝑎𝑔𝑒 

3: 𝐟𝐨𝐫 𝐞𝐚𝐜𝐡 𝑓𝑟𝑎𝑚𝑒 𝐢𝐧 𝐴𝐼𝑚𝑎𝑔𝑒 𝐝𝐨 

4:   𝐟𝐨𝐫 𝑥 ← 0 𝐭𝐨 𝑊 𝐝𝐨 

5:     𝐢𝐟 𝑐𝑜𝑙𝑜𝑢𝑟 in "𝑓𝑟𝑎𝑚𝑒(𝑥, 0 → 𝐻)" = 𝑏𝑙𝑎𝑐𝑘 𝐭𝐡𝐞𝐧 

6:       determine the chicknes of 𝑙𝑖𝑛𝑒 detected in 𝑥 

7:       𝑥1 ← 𝑙𝑒𝑓𝑡 𝑠𝑖𝑑𝑒 of 𝑙𝑖𝑛𝑒 

8:       𝑥2 ← 𝑟𝑖𝑔ℎ𝑡 𝑠𝑖𝑑𝑒 of 𝑙𝑖𝑛𝑒  

9:       𝑁𝐹 ← 𝑛𝑒𝑤 𝑓𝑟𝑎𝑚𝑒(𝑊, 𝐻)  

10:       𝑁𝐹(𝑊 − 𝑥1 → 𝑊, 0 → 𝐻) ← 𝑓𝑟𝑎𝑚𝑒(0 → 𝑥1, 0 → 𝐻) 

11:       𝑁𝐹(0 → 𝑊 − 𝑥2, 0 → 𝐻) ← 𝑓𝑟𝑎𝑚𝑒(𝑥2 → 𝑊, 0 → 𝐻) 

12:       𝑁𝐹(𝑊 − 𝑥2 → 𝑊 − 𝑥1, 0 → 𝐻) ← 𝐺𝑟𝑒𝑒𝑛 

13:       𝐢𝐟 character parts detected in  

𝑁𝐹(𝑊 − 𝑥1, 0 → 𝐻) & 𝑁𝐹(𝑊 − 𝑥2, 0 → 𝐻) 𝐭𝐡𝐞𝐧 

14:         connect the two parts in 𝑁𝐹(𝑊 − 𝑥1, 0 → 𝐻) and 𝑁𝐹(𝑊 − 𝑥2, 0 → 𝐻)  
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15:       𝐢𝐟 connection failed 𝐭𝐡𝐞𝐧 fill the parts in two sides using 𝑅𝑒𝑑 colour 𝐞𝐧𝐝 𝐢𝐟 

16:       𝐞𝐥𝐬𝐞 𝐢𝐟 character parts detected in  

𝑁𝐹(𝑊 − 𝑥1, 0 → 𝐻) OR 𝑁𝐹(𝑊 − 𝑥2, 0 → 𝐻) 𝐭𝐡𝐞𝐧 

17:         𝑁𝑢𝑚 ← the number 𝑜𝑏𝑗𝑒𝑐𝑡𝑠 in shape of  

18:                                                           one pixel line that moves through the green line 

19:         𝐢𝐟 Num > 0 𝐭𝐡𝐞𝐧 fill the parts in that side using 𝑅𝑒𝑑 colour 𝐞𝐧𝐝 𝐢𝐟   

20:       𝐞𝐧𝐝 𝐢𝐟 

21:       𝑓𝑟𝑎𝑚𝑒 ← 𝑁𝐹 

22:     𝐞𝐧𝐝 𝐢𝐟 

23:   𝐞𝐧𝐝 

24: 𝐞𝐧𝐝 

25: 𝐫𝐞𝐭𝐮𝐫𝐧 AImage 

For example, figure 5.3 (A) shows three frames taken from one challenge belonging to the 

second category of CAPTCHA. Each frame has been targeted using the method that 

corrects the order of the characters by swapping two components beside the vertical line 

and marking the empty area between them using a vertical line as figure 5.3 (B) shows. 

Next, we have analysed two areas beside the green vertical line, which shows the empty 

area between the two components inside each frame. We have then found one frame that 

contains an image of the character “1” that moved horizontally out of the frame causing 

this character to be displayed partially inside the frame. Then, we have marked this 

character to exclude it from the analysis in the next stages as figure 5.3 (C) shows. 

 

Figure 5.3. Correct the order of the characters 
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 The PDM segmentation 

In this step, the attack segments the characters using a similar approach to that used in our 

attack against the KillBot CAPTCHA (section 4.3.2). This approach uses Nguyen et al.'s 

PDM method91 to locate and segment the vertical components that contain the characters. 

It also includes an attack that analyses each component to find the ones that contain a 

number of connected characters. This method determines the maximum width that the 

segmented component containing a single character should not exceed through the 

following algorithm:  

𝐴 = 𝑊 𝑁⁄  

in which 𝑊 is the width of the animated image, and 𝑁 is the total number of selected 

components in the PDM map. Then, it uses an algorithm that segments each component 

that exceeds this maximum width. This algorithm determines the weakest vertical line 

between them through the PDM. 

Figure 5.4 shows an example of the character segmentation using the PDM in which the 

attack segmented the first, second, fourth and fifth characters using the first attacking 

method by adding two vertical lines to both horizontal sides (marked in figure 5.4 in the 

blue colour). The attack also added a vertical line to the left side of the third character and 

to the right side of the fourth character using the main attacking method and segmented 

them using the second method by adding another line between them (marked in figure 5.4 

in the white colour). 

 

 

Figure 5.4. Segment the characters vertically using the PDM 

 The character extraction process 

In this step, we process a number of methods that aim to extract the most recognisable 

image of each character in the animated image. We firstly use a method that selects all the 

frames where the characters are displayed completely. This method excludes the frames 

where the character is not fully displayed in case our target is the second category of 



80 

 

CAPTCHANIM. It then locates the frames where each character reaches its highest vertical 

position, which is the position where the character is displayed completely.  

Next, we use a method that checks the number of selected frames where the character 

reaches its highest position. If the number of the frames is three or less, our attack 

determines that the character as not highly distorted. It then selects the only middle frame 

and extracts the character from it. This prevents the character from selecting a frame where 

the character has parts that are not completely scaled. However, if the number of frames is 

more than three, our attack excludes frames that are outside a range of between 1/3 and 2/3 

of the mainly selected frames. After that, we use a method that finds the lowest distorted 

image of the character. This method calculates the difference between the height and width 

of the character in each frame. After that, it uses the results to find the frame where the ratio 

of the height of the character over its width is the greatest between the selected frames. The 

reason behind this method is the horizontal deformation distortion method that moves the 

parts of the characters horizontally. This distortion method usually increases the ratio of 

the width of the character over the height. We can explain the algorithm used in this step 

as follows: 

𝐀𝐥𝐠𝐨𝐫𝐢𝐭𝐡𝐦: correct the order of the characters  

𝐈𝐧𝐩𝐮𝐭: 𝐴𝐼𝑚𝑎𝑔𝑒 (Animated  image), 𝑋𝑆, 𝑋𝐸  (Coordinations of the animated character) 

𝐎𝐮𝐭𝐩𝐮𝐭: 𝐹𝐼𝑚𝑔(chosen  image of character)  

1: 𝑀 ← Coordination of the bottom of the image over y⎼axis 

2: 𝐴𝑟𝑟 ← new 𝐴𝑟𝑟𝑎𝑦 of 𝑖𝑚𝑎𝑔𝑒𝑠 

3: 𝐹𝐼𝑚𝑔 ← 𝑛𝑒𝑤 𝑖𝑚𝑎𝑔𝑒( 𝑋𝐸 −  𝑋𝑆, ℎ𝑒𝑖𝑔ℎ𝑡 of 𝐴𝐼𝑚𝑎𝑔𝑒) 

4: 𝐟𝐨𝐫 𝐞𝐚𝐜𝐡 𝑓𝑟𝑎𝑚𝑒 𝐢𝐧 𝐴𝐼𝑚𝑎𝑔𝑒 𝐝𝐨 

5:   𝐶𝐼𝑚𝑔 ← 𝑓𝑟𝑎𝑚𝑒(𝑋𝑆 →  𝑋𝐸 , 0 → ℎ𝑒𝑖𝑔ℎ𝑡 of 𝐴𝐼𝑚𝑎𝑔𝑒) 

6:   𝐸 ←  ℎ𝑖𝑔ℎ𝑒𝑠𝑡 𝑣𝑒𝑟𝑡𝑖𝑐𝑎𝑙 𝑝𝑜𝑠𝑖𝑡𝑖𝑜𝑛 of 𝑐ℎ𝑎𝑟𝑎𝑐𝑡𝑒𝑟 in 𝐶𝐼𝑚𝑔 over y⎼axis 

7:   𝐢𝐟 𝐸 > 𝑀 𝐭𝐡𝐞𝐧  

8:     remove all 𝑐𝑜𝑚𝑝𝑜𝑛𝑒𝑛𝑡𝑠 in 𝐴𝑟𝑟 

9:     𝑀 = 𝐸 

10:     Add 𝐶𝐼𝑚𝑔 to 𝐴𝑟𝑟 

11:   𝐞𝐥𝐬𝐞 𝐢𝐟 𝐸 = 𝑀 𝐭𝐡𝐞𝐧 

12:     Add 𝐶𝐼𝑚𝑔 to 𝐴𝑟𝑟  

13:   𝐞𝐧𝐝 𝐢𝐟 

14: 𝐞𝐧𝐝 

15: 𝐿 ← 𝑙𝑒𝑛𝑔𝑡ℎ of 𝐴𝑟𝑟 

16: 𝑅 ← 0.0 

17: 𝐟𝐨𝐫 𝐶 ← 𝐿 3⁄  𝐭𝐨 2𝐿 3⁄  𝐝𝐨 
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18:   𝑆 ← ℎ𝑒𝑖𝑔ℎ𝑡 of 𝑐ℎ𝑎𝑟𝑎𝑐𝑡𝑒𝑟 in 𝐶𝐼𝑚𝑔[𝐶] 𝑤𝑖𝑑𝑡ℎ of 𝑐ℎ𝑎𝑟𝑎𝑐𝑡𝑒𝑟 in 𝐶𝐼𝑚𝑔[𝐶]⁄  

19:   𝐢𝐟 𝑆 > 𝑅 𝐭𝐡𝐞𝐧 

20:     𝑅 = 𝑆 

21:     𝐹𝐼𝑚𝑔 = 𝐶𝐼𝑚𝑔[𝐶] 

22:   𝐞𝐧𝐝 𝐢𝐟 

23: 𝐞𝐧𝐝 

24: 𝐫𝐞𝐭𝐮𝐫𝐧 𝐹𝐼𝑚𝑔 

Figure 5.5 shows an example of the character extraction process using a set of images 

cached from marked vertical column through the PDM segmentation, which contain the 

character “N”. Firstly, we have run the analysis through our attack to find pictures of the 

character that reach the highest position as figure 5.5 (A) shows. Afterwards, our attack has 

selected all the images of the character “N” that reach the highest position. It has then 

selected the two frames between the 1/3 and 2/3 of the mainly selected frames as figure 5.5 

(B) shows. Finally, it selected the frame where the ratio of the height of the character to its 

width is the greatest between the selected frame, before extracting the character from it as 

shown in figure 5.5 (C). 

 

Figure 5.5. The character extraction process 

 Recognition attack 

In this step, we used the Convolutional Neural Network (CNN)110 engine to recognise the 

extracted characters as in our attacks in previous chapters. We trained this engine to 

recognise characters inside the CAPTCHA images by creating a training set of 1645 sample 
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images of characters (47 sample images for each character) and testing sets of 1465 sample 

images of characters. After that, we used two datasets to train our engine 24 times and the 

result was the following: 

• The engine achieved a 0.9% error rate in training after it trained 1631 sample images 

of characters from the training dataset successfully. 

• It achieved a 0.1% error rate in testing after it recognised 1463 sample images of 

characters from the testing dataset successfully.  

Figure 5.6 shows how the training and testing accuracy rates were improved during the 

training task. 

 

Figure 5.6. Training and testing accuracy rate during the training of the CAPTCHA 

5.4 Evaluation 

We discuss the results of our attack in terms of segmentation and recognition using the 

same method included in the previous chapters. Our evaluation in this chapter was based 

on an examination of 1100 random samples of this CAPTCHA from the CAPTCHANIM 

website85. These samples belong to the designs that uses the highest level of character 

distortion through horizontal deformation methodology. We obtained the samples between 

January and February 2015. We used 100 of the samples in designing, training and 

processing our attack. We saved the other 1000 samples locally to be used in the final 

examination of our attacks. We did not include any sample used during the design of the 

attack in the evaluation process of our attack.  
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5.5 Results 

Success rate. We firstly tested our attack against a sample set of 100 of the CAPTCHA 

challenges used for training purposes, and it achieved a success rate of 98% in recognising 

them, after it achieved a 100% success rate in segmenting them. After that, we tested our 

attack on 1000 random test samples of the CAPTCHANIM, and it achieved a success rate 

of 85.1% (851 out of 1000) in recognising them, after it also achieved a 100% success rate 

in segmenting them. Those results also include a success rate of 92% against 200 samples 

of the first category (184 out of 200) and a success rate of 83.375% against 800 samples 

from the second category (667 out of 800). The results also showed that the use of 

additional computational effort does not increase the success rate of our attack on this 

CAPTCHA scheme. 

Attack Speed. Our CAPTCHA attack was implemented using JAVA, and C# 

programming languages, and tested on a computer with an Intel(R) Core(TM) i7-4700MQ 

CPU 2.40GHz and 8.00 GB ram. The results show that the attack took an average of 64.41 

milliseconds to analyse each animated challenge taken from the CAPTCHANIM with 

standard deviation of 4.689497989 milliseconds. The shortest attacking time was 54 

milliseconds, while the longest was 78 milliseconds 

5.6 Other attacks 

Vu Duc Nguyen, et al.91 developed a more basic attack against CAPTCHANIM. This attack 

uses a method that swaps the images of the second category. After that, it processes the CL 

method to segment the text and extract its characters in their complete images. This method 

uses the PDM map to determine the vertical area for the character pixels in the animated 

frames. It then uses the results to segment the characters vertically. Afterwards, it scans 

each vertical area within the PDM map to determine the maximum height reached by each 

character. Finally, it extracts this character from any frame where its height equals the 

maximum height.  

Unlike our attack, this attack was designed to exploit the vertical scaling method. 

Therefore, the designers did not include any method to exploit the horizontal deformation 

method. The attack achieved a 21% success rate against mixed samples of the first and 

second categories of the CAPTCHANIM with an average time of 1.9 seconds. The 
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attackers did not mention if any of those challenges used horizontal deformation 

methodology. 

5.7 Defence 

We implemented this attack against the animated text-based CAPTCHA scheme. As we 

mentioned before, this scheme shows each of the animated characters in one fixed location 

all the time. It also displays each of the characters completely for a length of time through 

the animation frames. The high success rate of our attack helped us to find vulnerability 

problems in this CAPTCHA. We could avoid those problems by preventing any character 

from being displayed completely in any animated frames. The character should also not 

remain in one fixed location within the string itself. In addition, we would advise to connect 

the string and move it completely in random directions to resist the PDM segmentation 

method. 

5.8 Summary 

Our attack has shown the capability of the automated attacks to break CAPTCHANIM with 

an overall success rate of 85%. Our attack has also demonstrated how automated attacks 

can bypass the rotation effect that was regarded as the most difficult effect to break in the 

previous attacks. As a result, we have proved that the computer can pass all the procedures 

used in this animated text-based CAPTCHA scheme more efficiently than the human brain. 

Therefore, a new mechanism that uses a strong cracking algorithm needs to be designed 

and used to create a new animated text-based CAPTCHA scheme that could provide better 

security against automated attacks. This mechanism should not display the character clearly 

in any frame as computers can easily determine and extract the character from it, as we 

have proved from our study.  
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Chapter 6. ReCAPTCHA 

The ReCAPTCHA is widely known as the most resistant CAPTCHA scheme to attacks. 

This CAPTCHA contains two segment resistance words that contain many characters that 

have two different levels of distortion and segmentation resistance. We attacked this 

CAPTCHA by using a combination of automated segmentor techniques that identifies 

characters through heat and other types of segmentation attacks. This attack achieved a 

43% success rate in recognising the challenges of this CAPTCHA. 

6.1 Introduction 

This chapter presents our first examination against a segmentation-resistance mechanism, 

which is the “Crowding Characters Together” (CCT) mechanism implemented by 

ReCAPTCHA. Our attack will target the latest version of this scheme that combines the 

complex distortion system and the segmentation resistance mechanisms. This CAPTCHA 

was originally developed by Luis von Ahn et al. in Carnegie Mellon University in 2000112. 

Since then, this standard text-based CAPTCHA scheme has become one of the most 

popular schemes, as many major websites have deployed it in their pages. These websites 

include Facebook, Twitter, CNN, StumbleUpon, and many other internet services. This 

scheme was acquired by Google in September 2009.  

ReCAPTCHA is distinguishable from all others by its functionality including the ones we 

targeted previously including the Wikipedia CAPTCHA, CAPTCHANIM, and the KillBot 

CAPTCHA. It employs two text strings; one string is known to servers as the main string 

of the CAPTCHA challenge, while the second is used only for labelling functionality. Both 

strings were selected from a list of words copied from a list of digital books and journalists. 

The earliest versions of the ReCAPTCHA scheme used to display both strings using the 

same distortion and anti-segmentation mechanisms. The recent versions of ReCaptcha used 

two different combination of distortion and anti-segmentation mechanisms. The most 

difficult combination that includes the CCT mechanism is only used against the main text, 

and the easy level of distortion is used in the second string. The main purpose of these two 

levels is help the human to distinguish between the text images in them. 

The CCT segmentation mechanism made by the ReCAPTCHA scheme is one of the 

reasons for its resistance against attacks. This mechanism relies on overlapping the 

characters with each other at a random transition. The main purpose of this mechanism is 
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to prevent attacks from identifying the position of the characters and the connection points 

between them. Combining this mechanism with distortion mechanisms plays also an 

essential role in improving the resistance of the CAPTCHA against attacks. Such a 

combination could help to make the characters much less distinguishable by those attacks.  

In this chapter, we are going to target the most recent version of this CAPTCHA scheme, 

released in 2013. This version combines CCT a segmentation-resistance mechanism with 

multiple distortion methods. These methods include noises, partial fading, hiding, affine 

transformations, text italicisation and text warps. We could easily differentiate between the 

two strings in each challenge by their distortion, as the main string combines more 

distortion methods than the other. Another difference between the two strings is that the 

other string connects fewer characters than the main string in each challenge. 

Our goal is to break this CAPTCHA through a new type of attack that uses an automatic-

segmentor mechanism based on an attack by Chellapilla 45. This mechanism uses the 

recognition engine to create a heat map to identify the characters within the text with their 

order. Our attack also combines this mechanism with other segmentation methods used in 

novel attacks. In addition, it includes various methods to correct errors in recognition within 

the heating map.  

The argument outlined in this chapter achieved our goal, as we exploited the pattern of the 

distorted characters in this CAPTCHA through our attack. The key insight of this attack is 

to show that the computer could also segment the distorted characters through recognition 

attacks that create the heat map of the characters. Our attack achieved a 43% success rate 

in recognising the challenges of this CAPTCHA, which is the highest success rate recorded 

against this CAPTCHA in 2014. It is also more than the 1% success rate needed to consider 

the CAPTCHA broken59. The average time taken to break the CAPTCHA was 4.8755 

seconds, which exceed the average time needed by the human to solve this scheme. 

To the best of our knowledge, the attack presented in this chapter is one of the most critical 

analyses, as it contributed towards answering the challenging questions regarding the 

robustness of the CCT mechanism. This contribution is vital to our research against the 

current animated text-based CAPTCHA schemes, since many CAPTCHAs already 

included this mechanism in their challenges, such as the NuCAPTCHA.  
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The sections of this paper are organised as follows: Section 6.2 provides an overview of 

the targeted CAPTCHA scheme. Section 6.3 describes our attack followed by our 

evaluation in section 6.4 and results in section 6.5. We discuss other attacks against the 

ReCAPTCHA that include attacks targeted at earlier versions of this CAPTCHA in section 

6.6. Section 6.7 discusses the defence against our attack, followed by a summary in section 

6.8. 

6.2 The characteristics of ReCAPTCHA 

ReCAPTCHA is implemented using a segmentation-resistance mechanism that crowds a 

number of highly distorted characters together. The key characteristics of the current 

version of this CAPTCHA are the following: 

• Each challenge uses a grayscale image. 

• Each challenge employs two text strings that are utilised as a crowd sourcing system 

for digitising books.  

• One of the two strings are known to the server and functions as the CAPTCHA 

string. 

• The other string is unknown and used only for labelling functionality.  

• The CAPTCHA main text string known to the server contains characters that are 

very distorted and crowded with each other. These few connected characters could 

be above or below the line level while connected horizontally with other characters 

beside them.  

• The characters in the main text string are distorted through a mechanism that relies 

on the noises, affine transformations, word warps, character rotation, partial 

character fading and removal mechanism. This mechanism also relies on another 

distortion feature that includes different levels of text italicisation within the string 

in which it slants different parts of the string into different angles either to the left 

or to the right. 
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• The unknown string used for labelling functionality contains characters that could 

be faded partially and blurred in addition to some noises around them to connect 

those characters together. 

• This unknown string can appear in different fonts and sizes unlike the CAPTCHA 

string. 

Figure 6.1 shows an example of this CAPTCHA, where the first string is the CAPTCHA 

string that is known to the server while the second string is the unknown one used only for 

labelling functionality. 

 

Figure 6.1. An example of ReCAPTCHA 

6.3 Attacking ReCAPTCHA 

Our attack works through a technique that includes the following two steps: 

• Segmentation attack: in this step, the attack identifies the objects related to the 

CAPTCHA string and the unknown string. It then segments those objects into 

two strings and identifies the CAPTCHA string. This step also includes another 

method to correcting the italicisation of the CAPTCHA string, and segments 

through connection loops. 

• Recognition attack: the attack will use an automatic segmentor technology to 

create two maps of the text. The first map shows the text without segmentation 

while the second shows a segmented text through connection loops. The attack 

then compares the two results to get the right result, before it identifies errors in 

recognitions. 

 Segmentation attack 

This attack includes two main steps: 

• The first step identifies the CAPTCHA string using the colour filling attack51.  
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• The second step corrects the alignment of the CAPTCHA string using the 

houghlines (Hough transformation) algorithm113. 

Identifying the CAPTCHA string. The attack first uses the colour filling attack to find 

and mark every black object in a CAPTCHA image using one unique colour. Then, it 

determines the string related to each of the objects through a method that links every two 

nearest objects together, until it creates the two strings. 

After that, the attack determines which of the two strings is the CAPTCHA string through 

a method that selects the string that has the lowest ratio of components that appear in 

different vertical columns to the width. This method locates the object within every string 

through its colour. It then combines the segmented objects that have more than half their 

parts gathered in the same vertical column. It determines the number of separated objects 

within each string by counting the number of colours in it. 

It then determines the ratio of string components to the width for every string using the 

algorithm 𝑓(𝑆) = 𝑆𝑐𝑜𝑙𝑜𝑢𝑟𝑠/𝑆𝑤𝑖𝑑𝑡ℎ, where 𝑆𝑐𝑜𝑙𝑜𝑢𝑟𝑠 is the number of colours used in the 

string, and 𝑆𝑤𝑖𝑑𝑡ℎ is the width of the string. Finally, it chooses the string that achieves the 

lowest result through the algorithm as the CAPTCHA string.  

 

Figure 6.2. The identification of the CAPTCHA string 
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Figure 6.2 shows an example of the identification of the CAPTCHA string. The first string 

in the image has a width of 133 pixels and is filled with two colours which show that it has 

two components separated vertically. However, the second string in the image has a width 

of 95 pixels and is filled with seven colours that show it has two components separated 

vertically. The attack identified the ratio of the number of components that appear in 

different vertical columns over the width of the two strings. The first string achieved a ratio 

of 5650%, while the second string achieved a ratio of 1357%. Therefore, the attack 

identified the second string as the CAPTCHA string. 

Correcting the alignment of the CAPTCHA string. In this step, our attack corrects the 

alignment and orientation of the main text using an method inspired by an attack developed 

by Cruz-Perez et al.58. This method first generates a morphology image that contains a 

thinned area for each of the identified components in the CAPTCHA image. It does so by 

using skeleton morphological image processing that thins the objects in the images and 

creates thinned connected lines that are one pixel thick at the centre of each object. 

The method detects and selects all vertical lines inside the morphology image such as the 

two vertical lines on the sides of “H” using the houghlines algorithm113. It then identifies 

the orientation degree for every identified vertical line. After that, it calculates the average 

of alignment angles for all the vertical lines to determine the alignment angle for the string. 

This method then identifies the string with an alignment angle that is not close to 90 degrees 

and corrects its alignment angle to 90 degrees. 

 

Figure 6.3. Correct the italicisation of the CAPTCHA string 

Figure 6.3 shows an example of this method, where it thins the image in the string and 

converts it into morphology an image as shown in figure 6.3 (A). The method scanned this 
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image to identify the vertical lines and marked them using the green colour, as shown in 

figure 6.3 (B), and it then calculated the rotation angle of each line and the average rotation. 

After that, it found that the string was aligned to the right, and then it corrected the aligning 

of the string, as shown in figure 6.3 (C). 

 Recognition attack 

In this step, we analyse the main string using an automatic segmentor inspired by an attack 

by Chellapilla 21. This automatic segmentor uses the convolutional neural networks 110 to 

create two maps that label the characters in their correct positions in the CAPTCHA image. 

The first map shows the whole string without segmentation. The second map shows divided 

parts of the string segmented by a method that detects the connection loops and segments 

the areas between them. Both maps are used to create another map that shows the middle 

result between them. This map will be subsequently analysed through various methods to 

correct every recognition error in it. In this section, we will discuss the methods used in the 

attack through numerous sections that represent the steps of the attack. These steps are: 

• Catching the screenshots for the heating maps: this step includes methods that 

generate screenshots of every vertical column within the image of main text and 

sends them to recognition engine to generate the heating maps. 

• Generating the heating maps: this step includes a method to create a number of heat 

maps that identify the areas of the CAPTCHA characters. 

• Creating the automated segmentation maps: the attack in this step uses the heat 

maps of the characters to create two major maps that show the positions of the 

characters in the image, which are used to create another map that shows the result 

between them. 

• Correct errors in map: this step includes additional methods to correct common 

errors in the map. 

Catching the screenshots for the heating maps. In this step, we generate screenshots for 

every horizontal column within the main text. We then send those screenshots to the 

recognition engine to create the heat map for every typographic symbol (character) 

included in the character set of the ReCAPTCHA. This map shows the areas where the 
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character is detected in the CAPTCHA image. The way to catch the screenshots is through 

a set of sliding rectangles of the area that appears completely inside them. This set includes 

a number of rectangles with different widths that match the widths of the character symbols 

included in the main string. The width of the thinnest rectangle included in the set is 4 

pixels, which matches the thinnest width of the character “i” found in the training samples 

of ReCAPTCHA, while the width of the widest rectangle is 40 pixels, which matches the 

widest width found for the characters “W” and “M” in those samples. Each rectangle moves 

horizontally from the left side to the right side of the string as while it changes height each 

time it moves to a new area to match the height of the black component in that area.  

We use the sliding rectangles to create two different sets of screenshots of the same text. 

The first set includes screenshots of the whole image of the text string. We use these 

screenshots to generate a map that shows the recognition results of the whole string without 

segmentation. The second set includes screenshots of different segmented parts of the same 

text. We use these screenshots to create the second map of the text that shows segmented 

parts of the string by a loop segmentation method. This segmentation method detects the 

connection loops and segments the areas between them using a map that shows the loop 

components in the text. It also includes other steps that scan the loop components within 

the map to locate the connection loops and segments the text through them.  

 

Figure 6.4. The loop detection 

Our method creates the map of connection loops with a colour filling algorithm to fill all 

the loop components in the text string. These components include those filled in different 

grayscale values. This method locates these components by dividing the image of each 

string into different layers. Each layer contains a different image of the string that is filled 

with white until it reaches a different grayscale pixel value that keeps increasing through 

the layers. It then analyses each layer of the image to find the loop components in it. The 
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method then adds all the components to a map that shows the results of previous layers 

where the highest grayscale pixel value filled with a white colour is lower than the current 

one. Figure 6.4 shows an example of this detection approach. 

Our method creates the final map that shows all the loop components found from the 

analysis of the image layers through the detection approach. It then scans the loop 

components in this map to find each small or thin loop component and marks it as a 

connection loop. The method then uses a vertical segmentation algorithm that draws a 

vertical line between the middle of the upper area of the connection loop to the middle of 

the lower area of each marked loop component. Afterwards, it uses the sliding rectangles 

against each segmented part of the text besides the vertical lines instead of the whole text. 

Figure 6.5 shows an example of this segmentation method.  

 

Figure 6.5. Loop segmentation 

Finally, the attack sends a screenshot image generated in this step to an automatic 

segmentor to generate the heating maps in the next step. We also include associated data 

for each screenshot that shows the coordination of the area of the image, its width and the 

ratio of the height to width. 

Generating the heating maps. In this step, we analyse each of the images with a 

recognition engine to identify the confidence rates for the CAPTCHA characters, which 

show the accuracy rate of the image that displays a character. 

The screenshots used to generate the confidence rates for each character are limited to a 

range of screenshots with widths. These widths are limited to a range between two widths 

specified for the analysed character. The attack uses these confidence rates to generate the 

heat map that shows the average confidence rate for the character. The method used to 

generate this map calculates an average of the confidence rate for each pixel from the 

images that display it in the CAPTCHA image for each character. This calculation is 

through the following algorithm: 
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𝑃(𝑥,𝑦)(𝛿) =
(∑ 10 𝐴(𝑥,𝑦)[𝑖]𝑎

𝑖=0 ) + (∑ 𝐵(𝑥,𝑦)[𝑖]𝑏
𝑖=0 )

10 𝑎 +  𝑏
 

Where A includes the set of confidence rates of the character 𝛿 recorded from the screenshot 

in which the character 𝛿 achieved the highest confidence rate between all the characters in 

the coordinated point (𝑥, 𝑦), and 𝐵 includes the set of confidence rates recorded from other 

screenshots in that point. 

The attack then gathers the average confidence rate for characters generated through the 

pixels in the entire area of the scanned string in two maps for each of those characters. The 

first map shows the results from the screenshots taken through the first method that scans 

the whole area of the string. The second map shows the results generated from screenshots 

taken by the second method that includes a segmentation approach. Figure 6.6 shows an 

example of the heating maps created in this step. 

 

 

Figure 6.6. The characters heating maps 

Generating the major automated segmentor maps. After the attack creates the heat maps 

for all the characters, it uses them to create two major maps that show the position of the 

characters from the maps generated in the previous steps. The first map shows the character 

with the highest average confidence rate in each pixel within the area of the string. 

However, the second map excludes pixels from the vertical columns that contain the 

connected loops. The main reason for this exclusion is the false recognition results caused 



95 

 

by the changes in the pattern of the text by the loop segmentation method. Figure 6.7 shows 

an example of the two maps created from the heating maps in this step. 

 

Figure 6.7. The two major maps 

After that, the attack uses both maps to create another map that merges the results of those 

maps. This map can show the results without any recognitions errors from one of the two 

maps using the results generated from the other map. The attack then processes a method 

that uses the original image of the text to create a final map that shows the result from the 

latest map only, inside the pixel point of the main text. This method replaces the black 

pixels in the original text image with the pixels of the latest map, while it keeps the pixels 

of the white background in that image unchanged. The main purpose of this method is to 

remove the recognition errors in areas that do not contain any character within the image 

of the main text. Figure 6.7 shows how we created the final map 

 

Figure 6.8. Creating the middle results map in addition to the final map 

Maintains the map and corrects errors. The attack in this step uses numerous methods 

that maintains the map and corrects the errors shown in the animated image due to common 
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recognition problems. It also includes other recognition checkers that use the unique 

patterns of characters to determine if the recognition results of characters are correct. These 

methods are as follows: 

The checker of characters with dotted points. The attack firstly uses a method that corrects 

errors caused by identifying any area containing lines from a character and small parts of 

other characters above it as “i”. This error is caused because of extracted screenshots of a 

character that display lines and a small area above it in an image that makes them resemble 

the body of the character “i”. This method scans every area identified as “i” to determine if 

it contains a vertical line and a segmented or rounded point and checks if the line and point 

are not parts of the other character. After that, it marks every area that does not pass the 

two conditions as wrongly recognised as “i”. It then re-colours the area using the second 

highest result after it in the heating map. Figure 6.9 shows the recognition map before and 

after we implemented the checker in which it removed two areas wrongly recognised as 

“i”.  

 

Figure 6.9. The removal of wrongly recognised areas as “i”: the wrongly recognised areas as 

“i” are marked in green in the first image 

The removal of errors in recognising a “side of character”. This method removes the 

common errors in our final map that comes from recognising a side of a character as another 

character. These types of error usually occurred due to cases in which one side of a 

character resembled another character. These errors included: 

• Recognising the left side of the characters “n” and “m” as character “r”. 

• Recognising the left side of characters “b”, “h”, “k” and “p” and the right side of 

characters “d” and “q” as character “l”. 

• Recognising any of the two sides of the character “w” as character “v”. 

• Recognising any of the two sides of the character “m” as character “n”.  

We resolve this problem by running an analyser that works as follows: 
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• It scans results within the string until it finds an error in which a 

component 𝛿𝑎 recognised as 𝐴 and resembles a specific side of 𝐵 is located in that 

specific side beside a component 𝛿𝑏  recognised as 𝐵. 

• It then uses the heating map of the character 𝐵 to identify and selects pixel points 

within the component 𝛿𝑎 where the confidence rate of the character 𝐵 is above 50%, 

and the second highest confidence rate between the recognised characters. After 

that, it excludes a group of selected pixel points located within one x-coordinated 

vertical line from the group of pixel points that could be part of 𝛿𝑏. It marks the rest 

of the selected group of pixel points from the component 𝛿𝑎 as 𝜃𝑎 and the group of 

the unselected group of pixel points from that component as 𝜌𝑎. 

• It then determines the width of the components 𝛿𝑏, 𝜃𝑎 and 𝜌𝑎. It also calculates the 

width of the two joined components  𝛿𝑏 and 𝜃𝑎 with the following equation: 

𝑊𝑖𝑑𝑡ℎ(𝛿𝑏, 𝜃𝑎) = 𝑊𝑖𝑑𝑡ℎ 𝑜𝑓 (𝛿𝑏) + 𝑊𝑖𝑑𝑡ℎ 𝑜𝑓 (𝜃𝑎) 

As well, it calculates the ratio of height over the width of those joined components 

in which through the following equation:  

𝑅𝑎𝑡𝑖𝑜(𝛿𝑏, 𝜃𝑎) = (𝑌𝐻(𝛿𝑏, 𝜃𝑎) − 𝑌𝐿(𝛿𝑏, 𝜃𝑎) + 1) 𝑊𝑖𝑑𝑡ℎ(𝛿𝑏, 𝜃𝑎)⁄  

In which the 𝑌𝐻(𝛿𝑏, 𝜃𝑎) is the highest coordination over y-axis for 𝛿𝑏 and 𝜃𝑎, and 

the  𝑌𝐿(𝛿𝑏, 𝜃𝑎) is lowest coordination over y-axis for 𝛿𝑏 and 𝜃𝑎.  

• After that, it uses an algorithm that compares the results of the calculation with the 

minimum and maximum possible width and ratios of height over the width of the 

characters 𝐴 and 𝐵 in the ReCAPTCHA scheme. We process this comparison using 

a database that includes details that show the range between the minimum and 

maximum possible widths and ratios of height for every character included in the 

character set of that scheme. We use the results of the comparison to determine the 

result of the comparisons match with the following conditions: 

o The width of the component 𝜌𝑎 is either “less than 5 pixels and less than 

50% of the minimum width determine for the character 𝐴 in the database” 



98 

 

or “more than the minimum width determine for the character 𝐴 in the 

database”. 

o The width of the component 𝛿𝑏 is less than the minimum width determined 

for the character 𝐵 in the database. 

o The width of the joined components 𝛿𝑏 and 𝜃𝑎 (𝑊𝑖𝑑𝑡ℎ(𝛿𝑏, 𝜃𝑎)) is within 

the minimum and maximum width of character 𝐵. 

o The ratio of height over width of the joined components 𝛿𝑏 and 𝜃𝑎 

(𝑅𝑎𝑡𝑖𝑜(𝛿𝑏, 𝜃𝑎)) is within range between minimum and maximum ratio of 

the character 𝐵. 

• If the results matched those conditions, it merges the component 𝜃𝑎 with the 

component 𝛿𝑏 by filling the area of the component 𝜃𝑎 with ID colour of character 𝐵.  

Figure 6.10 shows an example of this method in which it corrected an error in recognising 

a side of character “n” (cyan colour) wrongly as “r” (blue colour) leaving a small area 

recognised as character “r” to be removed and corrected in the next step. 

 

Figure 6.10. Correcting an error in recognising the side of character “n” as “r” 

The removal of the thin area. This method corrects a common problem in the heating in 

which thin vertical component with widths of less than five pixels can be falsely recognised 

as one character. The method identifies these areas through an algorithm that calculates the 

width of every vertical column identified as one character within the text string. After that, 

it selects every vertical column that has a width of less than five pixels and identifies the 

character recognised in the vertical column through the colour ID used to fill it in the main 

map. It then compares the width of the vertical column with the determined minimum width 

of the character symbol using the same database included in the removal of errors in 
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recognising the “side of character”. After that, it adds it to the list of thin vertical 

components that contain wrongly recognised characters in case the determined width is less 

than the smallest possible width of the recognised character. Finally, it marks together each 

group of connected vertical components that are in the list of the wrongly recognised thin 

components. After that, it re-colours those marked components using the colour ID of the 

characters that achieved the highest heating value between the characters recognised within 

the vertical components of the main text that are not in the list besides the marked group. 

Figure 6.11 shows an example of how the method removed a thin area recognised as “r” 

(blue colour) between two areas recognised as “n” (cyan colour) and “d” (red colour). 

 

Figure 6.11. The removal of a thin area recognised as “r” between “n” and “d” 

Detecting the pairs of characters. This method locates and segments every connected pair 

of one character in the map, as the automatic segmentor always identifies these pairs as one 

character by colouring their area with the same colour ID. The method locates these pairs 

by determining the width of each area coloured by the colour ID in the text and checking if 

it wider than the maximum width of one character. It then selects each area wider than the 

maximum width of one character and segments it in the middle. Figure 6.12 shows an 

example of how the method detected two pairs of the character “r” beside each other, and 

then segmented them in the middle. 

 

Figure 6.12. Detecting and segmenting pairs of characters recognized as “e” 

6.4 Evaluation 

We discuss the results of our attack in terms of segmentation and recognition using the 

same method included in the previous chapters. Our evaluation in this chapter was based 

on an examination of 200 random samples of this CAPTCHA. We obtained those samples 

through the ReCaptcha website114 between March and April 2014. We did not download 

any further samples due to a limitation on the maximum number of samples that can be 



100 

 

downloaded from the website for each IP address. We used 100 of the samples in the 

designing and training process in our attack and saved the remaining 100 samples locally 

to be used in the final examination of our attacks. We did not include any sample used 

during the design of the attack in the evaluation process of our attack.  

6.5 Results 

Success rate. We have tested the automatic segmentor that generated the middle results 

between both maps from the original technique and the map from the segmentation 

technique on 100 training samples from the ReCAPTCHA. It achieved an overall accuracy 

rate of 49% (49 out of 100) in recognising them. We then tested the CAPTCHA against 

another 100 test samples and it achieved an overall accuracy rate of 43% (43 out of 100) in 

recognising them. The results also showed that the use of additional computational effort 

does not increase the success rate of our attack on this CAPTCHA scheme. 

We also detected some failures in the attack that can be represented in the following way: 

Failure 1: Errors in identifying and segmenting the connected loop components. This 

failure is caused by the distortion methods that change the patterns of loop components into 

the connection loop. In addition, they can also cause the opposite problem in which the 

segmentation method results in one character being segmented into two characters. Most 

errors arising from those two issues can be normally solved through the map of the 

characters, if the segmentation does not cause the segmented area to resemble any other 

character. Figure 6.13 shows examples of the two issues explained in the attack. The first 

example shows that the loop component of the character “e” caused it to be cut it in half, 

while the second example shows another error in the connection loop between “e” and “b” 

which caused the character “b” to be cut in half. 

  
(A) (B) 

Figure 6.13. The loop segmentation errors:  

(A) In identifying the components and (B) in segmenting the components 
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Failure 2: Major issues with correction of the italicisation in the CAPTCHA string. One 

problem we faced in our attack was the italicisation of the CAPTCHA strings. These 

problems resulted from an error in calculating the italicisation angle of some strings due to 

the lack of lines that could be used to calculate the angle. The percentages of strings where 

this issue occurred was only 3%. Figure 6.14 shows an example of strings where the 

italicisation angle could not be corrected due to the lack of lines that could be used to 

calculate this angle in our attack. 

 

Figure 6.14. Error in correcting the italicisation of the string 

Failure 3: Inaccuracy in recognising the full body of the characters in the map. This 

problem usually arose in the type of CAPTCHA with highly connected and warped letters. 

The main reason for this problem comes from the way these characters are distorted and 

connected, which leaves only a small space between them. Thus, the generated result inside 

the characters can always be affected by the recognition result of the characters beside 

them. This problem can only cause problems in segmenting the CAPTCHA using the 

current method. However, it can have a lesser impact on the recognition result through the 

identification of the colour ids of the characters on the map.  

Figure 6.15 shows an example of this problem, where a huge part of the third character 

(“t”) was included as a part of the second character (“r”). This causes the segmented area 

of “r” to be displayed as “n”, while the segmented area of “t” is displayed as an unknown 

character. It also shows a similar problem in which the right side of the character “o” is 

identified as part of character “T”. Such a problem could cause the segmented area of the 

character “o” to be displayed as “c”. 

 

Figure 6.15. Example of the inaccuracy in recognising the full body of the characters 

Failure 4:  Errors in identifying the connected areas between characters that resemble 

different characters. The most common problem in our attack is the identification of the 
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connected characters that resemble different characters. This difficulty normally occurred 

when two highly connected pair of distorted characters resampled another character. The 

huge distortion used against the characters could cause the attack to have difficulty in 

identifying those characters and distinguish them from the other character they have 

resembled. Figure 6.16 shows an example of this problem where the third character “r” and 

the left side of the character “t” is identified as character “n”. 

 

Figure 6.16. Example of the connected characters defined as different characters 

Figure 7.11 shows rate of failure in our attack against the ReCAPTCHA. 

 

Figure 6.17. Failures rate in our attack against the ReCAPTCHA 

Attack speed. Our CAPTCHA attack was developed using JAVA, C# and MATLAB 

programming languages, and tested on a computer with Intel(R) Core(TM) i7-4700MQ 

CPU 2.40GHz and 8.00 GB ram. We tested our attack only against the samples of the test 

set. The result shows that the attack took an average of 4875.51021 milliseconds to analyse 

each animated challenge of the ReCAPTCHA with standard divination of 1351.230094 

milliseconds. The lowest attacking time was 2622 milliseconds, while the highest attacking 

time was 9669 milliseconds. 

6.6 Defence 

One point that could be improved to make the CAPTCHA stronger is the warping, which 

includes the local warping. Such an improvement could make the connected characters 

more difficult to segment through the vertical line or extract without extracting any part of 

the other characters with it. The distortions used in the attack could also be helpful, as they 

21.0%

28.0%

7.0%

18.0%

0.0% 5.0% 10.0% 15.0% 20.0% 25.0% 30.0%

Failure 4

Failure 3

Failure 2

Failure 1



103 

 

can create too many versions of one character and make them difficult to analyse or 

segment through the automated attack. 

On the other hand, the CAPTCHA needs to solve another weakness to make it more secure. 

One major weakness comes from using one font type and size in all CAPTCHA images, 

which makes the characters in it easy to identify through the recognition attacks. In 

addition, it needs to make it harder for the attack to distinguish between the two strings 

included in the CAPTCHA, as the current two strings are very easily distinguished through 

the attacks. 

6.7 Other attacks 

There are numerous attacks presented against the earlier versions of the ReCAPTCHA 

before the one we targeted in our attack. The first attack was presented by Jonathan Wikin 

115 as a part of his robustness investigation against the first version of the ReCAPTCHA , 

which displays the text as characters that are lined up on one level line with only a few 

characters connected together through their edges. This attack uses a standard image 

manipulation technique to pre-process the CAPTCHA image. It then sends it to an OCR-

program multiple times to recognise it, before it chooses the answer returned repeatedly by 

the OCR as the right answer for the challenge. This attack achieved a success rate of 17.5% 

against the samples of the CAPTCHA scheme. 

Chad Houck57 presented another attack in 2010 that achieved a success rate of between 

10% and 31% against two early versions of ReCAPTCHA. Those versions connect most 

of the characters together through their edges and are distorted through a low level of text 

wrap. The attack used against this CAPTCHA firstly analyses the words distorted through 

a wave distortion mechanism in the image with a “blanked algorithm”. This algorithm uses 

the upper and lower contours of a distorted string to estimate its waving parameters through 

a series of tangents points above and below that string. After that, it uses the analysis to 

remove the wave distortion from the string. It then divides the string into a series of vertical 

chunks using an algorithm that searches for the valleys in the upper contours of the string 

and for peaks in the lower contours. Afterwards, it compares content located between two 

chunks which is compared with a series of templates that shows the average features of the 

characters. Then, it draws a vertical line between each valley and peak located in the same 

x-axis of the string. 
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Ahmad Al-Ahmed52 also targeted another version of the ReCAPTCHA that further distorts 

the character by adding noises around it. His attack is an enhanced version of an attack we 

developed against the Google CAPTCHA that achieved a success rate of 33% against it. 

This attack included a pattern detection algorithm that located the individual characters 

using their shape and their connections. The characters detected under the algorithm were: 

• Characters with dots like “i” and “j”. 

• Characters containing loop components like “o”, “b”, “0”, “6” and “8”. 

• characters that contains three vertically juxtaposed lines such as “S”, “3” and “E”.  

Each character is segmented using a vertical segmentation method that aims to find the side 

of the character based of its shape. The attack segments the rest of the characters through a 

method that identifies their width to detect the components with a width higher than “w”. 

The attack analysed those components containing a series of the large pixel counted 

components with small chunks between them, before segmenting them. 

Claudia Cruz-Perez et al.58 also created another attack against a later version of 

ReCAPTCHA that adds a simple italicisation method to slant the whole text into one 

specified angle to the left or the right. This attack includes a step that uses a morphological 

image to identify a variety of CAPTCHA characters. Those characters are the following: 

• characters with circular regions like “a”, “b”, “e”, “g”, “o”, “p” and “q”. 

• characters with an occurrence of more than one pixel per column such as “c”, “f”, 

“k”, “s”, “t” and “z”. 

• characters with u-shape, n-shape and r-shape patterns like “u”, “n”, “h” and “r”. 

• characters of one pixel per column with slopes like “v”, “x” and “y”, thin characters 

such as “i”, “j” and “l”. 

• double shaped characters like “m” and “w”.  

It detects the unidentifiable characters in the previous step through two different methods. 

The first method adopts a Three-Colour Bar approach, which analyses many circular 

patterns to identify items that include them. The second method uses the Heuristic 



105 

 

Segmentation to determine the rest of the animated characters not included in our processor. 

The attack achieved a success rate of 56% in segmenting the CAPTCHA and 40.4% in 

recognising them. This attack encountered the 2013 version of ReCAPTCHA by increasing 

the level of CCT segmentation and character distortion. As a result, the CAPTCHA resisted 

the previous segmentation attacks that used pattern detection algorithms. 

Lastly, concurrent to our own work, Bursztein et al.79 with Google and Stanford University, 

presented  another attack that broke the 2013 version of ReCAPTCHA with a success rate 

of 22.34% and an average time of 6.22 seconds. This attack also uses the automatic 

segmentor in addition to the machine learning technique, which segments the text-based 

CAPTCHA schemes. The first step in this attack uses a cut-point detector to choose cut 

points between the upper and lower sides of the targeted text. It then starts to slice the text 

by connecting the points in the upper side with other points in the lower side of that text. 

Next, it uses a recognition technique that uses the OCR and k-natural-network to generate 

a number of possible answers. The attack then uses the correct answer with a sequential 

learning approach in which they provide a score for generated answers to choose the correct 

answer between them. Compared to our work, this attack uses a method that is more 

complex against the text-based CAPTCHA schemes. It also combines between two 

techniques were not included in our attack. The first technique is an advanced machine 

learning that keep training the engine to improve the result. The second technique is relay 

attack technique that send the challenge to third party to assist the machine learning by 

providing it with the correct answer for that challenge. 

Yan et al.80 developed another attack that is based the automatic segmentor strategy in 

2015. This attack uses Log-Gabor filters to extract character components from CAPTCHA 

image alongside information about it. This information includes details about aligned parts 

of the component including their alignment angles. The attack then uses a colour filling 

attack algorithm to get the order of the aligned parts of the text. After that, it uses both 

information about the order of the aligned parts and their alignment angle to supervise a 

natural network engine in recognising and segmenting those components. This supervision 

includes generating graph that display the possible answers based on the order and 

alignment angles of those parts. This attack has achieved a success rate of 10.27 within an 

average time of 10.46 seconds against the ReCAPTCHA. 
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6.8 Summary  

We have demonstrated the vulnerability problem segmentation resistance mechanism used 

in the ReCAPTCHA, and the mechanism that hides the main CAPTCHA by adding another 

string to the CAPTCHA image. This attack was implemented using the automated 

segmentor technique to create two maps. The first map uses the original technique that 

analyses the string without segmentation. The second map uses a technique that analyses 

parts of the string segmented through a method that detects the connection loops and 

segments the areas between them. The attack uses both maps to create another map, which 

generates the median results between them and analyses it to identify any common errors 

inside this map. Our attack achieved a 43% success rate against this CAPTCHA. This result 

shows the weaknesses of the current version of the ReCAPTCHA against the attacks, 

including the attacks that use the automating segmentor technique. It also indicates that 

using another word to confuse the attacks is not effective, as the automated attacks could 

still identify it. 
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Chapter 7. The Xu’s version of NuCAPTCHA 

In this chapter, we present our attack against an “emerging image” version of the 

NuCAPTCHA scheme created by Y. Xu. This CAPTCHA scheme is known by its 

mechanism, which displays rotated characters that overlap and move together horizontally 

through the animated frames. Our targeted version of this animated text-based CAPTCHA 

is the most secure version based on its use of the “emerging image” mechanism. This 

mechanism forms a black and white animated image that displays only the edges of the 

animated objects in the CAPTCHA challenge in the form of black segments surrounded by 

noises. Our attack against this CAPTCHA scheme achieved a success rate of 67.5% in 

recognising the samples of the CAPTCHA, which is the first successful attack against a 

motion-based CAPTCHA that uses the “emerging image” mechanism. The goal of our 

attack was to expose the weaknesses of this CAPTCHA scheme and to prove that the text 

inside it could be identified and to break through the automated attacks.  

7.1 Introduction 

In this chapter, we present an attack against the “emerging image” mechanism implemented 

by Y. Xu et al.10 on the NuCAPTCHA scheme. This scheme was originally known by its 

first segmentation resistance animated text-based CAPTCHA that used an animated form 

of a CCT mechanism. This mechanism overlapped floating characters and moved them 

together in one horizontal direction through an animated video stream. The characters also 

rotated individually in different directions between two specified angles. Each challenge 

also contained an animated background to make it more difficult to track the CAPTCHA 

characters and catch them. Our target also included another mechanism known as an 

“emerging image” that displays edges of the text and background in the form of noisy black 

segments in front of a white background.  

The “emerging image” mechanism used in this scheme is one of the most challenging 

mechanisms for attackers. This mechanism relies on the unique human ability to aggregate 

information from seemingly meaningless pieces. The main robustness feature of this 

mechanism comes from the way it spreads the segments of the characters and backgrounds 

through a number of frames. This causes every frame to display different segments of the 

background and characters than that shown in the other frames around them. These frames 

also include other noises shown around the characters and background. 
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The main advantage of the mechanism is its ability to prevent the computer from displaying 

text and background in one frame. Such a mechanism causes the CAPTCHA challenges to 

resist the frame-to-frame attacks that analyse each frame individually. It also prevents the 

attacks from gathering image segments from the sequence of frames without the noises 

around them. This results in a near black image that is filled with noises instead of one that 

shows the segments of the image gathered in one frame. These types of problem are not 

present for humans who can differentiate between the noises and segments of the animated 

text and background. The cause of this usability advantage are the differences in the look 

and animation between the segments of text and background. These differences make 

segments of the text more distinguishable to the human from the other noises around them. 

The version we targeted also included another feature that makes the segments of the 

characters visible to the human. 

Researchers have shown the robustness of this version of the NuCAPTCHA to current 

attacks after they targeted it with the same automated attacks used to target the original 

schemes. Based on their claims, all recent attacks failed in breaking this version of the 

NuCAPTCHA. The reason behind this failure is that no single frame displays the characters 

in a way that allows the automated attack to differentiate them from the background. 

Therefore, we have targeted this CAPTCHA using a new attack that detects the segments 

of text and removes the noisy background around them. It then gathers the segments to 

create an image of the characters that is detectable and recognisable by the attacks.  

To our best knowledge, the attack presented in this chapter offers a critical analysis of the 

“emerging image” and gives a clear insight into its robustness against attacks. It also shows 

the exploitable key vulnerabilities found on the design of the “emerging image” version of 

NuCAPTCHA. 

The sections in this chapter are organised as follows. Section 7.2 provides an overview of 

the targeted CAPTCHA scheme. Section 7.3 describes our attack against Xu’s version of 

NuCAPTCHA. We discuss our evaluation in section 7.4 followed by the results in section 

7.5. Section 7.6 discusses defence from the attacks, while section 7.7 summarises our 

findings. 
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7.2 The characteristics of the Xu’s version of NuCAPTCHA 

The Xu’s version of NuCAPTCHA that we targeted is created by an approach that uses two 

sets of animated frames. The first set includes grayscale images that display the edges of 

an animated text alongside the edges of the background. The animated text included in the 

image contains three characters and shares the same animated feature as the original text in 

the NuCAPTCHA scheme. The second set of animated frames originate from a set of black 

and white noisy images. This approach used to create the animated scheme combines the 

two sets of frames and then converts them into binary images to create a challenge that 

displays the edges of both the text and the background in blurred images.  

The results of the method used to create this CAPTCHA can be shown in figure 7.1 which 

displays an example of Xu’s “emerging image” version of the NuCAPTCHA. The features 

of this CAPTCHA design, as the figure shows, can be represented in the following ways: 

• Every frame is a binary frame. 

• Each frame includes black segments that represent the animated text and the 

background around it as small black noises in front of a white background. 

• The text in this CAPTCHA contains three animated characters which rotate 

individually. They also move together from left to right, while floating in two 

opposite directions, up and down. 

• The characters used in our CAPTCHA scheme include capital letters and numbers 

only. 

• The animated noises appear randomly in different areas in the animated image. 

• The noises are smaller than segments and have more distance between each other 

than the segments in the image. 

• The few segments of characters appear to be randomly thicker and blacker through 

the animated frames 
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Figure 7.1. Xu’s version of NuCAPTCHA 

7.3 Our attack against Xu’s version of NuCAPTCHA 

This attack includes two main steps: 

• Tracking/segmentation attack: this step includes method to clean the animated text-

based CAPTCHA from noises, and segment the text. 

• Recognition attack: this step uses the recognition engine to recognise the segmented 

text. 

 Tracking/segmentation attack  

We have targeted this CAPTCHA with an attack that includes steps that distinguish the text 

characters through the patterns of their segments, their movements and pace of those 

movements, before it segments them. The attack includes three steps to clean the 

background from the noisy elements. It also includes one step to create a recognisable 

image of the text and one step that segments the characters. We describe these steps as 

follows: 

• Remove the distant noises from the text: this removes the segments of the 

background image that are located furthest from the text. 
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• Identify the area where the text characters move horizontally: this step tracks the 

frames of the CAPTCHA. It then selects the areas where the characters move from 

right to left and connect noises outside this area. 

• Select the exact position of the text segments in the identified area: this step includes 

a method that marks the exact coordination of the four sides of the animated text by 

using them to draw a rectangle around the text. It then removes the noisy elements 

connected to the text that are located outside this rectangle. 

• Merge the segments from a sequence of frames and analyse them: this step includes 

approaches that merge the segments from three sequences of frames into one frame. 

The resulting image shows the area containing the edges of the text in a near 

complete image. It also includes another approach that cleans each resulting frame 

from the noises left around the text. 

• Extract and segment the animated text: this step includes approaches that extract 

the text and segment the animated characters in it. 

Remove the distant noises from the text.  The first stage of our attack includes approaches 

that identify and remove most noises and segments of the background that remain far from 

the animated text. These approaches identify the text based on their thickness and behaviour 

of the areas where they are gathered. The first approach includes three steps:  

• The first step includes a method that lowers the thickness of the noises and segments 

in the image by removing one pixel from the upper and right side of each noisy 

element. This method also removes the noises and segments that have the lowest 

thickness than those analysed in the later stages of our attack.  

• The second step includes a method that groups the segments left from the first step 

that are close to each other within a maximum distance (𝑑), which equals 6 pixels 

in the case of our attack. This method connects those groups by adding a stroke 

layer with a thickness of 𝑑 2⁄  around each of the segments. After that, it determines 

the size of each group of segments connected through the added stroke layers with 

the following equation: 
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𝑇 = 𝐶 + ∑ 𝑆𝑛

𝑘

𝑛=0

 

Where 𝑆𝑛 is the size of each 𝑛 segment included in which the total number of those 

segments are 𝑘, and  𝐶𝑖 is total size of the area filled with the stroke that connects 

them.  

• In the third step, the attack removes each group of segments that does not reach the 

limited size of L, which is the lowest size of grouped segments that represent the 

text in each frame. 

The second approach repeats the first two steps from the earlier approach. The difference 

between these approaches is that the maximum distance (𝑑) in this approach is two times 

greater than the maximum distance in the previous approach. 

The third approach only selects the largest sets of connected segments with strokes those 

that include the text segments in each frame. This approach benefits from the earlier 

approaches, as they generate frames that display only areas containing many segments and 

noises. After that, it determines the total size of the segments and their strokes within every 

vertical column that have a length of ten pixels. It then cleans the vertical columns where 

the total size of the segments and their strokes does not reach the limited size determined 

for a text. This method generates a set of frames that show the text and other areas that 

contain huge numbers of thick noises and segments near it.  

 

(A) (B) (C) 

Figure 7.2. Remove noises and background segments 
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Figure 7.2 shows an example of this process where section A displays the way this 

CAPTCHA analyses areas. It then identifies small noises and removes them. Section B 

displays the image created from the second approach to remove the rest of the noises and 

small segments of the background. Section C displays the final image after using the 

approach in the challenge. 

Identify area where segments move horizontally to one direction. The next step in our 

segmentation attack uses a tracking method. This method firstly generates many frames 

that include only huge coloured areas, which include segments and very thick stroke areas 

generated around them. The thickness of the strokes around the segments in our attack is 

determined by the movement direction and speed of the text. They also include emerging 

behaviours that cause the temporary disappearance of the text sides. This thickness can be 

calculated using the algorithm:  

𝑇ℎ𝑖𝑐𝑘 = 𝑆𝑚𝑁𝑡  

In which 𝑆𝑚 is maximum speed of the animated text, 𝑁𝑡 the maximum thickness of noisy 

segments of the characters that could be hidden in each frame.  

After that, we compare each combination of segments and stroke layers with the other 

combinations in the previous and next frames. We then use the results to identify the 

segments that move alongside the animated areas in one direction, which is from right to 

left in our target. After that, we create a new frame image that shows the position where 

segments and stroke layers of the three sequences of frames meet together. We ran this 

tracking method to analyse all frames in two sequential directions:  

• The first direction starts from the first frame to the last frame 

• The second direction is the opposite direction from the last frame to the first frame. 

We kept running this method until we generated frames that showed only segments of the 

text alongside background segments that moved in the same direction. 

Figure 7.3 shows how this tracking method works.  
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Figure 7.3. Identifying the area where segments move to one horizontal direction:  

the purple colour shows the scanning from the first frame to the last frame, and the green 

colour shows the scanning from the last frame to the first frame 

Select exact position of the text in the identified area. In this step, we use a method to 

determine the position of the text inside the area identified in the previous step. This method 

scans the resulting frames in the previous step alongside the original ones. It then uses the 

results to create a map of segments and noises appearing within the final area identified in 

the previous method. Thus, the map divides the segments into three different sets based on 

their thickness. We marked each set using one unique colour. The first set of these areas 

includes those with a thickness of only one pixel, while the second set contains those with 

a thickness of two pixels. The third set contains those with a thickness of more than two 

pixels.  

We then scan this resulting map through an algorithm that identifies the exact position of 

the text in each frame and mark it using a rectangle that matches the maximum estimated 

width and height of the text. This algorithm gives a specified score for each pixel appearing 

in the specified rectangle area based on its colour in the previous map. The algorithm can 

be represented in the following way: 

𝐀𝐥𝐠𝐨𝐫𝐢𝐭𝐡𝐦: the rectangle poisition calculation 
𝐈𝐧𝐩𝐮𝐭: 𝐴(Colour map) 

𝐎𝐮𝐭𝐩𝐮𝐭: the point 𝑃 (start cordinate of rectangle) 

1: 𝑁 ← 0 
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2: 𝑃. 𝑥 ← 0 
3: 𝑃. 𝑦 ← 0 
4: 𝐟𝐨𝐫 𝑥 ←  0 𝐭𝐨 𝑤𝑖𝑑𝑡ℎ of 𝑖𝑚𝑎𝑔𝑒 𝐝𝐨 
5:   𝐟𝐨𝐫 y ←  0 𝐭𝐨 ℎ𝑒𝑖𝑔ℎ𝑡 of 𝑖𝑚𝑎𝑔𝑒 𝐝𝐨  
6:     E(x, y) ← 0 
7:     𝐟𝐨𝐫 𝑋 ←  𝑥 𝐭𝐨 140(𝑤𝑖𝑑𝑡ℎ of 𝑟𝑒𝑐𝑡𝑎𝑛𝑔𝑙𝑒) +  𝑥 𝐝𝐨 
8:       𝐟𝐨𝐫 𝑌 ←  𝑦 𝐭𝐨 75(ℎ𝑒𝑖𝑔ℎ𝑡 of 𝑟𝑒𝑐𝑡𝑎𝑛𝑔𝑙𝑒) + 𝑦 𝐝𝐨  
9:         𝐢𝐟 𝐴(𝑋, 𝑌) =  𝑣𝑖𝑜𝑙𝑒𝑡 𝐭𝐡𝐞𝐧 
10:           𝐸(𝑥, 𝑦)  ←  𝐸(𝑥, 𝑦)  +  50 
11:         𝐞𝐥𝐬𝐞 𝐢𝐟 𝐴(𝑋, 𝑌) =  𝑏𝑙𝑢𝑒 𝐭𝐡𝐞𝐧 
12:           𝐸(𝑥, 𝑦) ←  𝐸(𝑥, 𝑦) +  5 

13:         𝐞𝐥𝐬𝐞 𝐢𝐟 𝐴(𝑋, 𝑌) =  𝐶𝑦𝑎𝑛 𝐭𝐡𝐞𝐧 
14:            𝐸(𝑥, 𝑦) ←  𝐸(𝑥, 𝑦) +  1 

15:         𝐞𝐧𝐝 𝐢𝐟 

16:       𝐞𝐧𝐝 

17:     𝐞𝐧𝐝 

18:     𝐢𝐟 𝐸(𝑥, 𝑦) > 𝑁 𝐭𝐡𝐞𝐧 

19:       𝑁 ← 𝐸(𝑥, 𝑦) 

20:       𝑃. 𝑥 ← 𝑥 

21:       𝑃. 𝑦 ← 𝑦 

22:     𝐞𝐧𝐝 𝐢𝐟 

23:   𝐞𝐧𝐝 

24: 𝐞𝐧𝐝 

25: 𝐫𝐞𝐭𝐮𝐫𝐧 𝑃 

The cyan colour represents the area with one-pixel thickness, the blue colour represents the 

area with thickness of two pixels and the violet colour represents the area with a thickness 

of more than two pixels. Figure 7.4 shows how we created the map. It also shows how we 

located the exact position of the text in this map. 

 

Figure 7.4. Example of the determination of the exact position of the text 

Merge the segments from a sequence of frames and analyse them. The attack in this 

step creates a number of frames that display the edges of the text characters in nearly full 

image through a method that joins the segments extracted from a sequence of the frames 

generated in the previous step. The resulting images of the text in these frames are identified 

as the closest possible images to the original text displayed in the original NuCAPTCHA 
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image. Thus, the attack can easily track the movements of those edges and distinguish them 

from any remaining background segments around them.  

The method used to clean the remained segments is similar to that used in identifying the 

area that moves horizontally in one direction. This method uses different levels of thickness 

of strokes, so it can identify the characters within the text through their horizontal and 

rotational movement behaviours. The result of this identification is then used to remove all 

the noises and segments that do not follow the movement of the characters from the area 

around them. The step also includes an additional method which marks background 

segments that keep appearing in fixed locations using a unique colour, so it can avoid 

selecting them as part of the text in the next step. Figure 7.5 shows how we gathered all 

three frames together in one frame then removed the rest of the noises around the text in 

that frame using the same tracking method used in the previous step.  

 

Figure 7.5. Merge and clear segments 

Extract and segment the animated text. The final step in our segmentation attack 

involves a method that extracts and segments the text characters in each frame. This method 

selects all the frames that show the full image of the main text and then extracts the text 

into a new sequence of frames. 

The method uses a rectangle to analyse each of the vertical columns where each character 

is displayed in each frame. It then uses the result of the analysis to identify the specified 

horizontal columns where the characters are displayed in every frame. Finally, it extracts 

each image of a character from a horizontal column into a folder that includes all other 
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images of that character. Figure 7.6 shows how we segmented the characters “K”, “H” and 

“Z” in this step. 

 

  Figure 7.6. Segmenting the characters 

 Recognition attack 

 In this step, we used the Convolutional Neural Network (CNN)110 engine to recognise the 

extracted characters as in our attacks in previous chapters. We trained this engine to 

recognise characters inside the CAPTCHA images by creating a training set of 10098 

sample images of characters (197 sample images for each character) and testing sets of 

6153 sample images of characters. After that, we used two datasets to train our engine 50 

times and the result was the following: 

• The engine achieved a 0.3% error rate in training after it trained 10069 sample 

images of characters from the training dataset successfully. 

• It achieved a 0.2% error rate in testing after it recognised 6138 sample images of 

characters from the testing dataset successfully.  

Figure 7.7 shows how the training and testing accuracy rates were improved during the 

training task. 
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Figure 7.7. Training and testing accuracy rate during the training of the CAPTCHA 

After that, we used this recognising engine against each set of images generated for each 

CAPTCHA character. We then collected the result and used it to determine the most 

recognised character for every set of images taken for every CAPTCHA character from the 

frames inside the CAPTCHA challenge to find the right answer. 

7.4 Evaluation 

We discuss the results of our attack in terms of segmentation and recognition using the 

same method included in the previous chapters. Our evaluation in this chapter was based 

on an examination of 300 random samples of this CAPTCHA. We obtained some of those 

samples through an automated screen capture designed using C# between January and 

February 2015 from Y. Xu’s website116. We generated others through automated tools by 

implementing the following instructions in Xu’s paper10. We used this tool to generate 

many samples including many “emerging image” versions of NuCAPTCHA that are 

different in background and noise levels. We used 100 of these samples in designing and 

training our attack. We saved the other 200 samples locally to be used as text set in the final 

examination of our attacks. We did not include any sample used during the design of the 

attack in the evaluation process of our attack.  

7.5 Results 

Success rate. We firstly tested our attack against a sample set of 100 CAPTCHA challenges 

used for training purposes, and it achieved a success rate of 77% in recognising them and 

an 84% success rate in segmenting them. After that, we tested our attack on 200 random 

test samples of Xu’s NuCAPTCHA, and it achieved an overall success rate of 67.5% (135 

out of 200) segmenting and recognising the samples of this CAPTCHA. These results 

include a success rate of 76% (152 out of 200) in segmenting the samples of this CAPTCHA 
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and an accuracy rate of 88.82% (135 out of 152) in recognising the successfully segmented 

samples.  

The use of tracking methods in scanning all frames included in the animated image is 

essential to achieving our recorded accuracy and success rate against this CAPTCHA 

scheme. The tracking methods should also be used in scanning the sequence of frames for 

one round in two directions. The increase of scanning rounds only helped to increase the 

accuracy rate of our attack to a maximum rate of 1.97%. The results showed that the 

standard deviation of the increase in overall success rate is 1.005%, until it reaches a 

maximum accuracy rate of 92.11% in the third round. This increase in accuracy rate could 

only increase the overall success rate to a maximum rate of 1.5% with a standard deviation 

of 0.7638%, until it reaches a maximum accuracy rate of 70% in the third round. Figure 7.8 

shows more details of this increase. 

 

Figure 7.8. The increase in accuracy/success rate per scanning round 

We also identified the following failures in our attack: 

Failure 1: removing the noises. The most common problem we faced in our attack was in 

fully removing the noise near the characters, especially in the areas totally filled with noises 

and background segments. The main cause of this problem was the difficulty in 

distinguishing the characters from the other segments beside it, as the merging technique 

could make those noises appear as part of the characters. Figure 7.9 shows an example of 

the failure in removing the noises. 
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success rate 67.50% 69.00% 70.00% 70.00% 70.00% 70.00%
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Figure 7.9. Examples of noises removal failures 

The only solution for this problem is to create a grayscale colour level for the thickness, 

because the CAPTCHA characters always have parts that are thicker than other parts of the 

image to make them clear for the human. 

Failure 2: segmenting the characters. This problem happens occasionally when one of the 

characters on the sides is very wide, like “W”, and the attack could not identify the width 

of those characters due to the noise. This problem could also occur when the sides of 

characters keep blurring and disappearing, as it is difficult to identify the space taken by 

them when they are rotating. Figure 7.10 shows two examples of this problem. 

      

Figure 7.10. Failure in segmenting the characters 

This problem could be solved by implementing more a complex segmentation method that 

tracks the rotation of each animated character, such as the method used by Y. Xu et al. 10. 

However, such a method will take a long-time due to the complexity of the emerging 

technique which is required to scan every segment of the characters unlike the original 

version, which was attacked by Y. Xu et al. 

Figure 7.11 shows rate of failure in our attack against the Xu’s version of NuCaptcha. 

 

Figure 7.11. Failures rate in our attack against the Xu’s version of NuCaptcha 
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Attack speed. Our CAPTCHA attack was implemented using JAVA, MATLAB, and C# 

programming languages, and tested on a computer with an Intel(R) Core(TM) i7-4700MQ 

CPU 2.40GHz and 8.00 GB ram. The results show that the attack took an average of 

40569.7452 milliseconds to analyse each animated challenge taken from the Xu’s version 

of NuCAPTCHA with standard deviation of 598.71481 milliseconds. The shortest 

attacking time was 39572 milliseconds, while the longest was 41649 milliseconds. 

7.6 Defence 

The use of “emerging image” has the potential to make the CAPTCHA secure. However, 

it still suffers from robustness problems related to usability. One of these problems occurs 

when CAPTCHA characters have a unique look and animation behaviour, since the 

computer can always distinguish the characters from the other elements in the image 

through those behaviours. This could make those CAPTCHAs vulnerable to attacks and 

detectable by them. 

One solution for this problem is the techniques that display the characters in the same 

behaviour as the noises and the background elements behind them. These techniques can 

include animated backgrounds that can be moved in the same direction and at the same 

speed as the animated characters behind them. In addition, they can include techniques that 

make the characters move randomly to prevent the attacks from identifying their positions 

through their movement. However, these techniques should not include any method that 

could display the elements of the characters in unique thickness or unique overcrowding 

behaviour as those two behaviours can be detected by the computer. 

7.7 Summary 

We have developed an attack against the Xu’s version of NuCAPTCHA. This attack uses 

tracking techniques to detect the segments of the characters and gather them through a 

specified sequence number of the CAPTCHA frames. Our attack achieved a 67.5% success 

rate against this CAPTCHA, after it was tested against 50 samples of the CAPTCHA 

animated challenges. As result, our attack has shown the vulnerability of CAPTCHA 

schemes that use the “emerging image” mechanism against attacks, since the usability of 

those CAPTCHAs depends on the behaviour of their segments and noises. Therefore, the 

attacks can detect the segments of the CAPTCHA elements and differentiate between them 

and the noises through their animated behaviours.  
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Chapter 8. Kund’s CAPTCHA 

In this chapter, we present an attack against the Kund's animated text-based CAPTCHA. 

This CAPTCHA includes a “noisy lines” mechanism that displays the main object and 

background in the form of small lines. Our examination of this CAPTCHA involved two 

attacks. The first attack included an automatic segmentor whereas the second did not. The 

first attack achieved a 38% success rate against this CAPTCHA and took an average of 

150.924 seconds to solve the challenges. The second achieved a 26% success rate and took 

an average of 97.733 seconds to solve the challenges. 

8.1 Introduction 

In this chapter, we present an attack on “noisy lines” deployed by the Kund’s CAPTCHA, 

which is an animated text-based CAPTCHA created by Ivo Kund at the University of 

Manchester. This CAPTCHA contains small lines that appear in one specified size in each 

CAPTCHA challenge. We divided the small lines into two types of moving particles. The 

first type included groups of moving particles that represent the CAPTCHA characters. 

Each group of particles belonged to a character and showed only a few parts of it in each 

frame. The particles in each group also moved together in random directions through the 

animated frames. The second type comprised only noises of the background which could 

appear or move randomly in a separated group. The version of this CAPTCHA investigated 

contained many animated designs. Each design shared the same number of characters in 

the same font size. 

The robustness features of “noisy line” mechanisms are like the “emerging image” 

mechanism in the Xu’s version of NuCAPTCHA. These features spread the particles of the 

characters and backgrounds through the animated frames. This causes every frame to 

display different segments of the background and characters than its previous and next 

frames. The features of a “noisy line” depend more on the movement behaviours of the 

particles rather than their shape. This feature could increase human ability to distinguish 

between the particles of characters and the noisy background without showing any unique 

patterns of the characters. Such features cause the Kund’s CAPTCHA to be more 

challenging than our previous target that uses the “emerging image” mechanism. 

However, we were still able to break the Kund’s CAPTCHA that uses this mechanism with 

an attack that uses the tracking system to distinguish the noisy lines that form the 
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background from the particles of the main text. Our goal in this chapter is to identify the 

strengths and weaknesses of the “noisy line”. We achieved our goal with approaches that 

differentiated the particles of characters from the noisy lines that belonged to the 

background. They also segmented the characters and sent them to a recognition engine. 

This attacking approach achieved a success rates of between 26% and 38% in segmenting 

and recognising this CAPTCHA scheme. The success rates were high enough to prove the 

vulnerability of our target against the tracking attack systems. The results of our research 

helped show the limitations of the mechanism and to make suggestions on how to improve 

the robustness of the CAPTCHA against future attacks. 

The sections in this chapter are organised as follows. Section 8.2 provides an overview of 

the targeted CAPTCHA scheme. Section 8.3 describes our attack against Kund’s 

CAPTCHA. We discuss our evaluation in section 8.4 followed by the results in section 8.5. 

Section 8.6 discusses defence from the attacks, while section 8.7 summarises our findings. 

8.2 The characteristics of the Kund’s CAPTCHA 

This CAPTCHA includes separated characters. These characters are displayed through 

their edges as groups of moving particles. It also includes other particles that belong to the 

noisy background. All the particles have different movement behaviours than the particles 

of the characters. Figure 8.1 presents the features of this CAPTCHA as follows:  

• All characters and the noises displayed through the small particles are in the shape 

of tiny lines. Those characters share the same colour and length in each challenge.  

• There are three types of particles. The first type is shaped from tiny lines and has a 

length of six pixels, the second has a length of eight pixels and the third type has a 

length of twelve pixels. 

• All characters are capital letters which share the same font type and font size in each 

challenge  

• The characters could move and rotate individually through the animated frames.  

• All the fonts used in the challenges are from the san-serif typography design. 

• The particles that represent the CAPTCHA characters are close to each other.  
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• The particles are grouped to constitute the edges of the characters. 

• The particles to each character are either aligned all together in one direction or 

aligned partially in a way to display the exact directions of the edges of the 

characters. 

• The particles can vibrate in few challenges. They could also rotate individually or 

all together in one direction or remain in zero rotation though the animated frames. 

• Each group of the particles related to one character move all together through one 

unique, looped circle. 

• However, each pair of characters may also connect with each other through a 

sequence of frames. 

• Each particle of each character can be randomly invisible for a random sequence of 

frames of the CAPTCHA challenge.  

• The background noises can be more separated than the particles of the characters in 

few animated designs. 

• The noises can also move more separately in different directions and could appear 

more quickly than the particles of the characters. 

• We can divide the designs of this scheme into three categories. Each category has a 

unique number of characters, particles length and font size as follows: 

o The designs of first category display four characters that appear in small 

font size. The particles used to shape the edge of those types of character 

alongside the noisy background appear in the shape of six-pixel lines. Figure 

8.1 (A) shows an example of this category. 

o The designs of second category display three characters that appear in 

medium font size. The particles used to shape the edge of those types of 

character alongside the noisy background also appear in the shape of eight-

pixel lines. Figure 8.1 (B) shows an example of this category. 
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o The designs of the third category display two characters that appear in big 

bold font. The particles used to shape the edge of those types of character 

alongside the noisy background appear in the shape of twelve-pixel lines. 

Figure 8.1 (C) shows an example of this category. 
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Figure 8.1. The Kund’s CAPTCHA  

8.3 Our attack against the Kund’s CAPTCHA 

This attack includes two main steps: 

• Tracking/segmentation attack: this step includes method to clean the animated text-

based CAPTCHA from noises, and segment the text. 

• Recognition attack: this step uses the recognition engine to recognise the segmented 

text. 

 Tracking/Segmentation attack 

Our tracking/Segmentation attack includes the following steps: 
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• Pre-processing: this step modifies the animated frames from the animated challenge 

for the next steps of our attack. 

• Removing the noisy background: this step identifies the noisy particles that are not 

close to the characters. it also determines the way they appear and move through 

the animated frames. 

• Marking and segmenting the animated characters in the animated image: the attack 

in this step uses the colour filling attack to mark the components of the segmented 

and connected characters. After that, it scans the components of connected 

characters in each frame to determine the strength of their connection. It then 

segments them by marking characters in a different colour in every frame in the 

animated image. 

• Extract and characters: the attack in this step extracts all the characters. It also 

segments the connected characters that are identified in the previous steps.  

• Create a full image of the characters: the attack in this step combines the segments 

of the characters to create a recognisable image of it. 

Pre-processing. In this step, we create a mapping frame for every frame extracted from the 

animated challenge. We generate this mapping frame through a method that merges the 

particles of the three sequences of frames into one mapping frame. This mapping image 

displays the particles of merged frames using a binary-based RGB colouring model. This 

model uses values ranging from 0 to 1 for each of the RGB primaries of the colour. We use 

each of the three primary colours as a coding colour for one of the three merged frames. 

We can determine the colour of the noises of the mapping image of the frame [𝐹𝑖] as 

follows: 

• the particles of the first (previous) frame [𝐹𝑖−1] are marked using green colour 

(G=1). 

• the particles of the second (main) frame [𝐹𝑖]  are marked using red colour (R=1). 

• the particles of the third (next) frame [𝐹𝑖+1] are marked using blue colour (B=1). 
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It also shows the coordinated points at which the noises of two or more merged noises are 

located using combined colours of those components. For example, the coordinated points 

where the particles of the previous frame meet the particles of the middle frame are marked 

in yellow (R=1, G=1, B=0). 

The image combines the colours of particles of different frames that meet in one pixel. 

Figure 8.2 shows an example of the new frames. 

 

Figure 8.2. The new sequence of frames 

Removing the noisy background. This step involves steps to clean the animated frames 

from noises around animated characters. These steps are as follows: 

• Remove the group of noises that disappear or move too fast  

• Remove components that do not reach the size limit or number of particles required 

to constitute a character 

• Remove the components that do not include a set of particles that reach the required 

intensity to constitute a character  

• Select the area where particles of the characters match its movement behaviour. 

Remove the group of noises that disappear or move too fast. In this step, we scan each 

mapping frame to determine the positions of the merged particles from three frames in the 

mapping frame. We then calculate the distance between the merged particle from the 
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middle frame (red) and its previous (green) and next (blue) frames. We then remove the 

red particles that are not located within a distance of 𝐷(ℭ) from the nearest particles of 

both previous (green) and next (blue) frames. We also remove the particles of previous 

(green) and next (blue) frames that are not located within a distance of 𝐷(ℭ) from a particle 

of the main (red) frame. We could then determine the distance 𝐷(ℭ) through the following 

equation: 

𝐷(ℭ) = 𝑀 + (
2 𝜋 𝐴

360
 𝑟(ℭ𝒫)) 

Where both 𝑀 and 𝐴 are constant numbers. The 𝑀 is the maximum movement speed of the 

main characters expressed in pixels per frame, and 𝐴 represents the maximum angular 

speed of those characters in degree per frame. The 𝑟(ℭ𝒫) is the maximum radius of a 

rotating character. we can calculate through the equation: 

𝑟(ℭ𝒫) = ℭ𝜌 𝑊𝑐→𝑒 

where 𝑊𝑐→𝑒 is the distance between the centre of character “W” and ℭ𝒫 is the font size 

decided by the design category of the CAPTCHA challenge. We could determine the design 

category of the animated image ℭ by measuring the shared length of the noisy lines (𝒫). 

Figure 8.3 shows resulting map of one frame after this step.  

 

Figure 8.3. The removal of noises that disappear or move too fast 

Remove components that do not reach limited surface area or number of particles required 

to constitute a character. In this step, we form components by selecting all particles located 

within a distance of 𝑅 from other particles. We can describe the distance as the maximum 

gap between the particles of one character and is identified based on the average distance 
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between the noises. We connect these particles by adding a stroke border around each of 

them. This border has a thickness of 𝑅 2⁄  around each of the particles. After that, the we 

calculate the surface area of each component formed by connecting the groups of particles 

(𝐺) through the following equation: 

𝑆𝑡(𝐺) = 𝑆𝑏(𝐺) + 𝒫 𝑇(𝐺)  

Where the 𝑇(𝐺) is total number of particles that belongs to the three merged frames within 

the area of 𝐺 in the mapping frame, 𝒫 is surface area of each of those particles (shared 

length of the noisy lines multiplied by one), and  𝑆𝑏 is total surface area of stroke border 

that connects them.  

We then remove each component that does not reach the minimum surface area of the 

animated character (𝑆𝑡 of character “I”) in each frame. We also remove other components 

that do not contain a minimum number of O merged particles within their areas. We can 

determine the value of O as a minimum number of particles required to form a character. 

We keep components that pass the two conditions alongside the components to be located 

beside the edge to be analysed in the next step.  

 

Figure 8.4. The removal of noises using the first limitation method 

Figure 8.4 shows an example of our step. Figure 8.4 (A) shows how we formed the 

component by connecting the groups of particles together. Figure 8.4 (B) shows how we 

removed components that do not reach a limited surface area or number of particles 

required to constitute a character. 
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Remove components that do not include a set of particles that reach the required intensity 

to constitute a character. In this step, we determine the number of particles that remained 

within a close distance from particles within each component. Each of those particles needs 

to match the following condition: 𝐷𝑎 ≤ 𝐿 ∗ 𝑀, where the 𝐷 is the distance between the 

centre of the particle 𝑎 and the centre of the closest particle to it, 𝐿 is the length of the lines 

that shape the particles, and 𝑀 is the maximum distance between particles, which equals a 

static number (2.5). We then keep only the components that have a high number of particles 

to achieve a state for the final step. Figure 8.5 shows a map of one frame before and after 

this step. 

 

Figure 8.5. The removal of noises using the second limitation method 

Select the area where particles of the characters match its movement behaviour. In 

this step, we use a tracking method to identify the CAPTCHA characters and clean them 

from noises. This tracking method is similar to the one included in the Xu’s version of 

NUCAPTCHA that used the movement behaviour of the CAPTCHA characters to 

differentiate them from the noises. This step of our attack against the Kund’s CAPTCHA 

includes a method that adds a stroke border around every component in each frame. We 

calculate the thickness of this border through the same algorithm used in our attack against 

Xu’s NuCAPTCHA which is   

𝑇ℎ𝑖𝑐𝑘 = 𝑆𝑚𝑁𝑡  

In which 𝑆𝑚 is the maximum speed of the animated text, 𝑁𝑡 is the maximum thickness of 

the noisy segments of the characters that could be hidden in each frame. 

Our method then divides components formed in each frame into two groups. The first group 

includes all components that are fully located inside the frame. It also includes the most 
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components located beside the edge of the frame except those that are fully located within 

a close distance from the edges. We can determine this distance through the equation  

𝐷 = 𝑆 ∗ (𝑁 + 1) 

Where the S is the maximum movement speed of particles per frame. N is the number of 

the original frames merged in each of the analysed frames, which are three as stated earlier.  

The tracking system analysed each of those two groups of components using two different 

methods. We present these methods as follows: 

• The first method is processed against the first group of components. This method 

includes the same tracking algorithm to that used in Xu's NuCaptcha. This 

algorithm determines the coordination of all pixel points located in one frame. It 

then identifies the pixel points that share in the same coordination with other pixel 

points located in both the previous and next frames.  

• The second method analyses the second group of components formed from the 

particles that appear within close range of the edge of the image. This method used 

a similar analysis process to the one used in the first method. It then identifies the 

pixel point that share the same coordination with other pixel points that are located 

in either the previous or next frames and belong to the first group of components.  

After that, it selects those pixels to the next stage.  

 

 Figure 8.6. The removal of noises using tracking method 
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The attack uses both tracking methods to analyse the same of set of frames in two opposite 

animated directions - forwards and backwards. The attack then uses the results of those 

methods to create a new set of frames. Each of the frames shows the selected pixels through 

the previous methods. Figure 8.6 shows an example of this step in which the resulting pixels 

of the two methods are marked using a green colour after each run of the methods. 

Marking and segmenting the animated characters in the animated image. In this step, 

the attack marks each group of connected pixel points resulted from the previous step as 

animated character components. The attack then tracks this group to determine if this 

component contains more unsegmented characters. It then uses the colour-filling algorithm 

that fills each animated component with one unique colour, namely the ID colour of that 

component, in one frame.  

The attack then uses a method that links every component identified in one frame with the 

other images in the following frames, through a method that fills the other images of that 

component with the same ID colour of that component. This method identifies the closest 

𝐴 component to the component 𝐵 filled using another unique colour in the next frame, by 

determining if most of the pixel points that belong to component 𝐴 coordinated within the 

area covered by pixels of component 𝐵. It then links them together as one animated 

component by filling component 𝐴 with the same colour ID of the component 𝐵.  

After that, the attack uses another method that determines if any of the components 

identified in the frame is formed from connected components. This method determines if 

the pixel points of any component 𝐸 is coordinated in the same area of components 𝐴 and 

𝐵 in the previous or next frames. After that, it identifies the colour ID of the component 𝐸 

as an ID colour of a component that is formed from the connection of two components that 

have the colour IDs of 𝐴 and 𝐵.  

Figure 8.7 shows an example of this step. The two images of one component in two 

sequences of frames are linked by filling them using a blue colour, which is the colour ID 

of that component. The figure also shows a pink component in the current frame that is 

formed from a connection between two components linked with it in the next frame, which 

are the green and the red components. 
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Figure 8.7. Marking and linking components together using a colour-filling method 

Then, the attack uses a segmentation method that determines the movement direction of 

this segmented character using the equation of the parabola. This equation is calculated 

from the three different points identified in the centre of the animated component from 

three different frames. We use the equation to identify the position of the segmented 

character after it connects with another component. The equation calculated for a 

segmented character before it passes the connected area is similar to the equation for this 

segmented character after it passes that connection area. The equations can be also opposite 

to each other, if the segmented character is going backwards, after it passes the connection 

area. The attack then uses the equation to track the movement of two characters in each 

frame when they are linked to each other. It also uses the equation that determines if the 

two characters are not highly connected, so it can segment them by marking each of the 

segmented areas in a different colour. 

It also uses a method to search for the components that contain connected characters that 

are undetectable in previous steps. This method analyses each component identified as a 

segmented character through the animated frame. It then uses the results to identify if each 

component keeps changing in shape and size through the animated frames. It then marks 

this component as one formed by connected characters that stay connected through the 

animated frames. We segment the component using an automatic segmentor, as it is 

difficult to segment through the previous steps. Figure 8.8 shows an example of the use of 

the tracking system in a segmentation attack, where it segmented two characters as it 

detected two other characters connected to each other through the animated frames using a 

black colour. 
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Figure 8.8. The use of tracking in segmentation attack  

Extract the characters. In this step, the attack selects the pre-processing generated frames 

that display particles of the original CAPTCHA frame alongside its previous and next 

frames using three different colours, and then removes the particles which are outside the 

areas as selected character components through the tracking system in the previous step 

from that image. After that, it extracts each group of particles that appear within each area 

identified as one character component through the colour filling attack into a new image 

that displays it separately from the other groups of particles. It also groups the components 

identified as unsegmented connected characters to be segmented through a special 

(optional) step that uses the automatic segmentor.  

Figure 8.9 shows that the attack extracted the two characters “Y” (blue component) and 

“X” (red component) separately before adding each of them to a folder that groups the 

components identified by their ID colours, while adding the components that contain the 

connected characters “C” and “R” to a special folder to send it to the automatic segmentor.  

 

Figure 8.9. Extracting and segmenting characters 

Create recognisable images of the characters. In this step, the attack uses a new approach 

against each extracted image that contains particles of a component identified as a single 

segmented character and analyses it to create a new image that shows the particles of the 
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edges of the characters nearly connected. This method that analyses the sets of particles 

that belong to the three emerged frames that are shown in different colours in the extracted 

image to identify the lowest and highest coordinates for each set over the x- and y-axis. 

After that, it uses the results of the identification to determine if the alignment of the lowest 

coordinated points of the three sets are the same as the alignment of the highest coordinated 

points of those sets over each of the two axis lines.  

Afterwards, the method selects the set of particles that are aligned in the middle between 

the other sets of particles. It then shifts the other sets into the middle of the selected set. 

The distance of the shift is determined horizontally and vertically through an algorithm that 

identifies the shortest vector distance between particles of the middle set and particles of 

the other two sets over the x-axis and y-axis. This method should produce a new image of 

the character that shows its edge nearly connected and sends it to the recognition engine. 

 

Figure 8.10. Creating a full image of the character 

Figure 8.10. shows an example of this step in which our method identified a blue set of 

particles for the character “Q” on the right side of the image, a green set of particles on the 

left side of the image and a red set of particles in the middle. After that, it shifted the green 

particles to the right and the blue particles to the left using the equations mentioned before. 

As a result, they create a clear image of the character “Q”, in which both green and red 

particles of the character appear in the same position of the red particles in the middle. 

 Recognition attack 

In this step, the attack used two approaches against the images of this CAPTCHA. Both 

approaches use the same Convolutional Neural Network (CNN) engine as in our attacks in 

previous chapters. We trained this engine to recognise characters inside the CAPTCHA 

images by creating a training set of 7800 sample images of characters (300 sample images 

for each character) and testing sets of 4578 sample images of characters. After that, we 

used two datasets to train our engine 50 times and the result was the following: 
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• The engine achieved a 0.8% error rate in training after it trained 7736 sample images 

of characters from the training dataset successfully. 

• It also achieved a 1.2% error rate in testing after it recognised 4521 sample images 

of characters from the testing dataset successfully.  

Figure 8.11 shows how the training and testing accuracy rates were improved during the 

training task. 

 

Figure 8.11. Training and testing accuracy rate during the training of the CAPTCHA 

The two approaches are the following: 

• The first approach: a main approach that includes a simple segmentation attack on 

extracted images of the segmented characters 

• The second approach: an optional approach uses an automatic segmentor approach 

on the extracted images of the connected characters 

This first approach. This approach selects ten extracted images for each segmented 

character identified through the previous approaches. The attack randomly selects those ten 

images from a group of extracted images that have a width and height that is higher than 

the average of all the extracted images for the segmented character. The attack analyses 

each selected group of extracted images of the segmented characters and then selects the 

most recognised character chosen from the group of extracted images to decide the right 

answer. 

The second approach. It analyses the set of extracted images of the connected characters 

that could not be segmented through the previous approach using the automatic segmentor 
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(which we have used in our attack against ReCAPTCHA). The approach selects three 

images chosen randomly between five selected images that have the highest square size 

(width x height) between the set of extracted images for the connected characters.  

It then generates a number of screenshots for each of the images using sliding windows. 

The size of each of the sliding windows is mainly determined by the average size of the 

segmented characters we already targeted in the previous approach. The approach uses 

sliding windows to catch the whole area of the connected characters with a method that 

divides this area into a set of points. Each of the points is identified individually within five 

pixels square and has a static distance horizontally and vertically between the other points 

around it, which is 10x10 pixels. Each of the points is used as a position for a sliding 

window to catch and extract the screenshot of the area around them. The approach then 

analyses the four edges of the screenshot (up, down, left and right) to check if the screenshot 

part of the component touches the four edges of the screenshot, before it is included in the 

group of screenshots in which the approach is used to generate the heat map in the second 

step. 

In the second step, the approach sends all the screenshots associated with the data that 

shows its position in the extracted image in addition to its size and rotation to an automatic 

segmentor that is linked to a convolutional neural networks recognition engine 110. This 

automatic segmentor then uses the recognition engine against each screenshot to identify 

the confidence rates for the CAPTCHA characters. Each of these confidence rates is the 

accuracy rate by which the image displays a specific character. The attack then calculates 

the average of the confidence rates for each pixel point from the images used to generate 

the confidence rates for each character through the following algorithm: 

𝑃 =
(∑ 𝐴[𝑖]𝑎

𝑖=0 ) + (∑ 10 𝐵[𝑖]𝑏
𝑖=0 ) + (∑ 100 𝐶[𝑖]𝑐

𝑖=0 )

(𝑎 + 10𝑏 + 100𝑐) ∗ 𝐹
 

Where A is the set of confidence rates of one character for the image where the character 

achieved a confidence rate that is lower than the other characters, while the B and C are the 

sets of confidence rates of the same character for the images where the character achieved 

a confidence rate that is the highest of all the characters. However, the confidence rates 

included in C are higher than 75%, unlike the confidence rates included in B.  



138 

 

The attack then gathers the result of the calculation for all pixels for each of the extracted 

images to create a heat map for each character that displays the average confidence rate for 

the character in each pixel inside the image. Then, it uses those heat maps to create another 

map that shows the position of the characters through the ID colour of the character that 

has the highest average confidence rate within the marked area of the text. The attack then 

uses the set of maps resulting from analysing extracted image of the analysed component 

to identify the connected characters that appear to achieve the highest average confidence 

rate in them. The number of the selected characters is mainly identified through the 

equation:  

𝐶 = 𝑀 − 𝑆 

In which M is the maximum number of characters in each challenge identified through the 

average font size for the segmented character and the average length noisy line. For 

instance, the maximum number of characters is four if the font size used is small and the 

average length of noisy lines is six.  

Figure 8.12 shows an example of the two recognition approaches 

 

Figure 8.12. The two recognition approaches 

8.4 Evaluation 

We discuss the results of our attack in terms of segmentation and recognition using the 

same method included in the previous chapters. Our evaluation in this chapter was simply 

based on an examination of 300 random samples of this CAPTCHA from the Kund’s 

CAPTCHA website 100. We obtained the samples through an automated screen capture 

designed using C# between January and February 2015. We used 100 of the samples in 

designing, training and processing our attack. We saved the other 200 samples locally to 

be used in the final examination of our attacks. We did not include any sample used during 

the design of the attack in the evaluation process of our attack. We targeted this CAPTCHA 
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using two approaches. The first attacking approach included all segmentation and 

recognition approaches, and the second approach did not include all approaches except the 

automatic segmentor recognition approach. 

8.5 Results 

Success rate. We firstly tested our attack against a sample set of 100 of the CAPTCHA 

challenges used for training purposes, and it achieved a success rate of 59% in recognising 

them, after it achieved a 66% success rate in segmenting them. After that, we tested our 

attack against 200 random samples from the Kund’s CAPTCHA. The results showed the 

attack achieving a success rate of 75.5% (151 out of 200) in segmenting those samples of 

this CAPTCHA, and a success rate of 38% (76 out of 200) in recognising them. Those 

results included an accuracy rate of 40.94489% in recognising 127 samples segmented 

successfully without the automatic segmentor (52 samples out of 63.5% of the overall 200 

samples). It also included an accuracy rate of 33.33% in recognising 73 samples (36.5% of 

the overall 200 samples) analysed using automatic segmentor.  

The use of all methods in our attack is essential to achieving the success and accuracy rates 

of our attack. The tracking/segmentation attack should be used on at least 120 frames 

(extracted from each challenge using screen-capture at rate of 30 FPS) to achieve the least 

possible success rate in segmentation attacks without the use of an automatic segmentor. 

Our examination showed that an increase in the number of frames could also increase the 

success rate in recognising the text without the use of an automatic segmentor. The average 

rate of the increase per 30 frames was 1.33% with a maximum success rate of 30% recorded 

in segmenting and recognising the samples of this CAPTCHA, after we increased the 

number of frames to 210. The increase in the number of frames aided the automatic 

segmentor slightly in segmenting the connected characters, as the overall success rate of 

our attack increased to 43%, after we increased the number of frames to 270. The average 

rate of the increase per 30 frames was 1%. Figure 8.13 shows more detailed results of our 

examination. 
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Figure 8.13. The success rate in comparison with number of frames used in the attack 

We also identified the following failures in our attack: 

Failure 1: Distinguishing the particles of characters from noises, when they share the same 

behaviour. This failure happens in CAPTCHA particles of characters and the noises when 

they have the same intensity and animation behaviour that makes the particles of the 

character hard to differentiate from the noises through the steps included in our attack. This 

can lead the attack to identify parts of the character as noises instead of the actual noises in 

the CAPTCHA. Figure 8.14 shows an example where the attack failed to distinguish the 

particles of character “M” from the other noises around it. 

 

Figure 8.14. Error in distinguishing the particles of the characters and noises 

A possible improvement in our attack to counter this kind of problem is to use another 

approach that draws lines that connect particles through their edges. This approach then 

fills each empty area within those connected particles to determine the places of the 

characters in each frame. 
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Failure 2: Extracting the segment of the characters that keep moving through the edge. 

This common failure is caused when the characters are not displayed in a full image in any 

frame that complicates the ability of the segmentation attack to provide the recognition 

engine with a recognisable image of the characters. Figure 8.15 shows an example of this 

CAPTCHA in which the character “D” keeps moving through the upper edge of an 

animated challenge 

 

 

 

 

 
Figure 8.15. An example shows a character D moving through the upper edge 

This can only be countered through the recognition engine itself by improving its ability to 

recognise those characters 

Figure 8.16 shows the rate of failure in our attack against the Kund’s CAPTCHA. 

 

Figure 8.16. Failure rates in our attack against the Kund’s CAPTCHA 

Attack speed. Our CAPTCHA attack was implemented using JAVA, MATLAB, and C# 

programming languages and tested on a computer with an Intel(R) Core(TM) i7-4700MQ 

CPU 2.40GHz and 8.00 GB ram. We have tested our attack on all the samples in the test 

sets, including 200 samples. The result shows that the attack took an average of 97733.0275 

milliseconds (standard deviation of 3808.5446 milliseconds) in both segmentation and 

recognition steps against each animated challenge of this CAPTCHA without the automatic 

segmentor. It also took an average of 150923.685 milliseconds (standard deviation of 

66832.9974 milliseconds) against each animated challenge of this CAPTCHA with the 

automatic segmentor. The table 8.1. includes detailed results of our attack. 
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Table 8.1. The speed of the attack against the Kund’s CAPTCHA in milliseconds 

 Average time Lowest time Longest time 

Without automatic segmentor 97733.0275 ms 89621 ms 108706 ms 

With automatic segmentor 150923.685 ms 90384 ms 279928 ms 

8.6 Defence 

Although the mechanism has potential for the future security of the animated text-based 

CAPTCHA, it still currently suffers vulnerability problems against the tracking attacks. 

The main problem stems from the way it displays particles of the characters through the 

animated frames. This makes those particles distinguishable in most cases from the other 

noisy lines that represent the background. This problem can also simplify the reconnection 

of the particles through the animated frames.  

However, these problems can be still avoided in future designs of the CAPTCHA schemes 

by adding a number of new features. These features could include animated methods used 

to distort the particles of characters so they can prevent the attacks from detecting those 

particles and connecting them. An improvement to the segmentation resistance mechanism 

is also important, as the current mechanism is still vulnerable to the segmentation attack. 

For example, we could implement a method that prevents the connected characters from 

moving separately, as those movements can help the attacks in segmenting the characters. 

We could also improve the resistance of this CAPTCHA by displaying the characters using 

multiple font sizes in every challenge. 

8.7 Summary 

We have exploited the vulnerability problem of the “noisy lines” mechanism implemented 

in the Kund’s CAPTCHA through an automated attack that achieved a success rate of 38% 

in both the segmentation and recognition steps of our attack. This attack tracks the particles 

of the characters and noises around them in order to differentiate between them. It then 

removes the noisy lines from the animated frames and analyses the particles of characters 

to identify the particles that belong to a number of connected characters in each frame and 

segment them through the tracking method and the automatic segmentor. The results were 

used to discuss the vulnerability problems and to find the proper solution to protecting the 

future build of the CAPTCHA against current tracking attacks. 
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Chapter 9. Yahoo CAPTCHA 

In this chapter, we have developed an attack against the most recent commercial animated 

text-based CAPTCHA created by Yahoo to be used on their websites. This CAPTCHA 

uses an animated mechanism that includes animated characters in two forms. The first form 

is the main challenge object that includes a number of animated characters, which move in 

a random circle through the animated frames. The second form consists of the noisy objects 

that move horizontally in one direction. Both forms share the same font size and animated 

rotation method used to distort the animated characters. Still, they are different in their font 

types, rotation angle, movement and rotations speeds. Our attack against the Yahoo 

animated CAPTCHA achieved a 78% success rate after we tested it against 200 samples of 

this CAPTCHA. The attack proved the weaknesses of this animated scheme by showing 

the vulnerability of its security mechanism to tracking attacks. 

9.1 Introduction 

In this chapter, we present an attack against the “noisy characters” mechanism implemented 

by the most recent animated text-based CAPTCHA created by Yahoo to be used on its 

websites. This animated text-based CAPTCHA includes text challenges displayed as a 

group of animated characters that move together in a looped direction up and down. Each 

of these characters can rotate in opposite directions and move horizontally within small 

vertical columns between two other characters on its side. This CAPTCHA also includes a 

number of noisy characters that move horizontally together in one direction from left to 

right. The noisy characters also include features used in the main characters such as 

rotation. However, these features are random in their speed and direction, with start and 

end times unlike the main characters. The main purpose of the “noisy characters” is to 

confuse the computer between the characters of the main text and the noisy characters. Yet, 

those two groups of characters are animated using two different methods, so the human can 

use his ability to identify the characters of the main text through their behaviour. 

However, our attack has shown that those features can be still broken, as it achieved a 

success rate of 78% in segmenting and recognising the CAPTCHA challenges. This attack 

included tracking methods that locate the main text by detecting and removing the noises 

around it. It also includes other methods that segment the text using common features such 

as CL and PDM. The results of this examination proved the high vulnerability of the 
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tracking-resistance mechanisms to our tracking techniques. The success rate of our attack 

also showed the efficacy of solving the challenges, as this success rate is very close to 

human accuracy in solving the challenges. The attack speed recorded in our latest 

examination reached an average of 13.8547 seconds, which is also very close to the average 

time needed by a human in solving the challenges. 

The sections in this paper are organised as follows: section 9.2 provides an overview of the 

targeted CAPTCHA scheme. Section 9.3 describes our attack against this scheme. Section 

9.4 outlines the evaluation followed by the results in section 9.5. Section 9.6 discusses the 

defence against our attack, followed by the summary in section 9.7. 

9.2 The characteristics of the Yahoo CAPTCHA 

This CAPTCHA is an animated CAPTCHA that contains two sets of animated characters. 

The first set of these characters is the main characters that keep moving in a loop (up and 

down), while the second set are noises that keep moving horizontally. The key 

characteristics of this CAPTCHA can be represented as: 

• Both the characters of the main text and the noisy characters are displayed using the 

black colour in front of a white background. 

• The characters in each of the two sets are displayed using the same font, which is 

different from the font used in the other set.  

• The main text contains between five and eight characters in each challenge. 

• The main characters are displayed in one line that moves up and down in the middle 

of the image. This line may also move horizontally while it moves up and down. 

• Few characters in the main set can be rotated between two angles or move 

horizontally between the two characters within the text. 

• The noisy characters are divided into two sets of characters that are displayed within 

different lines in the upper and lower halves of the animated image. 

• The noisy characters included in each set could move and rotate in different angles. 

• All the noisy characters keep moving horizontally from left to right. 
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• Each of the noisy characters is animated, using either of the two approaches that 

rotates them slowly or changes the rotation angle randomly between sequences of 

two frames. 

Figure 9.1 shows an example of this CAPTCHA. 

 

Figure 9.1. Yahoo CAPTCHA 

9.3 Our attack against the Yahoo CAPTCHA 

This attack includes two main steps: 

• Tracking/segmentation attack: this step includes method to clean the animated text-

based CAPTCHA from noises, and segment the text. 

• Recognition attack: this step uses the recognition engine to recognise the segmented 

text. 

 Tracking/Segmentation attack 

The tracking/Segmentation attack includes the following steps: 

• Select the noise characters: this step includes methods that identify the noise 

characters based on their behaviour. 

• Tracking and removing the noise characters: this step includes methods that track 

noisy characters and removes them from the background around the main text. 

• Segmenting the main characters: this step includes methods that segment the main 

text. 

Select the noisy characters. In this step, we track the noisy characters using their 

horizontal movement and rotation speed that could be faster than the main characters.  

Select the noisy characters that move through the horizontal edges. In this step, we use a 

method to detect the noisy characters that keep moving horizontally from left to right. This 

method scans the horizontal edges of the animated image to locate character components 
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attached to them through its foreground colour. It then uses an algorithm to check if any of 

those components represent a piece of the connected characters, as one of those characters 

could be a part of the main text. This algorithm scans each component by selecting its 

foreground pixels through a colour filling algorithm. It then uses the scanning results to 

determine the total surface area, width and height of the component. Then, it selects only 

the component with a limited total surface area, width and height that do not exceed the 

surface area, width and height of the largest character “W” for the next stage. Figure 9.2 

shows two examples of this method. The first example shows the method marking a 

character component that has a height that exceeds the largest height of normal characters 

in the left side of figure 9.2 (A). The second example shows the method marking a 

component that has a width that exceeds the largest width of normal characters in the right 

side of figure 9.2 (B).  

  

(A) (B) 

Figure 9.2. Select noisy characters through the edges 

Select the noisy characters that move or rotate randomly. In this step, we used methods to 

identify the noisy characters that change their positions and rotation angles, so we can 

prevent obstacles in tracking their movements during the later stages.  

The first method in this step scans each frame to locate unmarked objects in the previous 

step through their foreground colour. It then determines the coordination of the edges and 

other foreground pixel points within those objects using colour-filling algorithm. We also 

use the Harris detection algorithm to identify the position of the corners within the edges 

of the characters. This method helps speed up the comparison process between the animated 

characters through the shape of their edges alongside their surface areas, which we 

measured in the previous step.  

After that, we use another method that compares the findings of the first algorithm in one 

frame with the findings of the previous and next frames. This method determines the edges 

and foreground pixels that are not located within radius of 𝐷 of the identified edges in the 

previous or next frames. We could describe 𝐷 as the maximum distance that the edges of 
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the main characters can move between two frames. We calculate 𝐷 based on the maximum 

rotation and movement speed for the main characters given in pixels per frame through the 

following equation: 

𝐷 = √𝑆𝑥
2 + 𝑆𝑦

2 + 𝑅 sin 𝐴 

Where 𝑆𝑥 and 𝑆𝑦 are the maximum movement speed of the main character over x-axis and 

y-axis given in pixel per frame. Whereas, 𝑅 is the maximum radius of the circle around the 

character, and 𝐴 is the maximum rotation angle per frame. We could set the default value 

of 𝐷 in our algorithm as six based of our findings after we run our equation against a few 

samples of this CAPTCHA scheme. We could use a method that adds stroke layers that 

have a thickness of 𝐷 around the identified edges of the previous and next frames to the 

analysed one. We then join those stroke layers into one mapping image that shows the range 

where the objects moving at a limited speed are located within. We could determine this 

range to be within coordinated points where the stroke layers of both the previous and next 

frames meet. We use this mapping image to mark the foreground pixels that are located 

outside the range. 

We then use a method that determines the total surface area of each object containing 

marked pixels in its body. This method also compares this object with the other nearest 

objects in the previous and next frames through the shape of their edges. It then marks the 

object as a noisy character and removes it, if this object matches the two following 

conditions: 

• The shape of the object matches any nearest objects in the previous or next frames  

• The surface area of the objects is less than the surface area of the largest character 

“W”   

The other objects that do not match these conditions are analysed using a different method. 

This method determines the foreground pixels located outside the marked range of pixel 

points in the mapping image between every two pairs of marked edges as noisy pixels. 

After that, it removes them and then determines the surface area of every group of 

foreground pixels that are left after the removal of the noisy pixels. We then remove the 
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group of connected foreground pixels that do not reach the minimum surface area of a main 

character, while we keep all the other groups that reach or exceed this surface area. 

 

Figure 9.3. Select the noisy characters that have high movement and rotation speed 

Figure 9.3 (A) shows how we created the map that shows the locations where the 

foreground pixels in the analysed frame should be located. Figure 9.3 (B) shows how we 

used the map in the later stages and identified four objects as noisy objects due to their 

match with a near component (marked in red). Figure 9.3 (C) shows how we analysed the 

rest of the objects. We could describe the divided parts of those objects in the figure as 

follows: 

• The yellow parts: the marked parts of the objects, which we removed, before we 

analysed the other parts of the objects. 

• The green parts: we marked these objects as noises and removed them due to their 

small area surface alongside the yellow parts of the objects.  

• The black parts: we identified them as possible parts of the main text, to analyse in 

the second stage of our attack.  

Track and remove the noisy characters. This step includes a few approaches to track the 

identified noise characters, and remove them. These approaches are: 

The first approach works through a method that firstly removes all identified objects as 

noisy objects. After that, it analyses the previous and next frames to select other character 
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components in those two frames that are positioned completely or partially within the areas 

of the removed components. It then compares those components with removed objects. If 

the results of the comparisons show that any objects have the same shape as the removed 

noisy character near it, we determine this object to be a noisy character and remove it. 

Otherwise, we remove only the foreground pixels that have a distance of more than 𝐷 from 

the nearest object in the previous and next frames. We also removed the segmented objects 

that did not reach the lowest surface area of the main character. We could run this approach 

through the animated frames in many rounds and in two directions forwards (from the first 

frame to the last frame) and backwards (from the last frame to the first frame). For example, 

Figure 9.4 (A) shows several characters selected in a previous step, such as “X” and “H” 

which are removed through the current approach. Figure 9.4 (B) also shows the results after 

running the tracking method against the animated frame in which it selected the two noisy 

characters “N” and “X”, before it removed them in Figure 9.4 (C). 

We could also remove the other noisy characters without the need to use the tracking 

systems, as we know that the noises move in one direction at a constant speed. This method 

selects the noisy characters that move steadily and at a constant speed in one horizontal 

direction. After that, it calculates the movement speed of those characters per frame. 

It then uses the results to create an equation for every noisy character identified in the 

previous step. We use this equation to determine the position of the noisy characters in each 

frame. We also compare the original image of the noisy character and the image of each 

object located by the equation by using the same comparison method as in the first step. 

The equation used in this approach is represented as follows: 

𝑓𝑁,𝐼(𝑖) = {
(𝐼 𝑀) + ((𝑆  𝑁) − 𝐸𝑖) 𝑖𝑓(𝑁 ≥ 𝑅)

(𝐼 𝑀) + ((𝑆 𝑁) + 𝑀 − 𝐸𝑖) 𝑖𝑓(𝑁 < 𝑅)
   

In which 𝑆 is the movement speed for all the noisy character components over x-axis per 

frame. 𝑁 is the analysed frame number. 𝐸𝑖 is the position of the character in the first frame. 

𝑅 is the frame number where the animated character starts to pass through the left edge of 

the image, and 𝐼 is the current round that the character reached through our calculation. 

Meanwhile, we can identify 𝑀 as the highest position over x-axis the character 𝑖 could go 

for one round through all the animated frames meaning we can calculate through the 

equation:  
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𝑀 = 𝐹 ∗ 𝑆 

Where F is the number of frames in the animated image and S is the character speed (as we 

mentioned before). The method used in this step removes the noisy components that do not 

exceed the maximum pixel size, width or height of the character “W”. Figure 9.4 (C) shows 

an example of this method in which it located “X” and “D” and matched them with the 

other characters that appear in the left image in figure 9.4 (A) after using our equation. 

The remainder of the noise characters around the main characters are removed through a 

simple tracking method that identifies the whole body of the main text that keeps moving 

within the animated image. This method identifies the position of the text line that keeps 

appearing and moving within the animated frames. This method firstly selects the edges of 

the animated object that are placed within one horizontal column with a constant height 

based on the font and font size of the animated text in the image. The text in this horizontal 

column moves up and down at a steady vertical-speed of 𝑆𝑦 between two horizontal lines 

of 𝑌𝑢 and 𝑌𝑑. We could describe 𝑌𝑢  as a horizontal line located below the upper edge in 

the upper halves of the animated image. We could also describe  𝑌𝑑  as another horizontal 

line located at a distance greater than half of the image height (𝐻𝑒𝑖𝑔ℎ𝑡𝑖𝑚𝑔 2⁄ ) above the 

lower edge in the lower halves of the animated image. We then scan the moving objects in 

horizontal columns in every animated frame to determine their horizontal speed. We 

calculate this speed by determining the horizontal distance between similar corners that 

have the same horizontal distance 𝐷𝑥(𝐹𝑎 → 𝐹𝑏) in each two sequences of frames. We then 

extract the animated objects through a method that draws a rectangular sliding-screen to 

catch the text that includes those corners in each frame. The method then scans the 

horizontal and vertical sides of the text within the rectangular sliding screens to locate and 

remove the noisy characters that move in and out of this text. After that, it uses the results 

of the scan to correct the heights and widths of the sliding screen to be the same in each 

animated frame. It then extracts the text in those sliding screens into another set of frames. 

Each frame in this new set shows only the main characters animated inside horizontal 

columns. Figure 9.4 (D) shows an example of the animated frames after we apply our 

current approach against them. Figure 9.4 (E) shows another example of newly extracted 

frames after we finish removing the noises around the characters. 
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We then use another approach against the newly generated frames to clean the noises 

between the characters. This approach uses a pixel delay mapping image (PDM) created 

originally by Vu Duc Nguyen et al.92, which shows the lengths of time each pixel’s colour, 

distinct from the background, appears in each pixel area in the animated image. We use this 

map to identify the pixel’s area where its colour is distinct from the background for a very 

short time that is less than a time calculated through the equation: 

 𝑇 = (∑ ∑ 𝑓(𝑥, 𝑦)

ℎ

𝑦=0

𝑤

𝑥=0

) 2𝑤ℎ⁄   

in which 𝑤 and ℎ are the width and height of the animated image, and 𝑓(𝑥, 𝑦) is the length 

of time the distinct colour from the background takes to appear in the coordination. Figure 

9.4 (F) shows an example of this approach where the image on the left in the PDM map 

and the image on the right is the one newly animated frame after we apply the final cleaning 

approach against it. 

 

Figure 9.4. Tracking and removing the noisy characters around the main characters 

Segmenting the main characters. In this step, we create a new mapping image that 

combines two mapping features. The first is a PDM map which we used in our attack 

against the KillBot CAPTCHA and CAPTCHANIM. The second feature shows the vertical 

columns where the main characters appear to be separated vertically for a specific length 

of time through the animated frames. We use both features in the map to identify vertical 
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columns where characters of the text are located. We could describe those positions of the 

vertical columns using the two mapping features as follows:  

• The position where foreground pixels are displayed in a PDM map for longer than 

the average time through the animated frames. 

• The position where the vertical segmented areas appear for less than the average 

time using the second mapping feature. 

Our segmentation method uses both mapping features alongside a vertical histogram 

algorithm that segments each two pairs of characters by drawing a vertical line between 

them. This method uses the vertical histogram algorithm to locate and segment the 

character components vertically separated in each frame. 

After that, it selects the segmented components that match the maximum widths of the 

animated characters marked in the map created by the previous approach. It then segments 

those components through a simple algorithm that identifies the vertical columns where the 

characters are separated. This algorithm uses both two mapping features to identify the 

weakest vertical column between the two pairs of characters in the component. It then 

segments the two pairs by drawing another vertical line between them. 

 

Figure 9.5. The segmentation step 

Figure 9.5 shows how all the characters are segmented using the first segmentation 

attacking approach except “d” and “f” which are segmented using the second approach. 

 Recognition attack 

In this step, we used the Convolutional Neural Network (CNN) 110 engine to recognise the 

extracted characters. We trained this engine to recognise characters inside the CAPTCHA 
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images by creating a training set of 17304 sample images of characters (412 sample images 

for each character) and testing sets of 8350 sample images of characters. After that, we 

used two datasets to train our engine 50 times and the result was the following: 

• The engine achieved a 0.1% error rate in training after it trained 17291 sample 

images of characters from the training dataset successfully. 

• It also achieved a 0.1% error rate in testing after it recognised 8341 sample images 

of characters from the testing dataset successfully.  

Figure 9.6 shows how the training and testing accuracy rates were improved during the 

training task. 

 

Figure 9.6. Training and testing accuracy rate during the training of the CAPTCHA 

We then determined the score number as the most recognised character using a calculation 

based on the confidence rate recorded for every character. The attack then calculates the 

average of the confidence rates for each pixel point from the images used to generate the 

confidence rates for each character through the following algorithm: 

𝑓(𝑛) =
(∑ 𝐴𝑛[𝑖]𝑎

𝑖=0 ) + (∑ 10𝐵𝑛[𝑖]𝑏
𝑖=0 ) + (∑ 100𝐶𝑛[𝑖]𝑐

𝑖=0 )

(𝑎 + 10𝑏 + 100𝑐)
 

Where the 𝐴 is the set of confidence rates of character 𝑛 for the image where the character 

achieved a confidence rate that is lower than other characters. The 𝐵 and 𝐶 are the sets of 

confidence rates of the same character for the images where the character achieved a 

confidence rate that is the highest between all characters. However, the confidence rates 

included in 𝐶 are higher than 75%, unlike the confidence rates included in 𝐵. We then chose 

the character that achieved the highest average rate as the right answer. 
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9.4 Evaluation 

We discuss the results of our attack in terms of segmentation and recognition using the 

same method used in previous chapters. Our evaluation in this chapter was simply based 

on an examination of 300 random samples of this CAPTCHA. We obtained some of the 

samples between June and July 2013 from the Yahoo website117. We used 100 of these 

samples in designing and training our attack and saved the other 200 samples locally to be 

used as text set in the final examination of our attacks. We did not include any sample used 

during the design of the attack in the evaluation process of our attack.  

9.5 Results 

Success rate. We firstly tested our attack against a sample set of 100 of the CAPTCHA 

challenges used for training purposes, and it achieved a success rate of 95% in recognising 

them, after it achieved a 100% success rate in segmenting them. After that, we tested our 

attack on 200 random test samples of the Yahoo CAPTCHA, and it achieved an overall 

success rate of 78% (156 out of 200) segmenting and recognising the samples of this 

CAPTCHA. Those results include a success rate of 83.5% (167 out of 200) in segmenting 

the samples of this CAPTCHA, and an accuracy rate of 93.41% (156 out of 167) in 

recognising the segmented samples.  

The use of tracking methods in scanning all the animated frames is essential to achieving 

the lowest success and accuracy rates of our attack. The lowest round of this scan should 

be four (two times forwards and two times backwards). Our examination also showed that 

an increase in the scanning rounds does not increase the success or accuracy rates. As result, 

we concluded that the use of additional computational effort does not increase the success 

rate of our attack on this CAPTCHA scheme. 

We also identified the following failures in our attack:  

Failure 1: finding the segmentation spot between the animated characters. This failure is 

mostly due to limitations in our attacking algorithm when it encounters characters that keep 

connecting to each other through the animated frames. Such a limitation causes the attack 

to fail in identifying the correct position to segment them. This failure also occurs when the 

attack fails to remove noises between two animated characters that are close to each other. 

This failure was the cause of all the segmentation errors (73% of the overall errors) in our 
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attack. Figure 9.7 shows an example of this failure where the attack failed to segment “G” 

and “e”. 

 

Figure 9.7. Failure in segmenting characters 

We could counter this problem by implementing another mechanism that tracks the exact 

movements of two connected characters instead of finding any frame where they are 

segmented. 

Failure 2: extracting a clean image of characters. This problem is caused by an error in 

the identification of the noisy characters between the main characters in cases when the 

main characters rotate and move separately in two horizontal directions. This problem can 

be more effective in cases where the noisy characters use a similar font to that used in the 

main text. Such a failure contributed to 27% of the overall errors in our attack. Preventing 

this failure is achieved by analysing multiple versions of the extracted images of the main 

characters through the animated frames. Figure 9.8 shows an example of characters 

extracted with noises around them due to the fault in cleaning the characters. 

      

Figure 9.8. Failure to clean noises between the animated characters 

Figure 9.9 shows the rate of failure in our attack against the Yahoo CAPTCHA. 

 

Figure 9.9. Failure rates in our attack against the Yahoo CAPTCHA 
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Attack speed. Our CAPTCHA attack was implemented using JAVA, MATLAB, and C# 

programming languages and tested on a computer with an Intel(R) Core(TM) i7-4700MQ 

CPU 2.40GHz and 8.00 GB ram. The result shows that the attack took an average of 

13854.72 milliseconds to analyse each animated challenge of the Yahoo CAPTCHA with 

standard divination of 1871.504 milliseconds recoded between the timings of the attacks. 

The shortest attacking time was 12034 milliseconds, while the longest was 19166 

milliseconds.  

9.6 Defence 

The current animated version of the Yahoo CAPTCHA is quite predictable, as it has too 

many features that make it highly vulnerable to attack. The most vulnerable features are 

the usability feature of the noisy characters that cause them to move in one horizontal 

direction from left to right. This feature assisted our attack to detect those characters within 

the horizontal edges of the animated image. The randomised movement behaviours of noisy 

characters also had a negative impact on the robustness of this CAPTCHA. The use of 

behaviours exclusively on the noisy characters caused them to be more detectable by the 

tracking attacks.  

Most of the vulnerability problems in this CAPTCHA can be resolved by removing the 

unique animated behaviours of the noisy characters. This could prevent attacks from those 

behaviours detecting them. The CAPTCHA also needs to include other animated features 

to be used in both the main and noisy characters. For example, we could animate wrapping 

behaviour to prevent attacks on their images in the animated frame and include other 

features that decrease the visibility of the main text, such as the “emerging image”. These 

features could decrease the accuracy rate of the recognition engines in recognising the main 

text and prevent attacks from those behaviours that detected them 

9.7 Summary 

We have developed an attack against the animated version of the Yahoo CAPTCHAs. This 

attack uses tracking techniques in addition to the PDM mapping to detect the main 

characters and segment them. Our attack achieved 0% against this CAPTCHA, after it was 

tested against 10 samples of the CAPTCHA animated challenges. As a result, we have 

proved that the computer can pass approaches used in the current animated text-based 

CAPTCHA schemes in a way that could even beat the human in recognising the characters. 
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Therefore, a new mechanism that uses a stronger cracking algorithm needs to be designed 

for animated text-based CAPTCHAs instead of the current mechanisms.   
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Chapter 10. Discussing our examinations against CAPTCHAs 

10.1 Introduction 

We examined the robustness of animated text-based CAPTCHAs that relay in recognition-

resistance mechanisms. We also examined animated CAPTCHAs that use tracking-

resistance mechanisms. These mechanisms hide the details of the CAPTCHA challenges 

using noises that are spread through a series of frames. In addition, we examined standard 

text-based CAPTCHAs related to our research that used segmentation-resistance 

mechanisms. Some of the most important CAPTCHA schemes discussed in our attacks 

were Yahoo, the Kund’s CAPTCHA and the Xu’s version of NuCAPTCHA alongside the 

animated recognition resistance methods such as the KillBot professional CAPTCHA and 

CAPTCHANIM. 

Our thesis also includes research on the segmentation resistance mechanisms used in text-

based CAPTCHA schemes. These mechanisms include the CCT mechanism of 

ReCAPTCHA, and the Wikipedia mechanism.  

We implemented each of our examinations with attacking methodologies aimed at 

exploiting the vulnerability problems in those CAPTCHA schemes. We summarise those 

attacks and the results in table 10.1. 

Table 10.1. Summary of our attacks against text-based CAPTCHA schemes: the broken 

criteria is explained in the latter paragraph 

 Characteristics attack results Broken* 

Wikipedia 

CAPTCHA 
• Non-animated 

segmentation 

resistance scheme 

• Uses grayscale 

image 

• Text contains two 

connected words 

• Distorts and 

connects the 

characters by using 

lines as clutter + 

empty holes 

• Segmentation 

attack 

• Removing: lines 

+ empty holes 

Success: 

70% 

A-Time: 

17.67 ms 

Yes 
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KillBot 

professional 

CAPTCHA 

• Animated colourful 

scheme 

• Includes animated 

noises 

• Text contains five 

characters 

• Each character 

animated using one 

of four methods: 

vertical movement, 

scaling, 

blurring/fading and 

rotating 

• Character 

extraction process 

Success: 

71% 

A-Time: 

5161.82 ms 

Yes 

CAPTCHANIM • Animated colourful 

scheme 

• Includes two 

varieties: 

o characters stay in 

one fixed location 

o characters move 

horizontally 

(L→R or R→L) 

• Two methodologies 

for character 

distortion: vertical 

scale + horizontal 

deformation 

methodology  

• Character 

extraction process 

Success: 

85% 

A-Time: 

64.41 ms 

Yes 

ReCAPTCHA • Non-animated 

segmentation 

resistance scheme 

• Uses grayscale 

image 

• Text contains two 

segmented strings: 

o “string known to 

server”: 

CCT + high 

distortion 

o “string unknown 

to server”: 

contains less 

distorted + 

blurred/faded 

characters 

• Segmentation 

attack: uses the 

automatic 

segmentor 

Success: 

43% 

A-Time: 

4875.51 ms 

Yes 

Xu’s version of 

NuCAPTCHA 
• Animated tracking 

resistance scheme 

• Two-steps 

tracking attack: 

Success: 

64% 

A-Time: 

40569.7 ms 

Yes 
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uses “emerging 

image” mechanism 

• Text contains three 

characters 

uses animated CCT 

segmentation 

resistance: 

characters highly 

crowded + rotate 

individually 

o removes noisy 

background 

o tracks the main 

characters 

• Animated CCT 

segmentation 

attack 

Kund’s 

CAPTCHA 
• Animated tracking 

resistance scheme 

uses “noisy lines” 

mechanism 

• Characters could 

rotate + move into 

random direction at 

random speed 

• Two-steps 

tracking attack: 

o removes noisy 

background 

o tracks and 

segments the 

main characters 

• Optional: 

automatic 

segmentor 

Success: 

  
37% 

 
26% 

A-Time: 

 
97733 ms 

 
150923 ms 

Yes 

Yahoo 

CAPTCHA 
• Animated tracking 

resistance scheme 

uses “noisy 

characters” 

mechanism 

main characters: 

move up and down 

noisy characters: 

move horizontally 

• Two-steps 

tracking attack: 

o remove noisy 

characters 

o track and 

segment the 

main characters 

Success: 

78% 

A-Time: 

13854.7 ms 

Yes 

      

 By applying our methodologies to exploit vulnerability problems in these CAPTCHA 

schemes, we have identified various security flaws in their tracking and segmentation 

resistance mechanisms. These security flaws aided us in breaking our targets with high 

success rates that were close to the human success rate. The results also passed the 

observations made by Bursztein et al. 59 in which the CAPTCHA scheme is deemed broken 

if it can be automatically solved more than 1% of the time within the first 100 schemes. We 

also considered the recorded speeds of our attacks to be practical, as they were within the 

duration needed by a human solve a CAPTCHA. Still, we can consider our attack against 

the Kund’s CAPTCHA as an exception, if we compare its speed with a human's speed in 

solving a CAPTCHA. However, this exception is still arguable in comparison with other 

attacks against simpler CAPTCHAs. For example, Xu’s attack against the NuCAPTCHA 

recorded an average time of 250 seconds, which is still slower than our attack. 
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However, we still do not claim that any of the segmentation and tracking resistance 

principles were overturned based on our results. Instead, we have discussed various 

improvements to the defence mechanism and which have helped us to learn lessons 

associated with each mechanism as described in previous chapters. Therefore, we have 

improved our understanding of how we can design better segmentation and tracking 

mechanisms.  

In this chapter, we discuss the various lessons learned from our investigations of the 

CAPTCHA schemes including the robustness and usability issues found in their design and 

resistance mechanisms. We also discuss our design guidelines based on those lessons, 

which we will use to design a new animated text-based CAPTCHA scheme in the next 

chapter. 

10.2 General lessons and security analysis of the examined schemes 

In this section, we discuss the lessons learned from our examination of each defence 

mechanism adopted by our targeted schemes. We also discuss the implications for the 

security and usability of the CAPTCHA based on these lessons.  

The NuCAPTCHA and the “emerging image” mechanism. The technique used in the 

Xu’s version of NuCAPTCHA is designed to counter the tracking attacks that relay on 

frame-to-frame analyses. The main reason is that the CAPTCHA shows animated objects 

and the background using noisy black noises instead of using full and colourful images. 

This kind of technique hides the edges and silent features of the main objects in each frame 

that are used by the tracking attack mechanisms to segment and recognise those objects. 

Although the noises used to display the text is thicker than those used to display the noisy 

background, they remain undetectable in most of the attacks. The main reason is that the 

noisy points near the boundaries of the text keep changing their sizes and densities through 

the animated frames. This feature causes some of the boundary points to appear in a similar 

shape to the one used for the background.  

However, we still proved that the attacks can break this mechanism despite those 

advantages. We also proved that this mechanism has many vulnerability problems in the 

current design, one of which is centred around the intensity issue. A cause of this issue is 

the limited distance between noises that is restricted those used to display the boundaries 
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of the text. This intensity issue aided our attack in removing most of the background noises 

that remained in the distance from the text. 

The other noises around the characters are identifiable by the method that tracks the 

movement of the text. The main cause is the movement behaviour of the noises that are 

different than behaviour of noises related to text. We selected those noises through various 

tracking methods that followed the movement of the text. These methods could also be 

assisted by other methods that determine the position of the text based on its width and 

height and the number of thick particles used to display it. The main success of methods is 

still dependent on the specified movement behaviour of the text objects of NuCAPTCHA, 

in which the characters steadily move from left to right, as well as up and down. As a result, 

we could still present an unsolvable problem relating to the use of more complex methods 

in animating the challenge text. 

We can also present another issue in the segmentation attacks against this CAPTCHA 

scheme which is centred on the tracking attack methods that detect the edges of text and 

which could fail against this scheme. The main cause of these problems is the difficulty in 

distinguishing the characters and the other close noises due to similarities in their shapes. 

This problem could also be caused by approaches that blur and hide few boundary points 

of the text. We could address this problem by using other approaches that determine the 

vertical columns where the text is located in each frame. Still, these approaches are also 

highly dependent on the font type and size of the text. 

As a result, we learned that the current design of the “emerging image” mechanism is highly 

exploitable by tracking methods that identify the position of the animated text in every 

frame. This issue will remain, if the behaviour of the animated text is identifiable and 

distinguishable from the noisy background and could provide a clear insight into the 

robustness of the “emerging image” mechanism. It also shows how this robustness is 

dependent on the level of difference between the animated behaviours of the text and the 

noises around it. The unique movement of the animated text could also play a major role in 

the capability of those tracking attacks to break the CAPTCHA. Therefore, it is highly 

advisable to randomise the movement behaviours of the animated text, so it could prevent 

the attacks from predicting the position of the text in every frame. 
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Another lesson we learned from this attack is that the emerging technique can still improve 

the resistance of the animated CAPTCHA against segmentation attacks. This lesson is 

based on the current results of our segmentation attacks that failed to track the boundaries 

of the characters. This major failure lowered the level of vulnerability caused by animating 

the characters in the text individually towards the current segmentation attacks. It also 

showed the level of difficulty for those attacks to extract the animated character without 

showing the sides of any other characters beside it. 

The Kund’s CAPTCHA and the “noisy lines” mechanism. This CAPTCHA uses a 

similar technique to that used in the Xu’s version of NuCAPTCHA and is centred on the 

use of noises to display the pattern of the main characters and background. It is also centred 

in the separation of noises through the animated frames that resist one to one frame 

attacking techniques. The types of noises used in this CAPTCHA could also increase its 

resistance against the attack used on CAPTCHA schemes that use the “emerging image” 

mechanism. These noises include similar sets of tiny lines that share the same length and 

size of the animated frames in every CAPTCHA animated image.  

However, we could exploit and break this CAPTCHA through various attacking methods 

which distinguish the particles of the characters from most of the noises of the background 

through their intensity. The success of this method is dependent on the limited distance 

between the particles of characters that make them visible to the human. This exploitable 

behaviour is even detectable in the frames where 50% of the particles are invisible. We 

could still exploit this invisibility issue in which almost 80% of the particles (90% of the 

total number of particles) remained invisible for a maximum sequence of two frames. This 

limitation aided our attack in countering the invisibility issue by creating another sequence 

of frames. Each of the frames shows particles of characters that emerged from sequences 

of the three original frames combined.  

These exploitable features also contributed towards providing the recognition engine with 

more recognisable images of the characters. We generated the images through a method 

that merges the particles that appeared in different positions in every frame. This 

contribution is more apparent in challenges where the alignments of the borders of the 

particles and characters are the same. The alignment states helped us to generate an image 

of the character that was very close to the original images. However, this kind of approach 
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could still present a problem when additional animated distortion is used against the 

particles of the animated CAPTCHA characters as the distortions could cause the particles 

to change their positions and rotation between every sequence of frames. As a result, they 

could increase the difficulty in generating a recognisable image of the characters. Still, this 

approach could also produce a high usability issue in which CAPTCHA characters becomes 

undetectable and unreadable by the human an issue is present, especially where characters 

are displayed in small fonts. This could also cause a severe robustness failure in our attack 

and lead to the human success rate in answering the challenges matching that of our 

computer program. 

Nevertheless, our examination showed a difficulty in differentiating between the particles 

of the characters and the background when both share the same intensity and movement 

behaviour. This shared behaviour could play a role in encountering tracking attacks that 

target this scheme. This role is centred in slowing down those attacks by forcing them to 

run heavy approaches to find the particles of characters. These approaches include an 

analysis that aims to find every detail of the set of noisy lines and the empty areas between 

them in every CAPTCHA frame. However, they could still have usability issues that lower 

the human's ability to locate the particles of the character. These issues may cause humans 

to look at every set of noisy lines through the CAPTCHA frames to determine whether they 

belong to the animated character or the noisy background. Still, the ability of the computer 

program would not be matched with the human’s ability to solve the challenges. As such, 

the human eye would be able to catch those challenges more quickly than any program and 

such an analysis would need to analyse every particle in every frame to find the proper 

answer. 

The main lesson learned is that the current form of noisy line mechanism could not resist 

attacks even with the use of the high distortion methods, the main cause being the features 

used to animate both the characters and noisy backgrounds. Based on our study, the use of 

these features in this form would not prevent the computer programs from matching the 

human success rate. Still, these vulnerability problems would not be enough to confirm that 

the “noisy lines” mechanism is entirely broken considering that there is scope for 

improvement in this design which could provide multiple solutions to the robustness issues 

in this CAPTCHA. Therefore, we regard this kind of mechanism as having the potential to 

make the CAPTCHA more resistant to current tracking attacks and this is mainly dependent 
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on the ability to generate usable and secure animated challenges. These challenges should 

help the human to distinguish between the characters and noises without the need to use a 

different type of noise for them. Such a challenge could lead to a more robust, or at least a 

more usable, scheme than the ones that use the “emerging image” mechanism. 

However, this potential could still not be realised if the current usability features make the 

particles of the characters behave differently than the noisy backgrounds. Otherwise, it 

leads the attacks to break the CAPTCHA scheme that uses the mechanism through their 

animated distinguishable behaviours. We proved this point through our robustness 

examination against the Kund’s CAPTCHA. This examination showed successful attempts 

in gathering the segments of the character alone without the noises around them to create a 

set of recognisable images of the character from every sequence of frames. 

Yahoo CAPTCHA and the “noisy characters” mechanism. In principle, the use of a 

“noisy characters” mechanism can increase the resistance of the CAPTCHA against the 

tracking attacks that directly identify the text and track it through the animated frames. 

However, as implemented in the Yahoo CAPTCHA, this mechanism could also be 

exploited by attacking methods that distinguish the noises from the text through their 

behaviours. We have demonstrated the vulnerability of this mechanism in our examination 

of the Yahoo CAPTCHA. This examination includes an attack that succeeded in identifying 

the noisy characters through their movement from left to right and identified the main text 

through its movement in a random circle through the animated frames. This attack also 

distinguished the main texts from using the noisy characters in a few challenges by the 

difference in their movement and rotation speed. These included the challenges where the 

noisy characters change their position or rotation angle randomly through the animated 

frames.  

This mechanism may also suffer from usability problems that could affect human accuracy 

in solving its challenges. These problems are linked to the ability of the human to 

differentiate between the main characters and the noisy characters. This problem occurs 

mainly when the principal and noisy characters are displayed using a similar font type and 

size. Figure 10.1 shows an example of those cases in which the difference between the main 

and noisy characters is their movement behaviour. The CAPTCHA in this case can easily 
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confuse the human and cause them to add together both the main and noisy characters in 

the answer box. 

 

Figure 10.1. Confusing Yahoo CAPTCHA 

As result, we have shown that the current designs of the “noisy characters” may only impact 

negatively on the balance between usability and security. These designs can only assist the 

computer program in beating the human to solving this CAPTCHA. Therefore, we 

recommend that future designs include other distortion mechanisms to avoid such a 

negative impact in those designs. 

The CAPTCHANIM/ KillBot professional CAPTCHA and the “animated distortion” 

mechanism. The animated character mechanism used in the CAPTCHANIM and KillBot 

professional CAPTCHAs do not improve the security of those CAPTCHAs. Instead, they 

could lower the ability of humans in recognising them. We have shown this particular 

problem through our attacks that broke those CAPTCHAs with a very high success rate. 

This attack included approaches that analysed the animated characters to catch them when 

they are displayed completely in the middle of the frames. These approaches can also catch 

animated characters distorted through the animated approaches in their least distorted 

images. These animated approaches include complex ones such as the rotation approach 

and vulnerability problems can lead to those CAPTCHAs being less secure than the 

traditional, image-based CAPTCHAs.  

However, the approaches used as part of the targeted mechanism could still slow our 

attacks, the main cause being the length of time needed to analyse frames from the animated 

challenge and to identify the frames that show the correct forms of the animated characters. 

Still, this does not mean that the human can do better, as the human also takes time to solve 

the animated challenge. This includes the time taken looking at the animated image to find 

the frames that display each character correctly. This length of time could be also increased, 

when a human misses those frames, causing them to wait until they appear again. In 

addition, a few animated challenges can be more difficult for the user to solve than the 

current automated attacks such as the confused rotated characters, which can be difficult 
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for the user to recognise. This issue is more apparent in the characters which rotate in 

different directions, while they appear as rotating towards their correct direction for a short 

length of time. However, we proved the ability of the automated attacks to assist the 

recognition engines in recognising those confusing characters by catching them when they 

are rotated in the correct direction. 

As a result, we learned that the use of the animated mechanism against the individual 

characters could not assist in fooling the recognition attacks. Instead, they could lead to 

vulnerability problems against customised attacks, which can solve them better and faster 

than the human. We showed this issue in our attacks against CAPTCHANIM and the 

KillBot professional CAPTCHAs. This attack strengthens the need to adopt both 

segmentation and tracking resistance mechanisms to improve the resistance needed against 

the attack. This adaptation can be more effective than relying on the “animated distortion” 

mechanism that adds only the time dimension to the CAPTCHA schemes. 

The ReCAPTCHA and the “crowding characters together” mechanism. In general, the 

use of this mechanism did not provide significant resistance against the attacks, which 

could still exploit them by identifying the characters from their shapes. For example, we 

could identify the characters “i” and “j” through the dot point above them, as we showed 

in our attacks against the ReCAPTCHA. The connected characters can be also exploitable 

in their connection areas by the segmentation attacks. One example of this is when the 

characters “d” and “h” are connected to each other. This connection can leave a sharp 

looped area with can be used by the attackers to segment those characters.  

The distorted characters that could resist attacks identified through their shapes are still 

identifiable by machine leaning attacks such as the automatic segmentor. We have shown 

this issue in many cases during our attack on the latest version of the ReCAPTCHA that 

includes too many distortion methods in its designs. Still, we have shown some cases where 

the attack could lead to errors in recognising the connected characters. These include cases 

where the attack identified connected characters as different characters, due to the 

similarities between them. Nevertheless, the feature behind this problem could still fail to 

provide an option of distinguishing between the human and the computer. This failure is 

caused by human inability to avoid the same mistake as the computer in attempting to solve 

the same CAPTCHA challenge. For example, the computer could fail in distinguishing 
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between “rn” and “m” in the ReCAPTCHA challenges due to the high distortion 

mechanism. Humans also encounter these problems, especially non-native English 

speakers, as the words used in the ReCAPTCHA were originally selected from an English 

text.  

As a result, the use of a CCT mechanism, alongside the distortion algorithms, is not enough 

to provide the necessary balance between the security and the usability of the CAPTCHA 

system. Instead, it can increase the level of human confusion each time it increases the level 

of security. This proves the need to include other mechanisms to empower the segmentation 

resistance of the CAPTCHA system, such as tracking resistance mechanisms. 

The Wikipedia CAPTCHA and the “lines as clutter” mechanism. Relying on noises to 

improve the robustness of the CAPTCHA against segmentation and recognition attacks 

does not seem to be sufficient. We proved this point in our attack that removed noises 

around the characters and in their connection area with other characters. Our attack against 

the Wikipedia CAPTCHA in chapter 3 has clearly shown how to deal with this mechanism. 

This attack succeeded in identifying the noises through their low thickness around the 

characters and their connecting areas between the characters. This identification aided our 

attack in segmenting the characters that are connected through those noises. It also helped 

us to clean those noises from the area around the characters before we sent the characters 

to the recognition engine. As a result, our recognition engine achieved a very high success 

rate in recognising the CAPTCHA challenges and proved the vulnerability of this 

mechanism against the attacks. 

It should be noted that the CAPTCHA uses a distortion mechanism that causes a few parts 

of the characters to be removed from the main image. It also uses the CCT mechanism to 

connect a limited number of characters in few CAPTCHA challenges. Both mechanisms 

could survive our simple attack against Wikipedia CAPTCHA as they need a more complex 

attacking method to deal with them. The survival of those mechanisms proves that they are 

more effective in defending the CAPTCHA against simple attacks than a “lines as clutter” 

mechanism. Noises generated by the mechanism around the characters were easily 

identified and removed from our CAPTCHA challenges, as we explained before. 
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10.3 On the design guideline of animated text schemes and associated mechanisms  

In this section, we discuss the attributes found in the design of both the animated and 

standard text-based CAPTCHA schemes and their defence mechanisms. We also discuss 

the trade-offs between the robustness and usability of those CAPTCHAs, as well as the 

design guidelines which we can provide, based on our research into them. 

The attributes of the text (main characters). The attributes of the main characters play a 

major role in defining the robustness and usability of the animated and non-animated text-

based CAPTCHA schemes. We discuss this major attribute for both standard and animated 

text-based CAPTCHA in the following terms: 

The size of character sets/text length. The text attributes that determine both the robustness 

and usability of the CAPTCHA are mostly defined in two terms. The first is the number of 

characters included in the character set, and the second is the text length (the number of 

characters used in each challenge). Robustness issues are mainly apparent in standard and 

animated schemes that use small text lengths and small sizes of character sets. The use of 

small text length can play a role in assisting the segmentation attacks, as the lower text 

length means a decreased chance of the attacks segmenting it wrongly. The small size of 

the character set could also play a role in helping the segmentation attacks as it will decrease 

the number of detectable patterns. In addition, it could also play an enhanced role in 

assisting the recognition attack, as the attacks would have to choose between fewer 

numbers of characters to solve challenges, which increases the recognition rate of those 

characters. The use of small text length and character set sizes in the animated schemes 

could also help the tracking attacks solve the challenges by simplifying the objective of the 

attacks in determining the position of the characters in each frame used in the animated 

challenges.  

That does not necessarily mean that the use of a greater text length or character set size can 

be regarded as a solution. This point is proved by many researchers who found other 

problems that could cause the balance between usability and security in the text-based 

schemes to be lowered. These issues are present in the recent animated schemes such as the 

KillBot CAPTCHA, NuCAPTCHA and the Kund’s CAPTCHA. One of the major issues 

is the text length in animated challenges, which played a major role in breaking the schemes 

that contain them. For example, the fixed number of characters used in each challenge 
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category in the Kund’s CAPTCHA helped us to identify the maximum number of 

characters needed to be tracked and segmented in each challenge. On the other hand, the 

fixed number of characters still plays an important role in providing the usability of the 

character. This fixed number helps the user identify the correct number of characters 

needed inside the CAPTCHA challenges. It can also reduce the chance of misspelling the 

connected characters. This usability advantage is more present in the animated scheme 

where the animated characters are highly connected and distorted, such as Xu's 

NuCAPTCHA. 

The choice of characters. Another issue related to the text attribute is the choice of the 

character included in the character set. This issue is linked to major successes of current 

attacks on text-based CAPTCHAs. These successes were mainly dependent on a specified 

pattern shape, although the patterns could significantly increase the recognition rates of 

challenges by the human. For example, we showed how too many characters were exploited 

through a certain pattern in their shape. For example, the looped characters such as “O” and 

“D” in the ReCAPTCHA are easily detected by the shape of the loop pattern inside them. 

The characters with points above them can also be regarded as prime examples. These 

characters can be easily identified through the shape of their points, such as “i” and “j” in 

the ReCAPTCHA scheme.  

We have also identified another issue with the character set included in the current 

CAPTCHA scheme that is related to those sets limited to capital letters only. The main 

cause of this issue is the common ratio of width to height in most capital letters, such as 

“K”, “P”, “T”, “N”, “B” and “R”, in which they share the same font type and size. This 

issue could aid attacks in identifying the position of other characters of shared height data, 

even in cases where those characters are rotated. However, these characters can still play a 

major role in the usability of the CAPTCHA scheme. This role is more apparent in animated 

schemes that connect them together through animated mechanisms. The usability of these 

schemes is defined by the shared height of the animated capital letters. This shared height 

would make animated letters more recognisable to the human, when they are connected 

together.  

The segmentation resistance attributes. In general, the main weaknesses of the current 

segmentation resistance mechanisms are centred on the exploitable shape of the characters 
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and their connection areas. These exploitable shapes are mainly present in the standard text-

based CAPTCHA schemes that use the CCT mechanism. Those schemes include the most 

recent ones that failed to hide their exploitable shapes through distortion mechanisms such 

as ReCAPTCHA. Our recent research on these CAPTCHA schemes showed that they are 

highly exploitable by attacks that combine novel attacking methods with the automatic 

segmentor approach.  

The use of animated approaches as a part of the CCT mechanisms may present an additional 

solution to hide exploitable shapes. However, many animated approaches still present 

another vulnerability problem such as the segmentation-resistance approach deployed by 

the NuCAPTCHA. This approach overlaps with a number of characters and animates them 

individually. We could present their problems with attacks that identify the connection 

areas between the characters animated through their movements, such as our attack against 

Xu's NuCAPTCHA. Nevertheless, we could still overcome these problems with methods 

that animate the whole connected characters through the CCT mechanisms. We could also 

include other animated methods that aim to partially hide the characters through the 

animated frames. 

Other noisy objects could still also play a role in strengthening the segmentation-resistance 

of the CAPTCHAs. For example, they could act as false patterns of the text to confuse the 

segmentation attacks between them and that text. These objects mainly need to match the 

pattern of the characters, otherwise they would be highly exploitable through the automated 

attacks that would be able to remove them from the areas around the character (e.g. the 

Wikipedia CAPTCHA). These objects also need to match the animation of the characters 

in case they are included in the animated CAPTCHA schemes. We could do that by 

randomising the movement of the patterns of the character and the noisy elements around 

them. 

The use of emerging noises against tracking attacks. The use of the “emerging image” 

mechanism and its equivalent mechanism (noisy lines) should prevent attackers from 

gathering pieces of a character segment from the animated frame. Such a feature should not 

make the segment of the characters distinguishable from the noisy background by a 

computer program, otherwise it would cause it to extract segments of the characters and 
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separate them from the noisy background around them. That would simplify gathering 

pieces of the animated characters and lead to these pieces being recognisable by attacks. 

Our research explored many exploitable features. We can identify those features through 

the intensity, movement direction and speed of the noises that represent the main text, 

especially our research against the Xu’s version of the NuCAPTCHA and the Kund’s 

CAPTCHA. Nevertheless, these problems can still be countered by decreasing the intensity 

of the text segments and matching their animation behaviours to the other noises around 

them. In addition, we may need to include other animated distortion methods so that those 

used against segments of the character in one frame cannot be matched with another 

segment of the same characters in another frame.  

The use of the noisy characters against tracking attacks. The use of animated characters 

as noises has a subtle effect on both security and usability. For example, the “noisy 

characters” mechanism has failed to hide the exploitable behaviour of both the main 

characters and the noisy characters around them. This failure leads our attack to identify 

and select the main characters, after it had removed the noisy characters around them. These 

exploitable behaviours are essential to the recognisability and readability of the text by the 

human. Such distinguishable behaviours need to exist regardless of their format (upper 

case, lower case and numbers). In addition, as we discussed in 10.1, it seems that in the 

presence of these behaviours the system could still cause usability issues.  

We have explored techniques to exploit the behaviour of the main and noisy characters 

associated with segmentation technologies. We have also discussed the possible defences 

against them. However, it still seems to be an open problem to design a CAPTCHA scheme 

that is secure and usable. We can prove that through our targeted scheme that still depended 

on one unique behaviour for the animated noises. This can be overcome by using different 

animations for the noises in each challenge. These different animations should increase the 

confusion of the attacks in distinguishing the noisy characters from the main characters.  

The use of other animated distortions. As we discussed before, the animated distortion 

would not improve the resistance of the segmented characters against attacks. As we have 

shown, these attacks can still catch the animated character in their full and most correct 

form in the animated images. As result, they could still beat the human in solving the 

animated CAPTCHA schemes that include the animated characters. The results of our 
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examinations against the KillBot and the CAPTCHANIM are prime examples of how the 

computer program can catch even the confusing rotated characters in their correct form, 

including “p”, “q”, “d” and “b”.  

Nevertheless, we still think that animated distortion methods could increase the robustness 

of the CAPTCHAs if they are used against the whole text alongside segmentation-

resistance and tracking-resistance mechanisms. Such a combination could make it harder 

to present a visible image of the text but, even so, could still not prevent the attacks from 

generating the full image of the animated text, even from a sequence of emerging frames. 

This issue could aid the attack to exploit these mechanisms, as it could still segment and 

recognise the full images of the text through a deep-learning attack. Therefore, an 

implementation of a method that prevent the attacks from generating these images is 

required to improve the robustness of the animated challenges. 
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Chapter 11. The design of the new animated text CAPTCHA 

In this chapter, we discuss the design of the new CAPTCHA scheme based on the results 

of our attacks on the previous text-based CAPTCHA schemes. This CAPTCHA scheme 

includes animated text that moves randomly through the animated frames and other 

background objects that resemble the noises in our CAPTCHA challenges. The CAPTCHA 

displays both the text and background using the “emerging image” mechanism. We tested 

this CAPTCHA scheme in terms of its robustness and usability to develop an understanding 

of the main problems of the animated text-based CAPTCHA scheme. It also helped us to 

improve them with an examination of its methodologies not included in our previous 

scheme. 

11.1 Introduction 

Through our studies, we have shown how too many animated and standard text-based 

CAPTCHA schemes failed to repel the automated attacks. Our research led us to identify 

various vulnerability problems in our targeted schemes and helped us to exploit our targets 

with tracking and segmentation attacks. This research also helped us to determine proper 

solutions to remove the exploitable vulnerability problems from the targeted CAPTCHA 

schemes and increase their robustness against the segmentation and tracking approaches, 

as we discussed in chapter 10.  

The results of our examinations of the current CAPTCHA schemes have helped us to 

produce a design guideline which we have used to design a new animated text-based 

CAPTCHA (more details included in section 10.3). This CAPTCHA scheme includes 

distortion methods that are based on the “emerging image” mechanism. Each of the 

methods show the objects in the animated image in the form of animated segments that 

move in front of a white background. The animated objects displayed in the CAPTCHA 

challenges in this scheme include a main text object which includes animated characters 

that humans need to write in a specific box to solve the CAPTCHA. They also include other 

animated objects built from noisy images. All these objects appear and move randomly 

through the animated frames. Each animated object then moves in random directions at 

random speeds and keeps changing its movement, direction and speed through the animated 

frames.  
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The characters in the main object are animated by a number of distortion approaches 

including character overlapping and individual character rotation implemented by the 

NuCAPTCHA. We also included another method that changes the appearance of the 

animated characters through the animated frames using a twirl/ swirl effect which rotates a 

whole image around an anchor point118.We also included an animated method that causes 

large parts of characters to be hidden through a long sequence of frames. This method could 

prevent tracking mechanisms from merging segments of the text from sequences of frames. 

We presented examples of these mechanisms in our attack on Xu's NuCAPTCHA and the 

Kund's CAPTCHA.  

In this chapter, we provide details of the design of this new animated text-based CAPTCHA 

scheme. We also discuss the main distortion features used in it such as the partial hiding 

and twirl effect. We also discuss other features used to design the noisy objects and 

backgrounds and provide a detailed discussion of the robustness of the CAPTCHA scheme. 

These details include examinations through attacking methods previously employed 

against other CAPTCHA schemes. In addition, we provide details of the usability 

examination of our scheme, including the human success rates in solving the challenges 

and the time needed for humans to solve them. 

The sections in this chapter are organized as follows: Section 11.2 discusses the design of 

the new CAPTCHA scheme, while in section 11.3 we discuss the security of the 

CAPTCHA scheme based robustness examinations against it. In section 8.4 we discuss the 

usability test. Section 8.5 summarises the chapter. 

11.2 The new animated text-based CAPTCHA design 

The AI-problems in our scheme is associated with character recognition in which the main 

object in each challenge consists of text. As we discussed previously, humans could solve 

these challenges by recognising the text and writing it in a specific box. Each challenge in 

our scheme displays the text with other animated objects that share the same movement 

behaviour of the text. We generated those objects by using animated images such as clouds, 

mountains and trees.  

We distorted our challenges using the “emerging image” that displays the edges of the text 

and background with animated noises. We generated the challenge by using Xu et al.'s 

technique10 that was implemented to generate his version of NuCAPTCHA. This technique 
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includes generating grayscale frames that show the edges of the text and background in 

bright colours in front of a black background. The method used to generate those frames 

includes calculating the norm of the derivatives of the image. The grayscale frames are then 

combined with a set of noisy images generated by Gaussian distribution. This combination 

results in a new set of grayscale frames. The value of each pixel in those frames is decided 

through the following equation: 

𝐼(𝑥, 𝑦) = 𝐼𝑚(𝑥, 𝑦) ∗ exp (
𝐼𝑛(𝑥, 𝑦)

𝑐𝑜𝑛𝑠𝑡
) 

The variables in this equation as follows: 

• 𝐼𝑚 is the value of pixel within the coordination point (𝑥, 𝑦) in each grayscale frame 

that include the text and background 

• 𝐼𝑛 is value of pixel within the coordination point (𝑥, 𝑦) in each generated noisy 

image 

• 𝑐𝑜𝑛𝑠𝑡 is constant value. 

• 𝑒𝑥𝑝 is an exponential function.  

Xu's technique also includes a constant threshold method that converts the new set of 

frames into binary frames. This method chooses a random value 𝑡 < 0. It then converts 

every pixel that has a value greater than  𝑡 into a white pixel, while it converts the rest of 

the pixels into black. 

All contents included in this animated challenge image are discussed in the following 

sections: 

• The design of the main challenge object. In this section, we discuss the main object 

and the distortion method used in it. 

• The design of the noisy background. In this section, we discuss the noises included 

in the background. 
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 The design of the main challenge object 

The main challenge object design includes a text that humans most read and write in a 

specific box to solve the challenge. The animated movement of the main object is 

implemented with a method that makes the text start from a random position in random 

frames and then moves the text to random directions at random speeds. Both the direction 

and speed then keep changing randomly through the animated frames. The method 

determines the appearance, position and direction by constructing spine curves. The 

construction process includes choosing a sequence of random coordination points that are 

widely separated within the animated image. We connect these points using a periodic 

interpolating cubic spline curve algorithm created by Eugene Lee119. This algorithm returns 

a parametric variation cubic spline curve passing through the given sequence points. We 

can explain the algorithm with the following equation: 

∑ √‖𝑝𝑜𝑖𝑛𝑡𝑠𝑖+1 − 𝑝𝑜𝑖𝑛𝑡𝑠𝑖‖2

𝑖<𝑗

 

In which two coinciding points belong to a given sequence of points chosen by Eugene 

Lee's centripetal scheme. After that, the approach uses another method that chooses the 

random frame that the main object appears in. The movement speed of the object is 

determined through another method that sets a random speed ranging between two to five 

pixels per frame. This method also keeps changing the speed to another random speed in 

random frames. 

The design of the animated text challenge included in this main object is based primarily 

on the animated CCT mechanism of the NuCAPTCHA. This mechanism was originally 

implemented to overlap the characters in the text, and rotates each of them individually. 

Our animated CAPTCHA incorporates a different design to make the mechanism more 

secure than its earliest design in THE NuCAPTCHA. The new design includes a random 

number of overlapped characters that rotate slowly with a rotation speed that reaches one 

degree (Π 180)⁄  per frame. The overlapped characters are distorted using two distortion 

methods. The first method uses an animated wrap algorithm to increase the difficulty of the 

automated attack to identify the slow rotation of the characters. The second method 

partially hides characters using a set of animated circles that keep moving to display 

different parts of the character in each small sequence of frames. Our aim was to combine 
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both animated distortion and rotation. This combination could help in preventing the 

automated attack from matching the visible pieces of the characters through the animated 

frames. Thus, they could resist the segmentation and tracking attacks. 

The following sections include a detailed description of the animated distortion approach 

and partial hiding of the characters approach. 

The animated circular wrap (twirl effect) distortion. We designed a technique using an 

approach that creates a map of image pixel coordinates around a specific point in the image 

of these characters. Then, we used this map to create an animated warp system where all 

the pixels of the characters rotate around the specific point of the image. This rotation angle 

and speed are different depending on the radius distance for every pixel from the centre of 

the rotated area. Tim Warburton120 explained the use of this approach against a single image 

through the following algorithm that was used for each wrapping point against one frame: 

𝐀𝐥𝐨𝐠𝐫𝐢𝐭𝐡𝐦: Processor Wrap 

𝐈𝐧𝐩𝐮𝐭: 𝑖𝑚𝑎𝑔𝑒, coordinates of the rotation centre (𝑥𝑐 , 𝑦𝑐), 𝑎, 𝑏, 𝑐, 𝑑 

𝐎𝐮𝐭𝐩𝐮𝐭: 𝑖𝑚𝑎𝑔𝑒 (after modification) 

1: for each pixel coordinates 𝑥 and 𝑦 from the image of the characters do 

2: Calculate the radius distance from the rotation centre using the equation: 

𝑟 = √(𝑥 − 𝑥𝑐)2 + (𝑦 − 𝑦𝑐)2 

3: Calculate the radius angle of line between the point and the rotation centre 

using the equation: 

𝐴 = tan−1(𝑦 − 𝑦𝑐)/ (𝑥 − 𝑥𝑐) 

4: Use both radius distance and angle of the original image point to calculate the 

new angle of the wrap: 

𝐴𝑛 = 𝐴 + (1 −
1

1 + 𝑒𝑏(𝑐−𝑑𝑟)
) 𝑎 

5: Use the results to calculate the new coordination of pixel in the wrap image 

using the two following equations: 

𝑥𝑛 = 𝑥𝑐 + 𝑟 cos 𝐴𝑛 

𝑦𝑛 = 𝑦𝑐 + 𝑟 sin 𝐴𝑛 

6: Copy the pixel (𝑥,𝑦) from the original image into the new coordinates (𝑥𝑛, 𝑦𝑛) 

in the wrapped image 

7: end 
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8: return image  

Where 𝑏, 𝑐 and 𝑑 are static values that can be chosen randomly for every challenge. 𝑎 is a 

variable with value that keeps steadily increasing at speed of 𝑆 until it reaches a value of 

M. it then starts to go backwards until it reaches the value of −𝑀, so it can limit the 

animated wrap. The value of 𝑀, −𝑀 and 𝑆 are limited to protect the usability of the 

CAPTCHA. This algorithm can run two times against the same animated image. In each 

run, we choose different the values of 𝑏, 𝑐, 𝑑 and 𝑀. We also choose different starting 

value of a and coordination of the rotation centre (𝑥𝑐 , 𝑦𝑐) . We can explain our animated 

wrap algorithm as follows: 

𝐀𝐥𝐨𝐠𝐫𝐢𝐭𝐡𝐦: Animated Wrap 

𝐈𝐧𝐩𝐮𝐭: 𝐴𝐼𝑚𝑎𝑔𝑒 (Animated Image) 

𝐎𝐮𝐭𝐩𝐮𝐭: 𝐴𝐼𝑚𝑎𝑔𝑒 (Animated Image) 

1: 𝑊 ←  𝑤𝑖𝑑𝑡ℎ of 𝐴𝐼𝑚𝑎𝑔𝑒 

2: 𝐻 ← ℎ𝑒𝑖𝑔ℎ𝑡 of 𝐴𝐼𝑚𝑎𝑔𝑒 

3: 𝑥𝑐 ← Random number between (𝑊 3⁄ ) and (2 ∗ 𝑊 3⁄ ) 

4: 𝑦𝑐 ← Random number between (𝐻 3⁄ ) and (2 ∗ 𝐻 3⁄ ) 

5:  coordinated point of the rotation centre (𝑃)  ← 𝑥𝑐 , 𝑦𝑐 

6: 3: 𝑏, 𝑐, 𝑑 ← Random numbers 

7: 𝑀 ←  Random number between (2.0) and (4.0) 

8: 𝑎, 𝐴 ← Random number between (𝑀) and (−𝑀) 

9: 𝐟𝐨𝐫 𝐞𝐚𝐜𝐡 𝑓𝑟𝑎𝑚𝑒 in the 𝐴𝐼𝑚𝑎𝑔𝑒 𝐝𝐨 

10:   𝐢𝐟 (𝐴 > 𝑎 𝑎𝑛𝑑 𝑎 < 𝑀) 𝑜𝑟 𝑎 = −𝑀 𝐭𝐡𝐞𝐧 

11:     𝐴 ← 𝑎 

12:     𝑎 ← 𝑎 + 1 

13:   𝐞𝐥𝐬𝐞 

14:     𝐴 ← 𝑎 

15:     𝑎 ← 𝑎 − 1 

16:   𝐞𝐧𝐝 𝐢𝐟 

17:   𝑓𝑟𝑎𝑚𝑒 ← Processor Wrap(𝑃, 𝑎, 𝑏, 𝑐, 𝑑) 

18: 𝐞𝐧𝐝 

19: 𝐫𝐞𝐭𝐮𝐫𝐧 𝐴𝐼𝑚𝑎𝑔𝑒 



180 

 

 

 

Figure 11.1. The animated wrap 

Figure 11.1 shows an example of the animated wrap method. 

The partial hiding of the characters. This approach uses animated circles to display a 

limited part of the animated characters, making them difficult to be gathered and identified 

by the recognition engine. The animated circles move through two opposite hertz cycle 

lines that are linked through their edges. The position of the link can be in the middle of 

the vertical area of the animated image in case the circles move horizontally or in the middle 

of horizontal area of the animated image and in case the circles move vertically. The 

coordination of the circles in each frame can be determined using the following equation 

in case the circle moves horizontally: 

𝑦 =
𝐻

2
𝑠𝑖𝑛 ( 

2 𝜋

𝑙
𝑑 𝑥) +

𝐻

2
  {

𝑥 ≥ 0 𝑎𝑛𝑑 𝑥 < 𝑊
𝑑 = +1  𝑜𝑟 − 1
𝑊 𝑚𝑜𝑑 𝑙 = 0

 

It can be determined by using the following equation in the event the circle moves 

vertically: 

𝑥 =
𝑊

2
𝑠𝑖𝑛 ( 

2 𝜋

𝑙
𝑑 𝑦) +

𝑊

2
 {

𝑥 ≥ 0 𝑎𝑛𝑑 𝑥 < 𝑊
𝑑 = +1  𝑜𝑟 − 1
𝑊 𝑚𝑜𝑑 𝑙 = 0

 

In which the 𝑊 is the width of the image of the main object, the 𝐻 is its height. The l is the 

wavelength. This wavelength should be a factor of the width in case the circles move 

horizontally. It should also be a factor of the height in case the circles move vertically. The 

d is a value that shows which one of the two opposite hertz cycle lines is crossed by each 

circle. This value can be determined by identifying the movement direction of the circle; it 
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would be +1 when the circle move forwards, while it would be -1 when the circle moves 

backwards. Figure 11.2 shows an example of the partial hiding of the characters. 

 

Figure 11.2. Partial hiding of the characters 

 The design of noisy background 

The CAPTCHA also includes other noisy objects used in the background image. These are 

limited in each challenge to three objects created from animated images that are chosen 

randomly. Each of the objects is re-sized to match the width and height of the main object 

and animated using the same wrapping method. It also shares the same movement 

behaviour of the main object in which it appears and moves randomly through the animated 

frames. The main object still includes more noises than the noisy object. The noises in the 

main object are darker and thicker than the noises used in the noisy objects. Both the main 

challenge object and the noisy objects in the animated challenge images are also shown in 

front of a noisy background. This background is created from an animated loop image 

chosen randomly for each animated challenge image. Figure 11.3 shows an example of this 

noisy image. 

 

Figure 11.3. The noisy image 

11.3 The security resistance of our new CAPTCHA scheme 

As described before, the major problems in the recent animated CAPTCHAs are their 

emerging mechanisms that aim to confuse attacks between noises and main objects. 

However, our scheme overcame those problems with the new techniques described in the 
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previous section. These techniques could prevent the segmentation and tracking attacks 

from breaking this CAPTCHA and could be effective against the recent deep-learning 

attacks. In this section, we discuss the robustness of our scheme against tracking and 

segmentation attacks and discuss its robustness against deep-learning attacks. 

 The security of the scheme against tracking and segmentation attacks 

We can discuss the resistance of our scheme against tracking and segmentation attacks by 

including a detailed description of every feature included in our attack: 

Circular-wrap feature. The use of this feature could cause the segments of the text to change 

their positions in every sequence of the frame. As a result, it caused the identified segments 

of the text within the sequence of frames to be unmergeable. Thus, it could prevent the 

attacks from creating a full image of the text using the identified segments. Figure 11.4 (A) 

shows how the text appears, after we merge its identified segment within three sequences 

of frames. We can present the segments displayed in the figure as follows: 

• the blue segments are taken from the right-side frame.  

• The green segments are taken from the middle frame.  

• The red segments are taken from the left-side frame.  

• A 

 

B 

 

  

Figure 11.4. Attacking animated CAPTCHA challenges 

The circular wrap feature could also improve the resistance of the scheme against vertical-

segmentation attacks. The cause of this resistance is that circular wrap could move nearly 

half of one side of a character into the same vertical column of the opposite half side of the 
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other character beside it for a limited sequence of frames. Figure 11.4 (B) shows an example 

of how the animated wrap system could make an animated object that includes three 

characters “P”, “S” and “D” more resistant to vertical segmentation. The cause of this 

resistance is that the right side of “P” and the left side of “D” appear on both the right and 

left side of “S”. 

Partial-hiding feature. This feature plays a major part in protecting the CAPTCHA against 

the attack by showing the human different parts of the character through the animated 

frames. The parts shown through the animated frames make them difficult to identify and 

connect together through the current attacking systems. The cause of this issue is the 

animated wrap that displays each of the parts in a different shape than the parts shown in 

different frames. The movement effects of text can also prevent attacks that predict the 

positions of text parts in each animated frame. This method caused the current attack to 

record a high failure, after we tested it during our research against the CAPTCHA animated 

images used in this approach. 

Noisy objects. The additional features included in this CAPTCHA are the animated objects 

that move and distort using the same method against the main object that shows the 

animated characters. These animated objects are only provided to slow the current attacks 

against our animated CAPTCHA by confusing the attacking programs between them and 

the main object. However, the animated objects cannot prevent the attacking systems from 

identifying the main text. The causes of this issue are the usability requirements of the 

animated CAPTCHA systems which force developers to provide the noises in different 

shapes than the text. The different shapes make it easy for both human and computer to 

locate the text. Figure 11.5 shows an example of the attack against the CAPTCHA. 

 

Figure 11.5. Removing the noises 
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 The security of the scheme against deep learning attacks 

Current deep learning techniques use advanced automatic solvers that segment and 

recognise the whole CAPTCHA image. These techniques use a highly improved 

recognition engine that connects neuron collections that process portions of text in the input 

CAPTCHA image/ frame. They can also be used as part of a generic attack that includes 

segmentation algorithms to improve the results of the attack. A few examples of these 

algorithms were provided by Bursztein et al.79 and Yan et al.80. Although we could not 

examine this scheme using an active deep-leaning attack, we still used similar techniques 

such as our attack against the ReCAPTCHA. These techniques included a convolutional 

natural network to develop a basic machine-learning mechanism that could segment the 

text.  

The results of our examination using those attacks showed that the partial hiding can only 

be a feature that provides full protection against those types of attacks. As mentioned 

before, such a feature prevents general attacking approaches from identifying the full image 

of the character and its position in the animated image. The same applies to the current 

deep-learning attacks which are highly dependent on visibility of the whole text in each 

frame. The exclusion of this feature can cause the text to become vulnerable to deep-leaning 

attacks. This vulnerability issue is present even in animated challenges that use the 

animated wrap feature. Our examinations showed that those attacks could recognise the 

parts of the emerged texts that were gathered from a sequence of frames. The main cause 

of this problem is the usability mechanisms that cause the noisy parts of the text to be close 

to each other. These mechanisms cause the hypothesis of the characters to be visible for the 

recognition engines to recognise the characters.  

Nevertheless, these kinds of attacks could take a long time to exploit the challenges that 

use animated wrap. The issue is in the design of the wrap method that adds changes to 

shapes of text in every frame. These changes cause each animated character to take the 

shape of other characters for a short length of time before returning to their recognisable 

shape. This feature causes the deep learning attacks to scan multiple frames before they 

find recognisable shapes of all characters in each challenge. The use of emerging 

techniques could also help to resist these attacks through similar patterns of noises used to 

display the text and the background in each frame. However, the attacks could still exploit 



185 

 

this technique by applying tracking mechanisms to clean text before applying the deep 

learning techniques against them.  

We can prove parts of our overall findings with our closest attacking approach to those 

used in a deep learning attack. This attack uses a machine-learning technique to recognise 

the patterns of each character in the text. It then connects the results to find the right answer. 

Our examination showed that the attack analysed at least 13 frames in every challenge that 

included the animated wrap to achieve a success rate of above 20% (an exact score of 23%) 

against 100 samples. The attack took an average of seven seconds in analysing each of 

these challenges. It also needed to recognise 21 frames of each challenge to match the 

success rate of our attack against the Kund’s CAPTCHA, which is 37%. As a result, our 

attack took an average of 248.375 seconds to analyse each of the challenges, more than 

97.451 seconds longer than the average time taken in our attack on the Kund’s CAPTCHA. 

 The security of the scheme against relay attacks 

The current version of our CAPTCHA scheme was not built to resist relay attacks and, as 

such, could prove vulnerable to attacks that target the game engines. Still, it could 

potentially resist some attacks that target the web CAPTCHA schemes through the 

emerging and wrap features. These features force the relay attacks to capture every frame 

in the image to make it visible to the solvers that help the attackers. Thus, we could detect 

these attacks by calculating the time taken to solve the animated challenges. We could also 

make the same assumption as Van Oorschot et al.39, Martiyama et al.36 and Kanich et al.40 

in discussing the security of our scheme, as the effort needed by humans to solve it could 

prevent them from solving our CAPTCHA challenges at a cheap price. Therefore, the use 

of relay attack against our scheme could cost the attackers too much money  

We could also include other relay prevention mechanisms in the current design of our 

scheme, for example, a mouse-movement detection mechanism that is based on Mohamed 

et al.43 mechanism. This mechanism requires the user to click on an animated image of the 

text or other noisy image that display an animal to solve the challenge. It could also require 

the user to click on another animated image after solving the challenge. Such a strategy 

could simplify the relay prevention against the CAPTCHA challenges. 
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11.4 The usability study of our new CAPTCHA scheme 

We have studied the usability of the CAPTCHA in a user study of 75 participants. We 

conducted the study through a website that provided each participant with five random 

challenges for each of the two different versions of our animated CAPTCHA challenges. 

The first version used in our usability study does not include the animated partial character 

hiding approach, while the second version includes all the distortion approaches together. 

Each challenge included in both versions is in the form of text challenge of three letter 

challenges that the participants must write in a specific box. This text challenge is also 

provided with a ratings box from 1 to 5, in which 1 is the lowest rating and 5 the strongest. 

The website then records details of the participants’ answers, including the number of 

correct answers, errors, skipped challenges, the time taken to solve each CAPTCHA 

challenge and the rating. In this section, we present detailed results of our examinations, 

before we discuss those results and the lessons learned from our examination.  

 The answer accuracy analyses 

 

Figure 11.6. The number of correct answers 

We firstly analysed the accuracy analyses per user. The results showed the first version that 

did not include the partial hiding method which was easy for the participants to solve, with 

an 83.4% success rate. 20 (27%) of the participants answered all the challenges. 48 (64%) 

solved four challenges correctly out of five. The rest of the participants (9%) solved only 

three challenges out of five. However, the second version that included the animated partial 

hiding of the characters was a bit of a struggle to solve with a 54% success rate. The results 

show that only eight (11%) of the participants provided the correct answer to all the 

challenges. Seven (9%) of the participants solved four challenges out of five. 27 (36%) of 
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the participants solved three challenges. 20 (27%) of the participants solved two challenges. 

13 (17%) of the participants solved one challenge. Figure 11.6 shows the detailed results 

of our first analysis. 

  

Figure 11.7. Success, error and skipped answers for each of five challenges  

We also analysed the results using another chart that provides details of the answers to each 

of the five challenges provided for both versions in figure 11.7. These details include the 

following: 

• Success, which is the rate of correct responses provided by the participants for each 

of the five challenges. 

• Error, which is rate of responses that do not match the challenge solution. 

• Skipped, which is the rate of the skipped responses to each challenge in which the 

participant clicked a button to receive a new challenge.  

Our analysis showed that the lowest rate of correct answers in our examination was 

recorded during the participants’ attempt to solve the first challenges of both examined 

versions. The answers include 69% of responses to the first challenge of the first version 

that did not include the partial hiding approach. They also include 32% of responses to the 

first challenge of the second version that included the partial hiding approach in its 

challenges.  
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The results of the examination based on that chart also showed an improvement in solving 

the animated challenges. Based on these results, the participants provided 92% correct 

responses to the fifth challenge of the first version, after they solved 69% of the first 

challenges correctly. They also showed an improvement in solving the challenges between 

the first and the fourth challenges of the second version. Based on these results, the 

participants achieved a success rate of between 68% and 69% in solving the fourth and fifth 

challenges, after they solved 32% of the first challenges correctly. The results show that 

the CAPTCHA needs to be used a number of times to be understandable by the users. The 

results also show the inability of a small percentage of users to solve the second challenges 

as the ratio of skipped challenges reached an average of 11%. This problem was because 

of the combination of the “emerging image” and the partial hiding that caused some of the 

animated text challenges to be invisible to the human eye. 

 Analyses of text errors 

 

Figure 11.8. Location of errors within code words 

Our usability study also included an analysis summarised in figure 11.8 of the distribution 

of errors within the uncorrected text responses to animated text challenges. The results of 

this analysis show that most errors were made on the middle character of the text challenge. 

The errors included 7% of total answered challenges that belonged to the first version 

(without the partial hiding approach). They also included 19% of the total answered 

challenges belonging to the second version (with the partial hiding approach). Our 

examination of these errors showed that the main cause was the similar appearance of the 

characters to others. These appearances caused confusion between the participants in 

reading a few characters, including those that changed their appearance for a short amount 

of time. The most common pairs of characters leading to these errors were “O/Q”, “4/A”, 

“R/P”, “5/S”, “2/Z” and “V/U”. These errors were mostly recorded in the examination 

results of challenges that were solved very quickly by the participants. 
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 The analyses regarding the time taken to solve challenges 

 

Figure 11.9. The time taken to solve the challenges 

Our usability examination of our scheme is also an analysis of the time taken to solve the 

challenges. The results of our examination included in figure 11.8 shows that participants 

were quickly solving the challenges presented by both versions. The average time recorded 

to solve the first version was 3.45 seconds with a standard deviation of 0.77018 seconds. 

The longest time to solve a challenge was 5.57 seconds, and the shortest time 2.67 seconds. 

The users took longer to solve the second version with an average time of 4.28 seconds 

with a standard deviation of 1.99696 seconds. The longest time taken to solve a challenge 

was 10.35 seconds, and the shortest 2.74 seconds.  

  

Figure 11.10. The time taken by challenge: Maximum→Average→Minimum 
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We include an analysis of the time taken per challenge in figure 11.10. Our results based 

on this analysis showed that participants improved their times in solving the challenges 

provided to them from both versions. The results showed the average time for solving the 

challenges of the first version improved from 4.31 seconds to 2.91 seconds. These results 

also showed that the average time taken to solve the challenges of the second version 

improved from 5.22 seconds to 3.41 seconds. 

 Rating the CAPTCHA challenges 

As we said before, we also asked the participants to rate the CAPTCHA challenge they 

solved, in which they needed to choose a rating between 1 (the lowest rating that indicates 

the challenge is awful) and 5 (the highest rating that indicates the challenge is awesome). 

We present the results of this examination in figure 11.11. 

 

Figure 11.11. The given usability ratio of the challenges by participants 

As this figure shows, we found that 52 of the participants gave the first version of the 

CAPTCHA an average rating of 88%. We could provide more details about the rating as 

follows: 

• 46% of the challenges were given a rating of 5. 

• 23% of challenges were given a rating of 4. 

• 8% of challenges were given a rating of 3. 

• 3% of challenges were given a rating of 2. 
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Yet, the participants gave the second version a far lower rating than the first challenge with 

an average rating of 44%. We can provide more details of the ratings as follows:  

• 7% of challenges were given a rating of 4. 

• 28% of challenges were given a rating of 3. 

• 30% of challenges were given a rating of 2. 

• 24 % of challenges were given a rating of 1. 

11.5 Discussion 

Comparing the results of our security and usability examinations against our CAPTCHA 

scheme with the results of other schemes, we can prove that this CAPTCHA solved many 

vulnerability problems present in both standard and animated CAPTCHAs. The 

vulnerability problems include exploitable behaviours that could aid the attacks in 

extracting, cleaning and segmenting text. We gave various examples in our attacks against 

KillBot, CAPTCHANIM, NuCAPTCHA, Yahoo and the Kund’s CAPTCHA. We have 

also presented a potential solution for vulnerability problems of the recognition and 

automatic segmentor attacks as discussed previously in section 11.3.1. The usability study 

also showed an improvement in the balance between security and usability. The results 

showed that our attack would need to take 248.375 seconds to solve the CAPTCHA in 

comparison to an average of 3.46 seconds recorded by humans. The nearest result was in 

our attack against the Kund’s CAPTCHA, in which the attack took 150.024 seconds to 

solve the CAPTCHA in comparison to an average of 11 seconds recorded by humans. 

Looking at our usability examinations, we also learn that the first version of attack that only 

includes the animated wrap achieved a good usability score in terms of accuracy and speed. 

Although it is still 7% behind the Chellapilla limited score of 90% for a good CAPTCHA 

as stated in 2005, we should note that all CAPTCHAs achieving that score are entirely 

broken, as AI programs improve over time. However, we found that animated partial hiding 

would still need improvements, as the usability examination showed that users struggle to 

solve the challenges that included this mechanism. Nevertheless, the results of our 

examinations still showed that one cause of the usability problem is the extent of learning 

and understanding. These results were based on the level of improvement in solving the 
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challenge as this CAPTCHA is still new. We also noted that most of participants were 

rushing to solve this CAPTCHA rather than taking enough time to solve the challenges. 

This is a result of humans being more adaptable to solving standard text-based CAPTCHA 

challenges as opposed to the animated challenges. 

11.6 Summary 

We have designed an animated text-based CAPTCHA that uses the emerging technique to 

display overlapped characters that rotate and change their pattern using an animated 

distortion technique. These overlapped characters move together in random direction at 

random speed alongside other noisy objects in front of a noisy background. This 

CAPTCHA scheme includes two versions of animated characters. The first version displays 

the full overlapped characters, while the second hides overlapped characters partially 

through the animated frames. We examined the two versions of the CAPTCHA in terms of 

robustness and usability. These examinations showed that the second version could achieve 

the highest level of security required against the attack although it suffers from usability 

problems identified in our test. The first version is more usable than the second version, but 

suffers from security issues. 
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Chapter 12. Conclusion 

We have presented a set of case studies aimed at evaluating the robustness of the animated 

text-based CAPTCHA and other standard text-based CAPTCHA schemes. Some 

CAPTCHA schemes depend on complex animated distortion against the recognition 

systems. Other schemes rely on tracking resistance principles and segmentation resistance 

practices. Our studies include a set of examinations based on identified vulnerabilities in 

the design of each CAPTCHA scheme. The identified problems helped us to develop 

different approaches that aim to track the characters and determine the connected characters 

necessary to segment them. The methods used in our attacks mainly rely on technologies 

that use image processing to analyse the components in every single image or frame. These 

methods are also supported by tracking techniques that link those components with their 

other images through animated frames. Our techniques also include several segmentation 

mechanisms such as the automatic segmentor, shape pattern identifier and vertical 

histogram techniques. Our aim is to discover the design flows in our targets and understand 

the reasons for the security mechanism failure in each. Our understanding of these failures 

also helped us to understand how to progress and avoid them in future versions of the 

animated test-based CAPTCHA. Thus, it helped provide a design guideline and use it to 

create a new CAPTCHA. Our study did not include any attempt to examine the CAPTCHA 

as an open AI problem, as our focus was mainly on the security mechanisms only. This 

overall research contributed greatly to our work and helped us to answer our main research 

question, which we will discuss in this chapter. 

This chapter is organised as follows. Section 12.1 outlines the contributions made by our 

research in detail. Section 12.2 provides detailed answers to the questions we asked through 

our research. Section 12.3 provides details of our future work. 

12.1 Summary of contributions 

Our research included in our thesis has made many contributions, including the following: 

• A number of segmentation and tracking attacks. We developed many tracking 

attacks against animated text-based CAPTCHAs. These attacks include advanced 

character extraction mechanisms which track the characters individually. We 

developed these attacks as a part of our investigation into the ability of the computer 

program to beat the human in recognising the individual animated characters. In 
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particular, our examination was aimed at the distorted characters through complex 

methods such as “animated rotating and “horizontal deformation”. We also 

developed tracking attacks to break tracking resistance mechanisms such as 

“emerging image”, “noisy lines”, and “noisy characters”. We designed the attacks 

to target the most resistant mechanisms with current attacks, rather than every new 

CAPTCHA scheme. Thus, we could have underlined their security requirements as 

impractical 25.  These CAPTCHAs include animated schemes that represent major 

tracking resistance mechanisms used currently in the animated schemes. For 

example, we targeted the Kund's CAPTCHA and Xu's NuCAPTCHA that were 

based on Niloy Mitra’s “emerging-image” mechanism11, which is regarded as the 

most resistant mechanism to tracking attacks. We also developed attacks on Yahoo's 

noisy letters mechanism that is used in their CAPTCHA. In addition, we also 

developed various segmentation attacks as part of our examination of standard text-

based CAPTCHAs. These attacks included a basic novel attack against the 

Wikipedia CAPTCHA and an automatic segmentor attack on the 2013 version of 

the ReCAPTCHA. 

• Toolbox for examining the CAPTCHA scheme. Every tracking attack designed 

in our research includes techniques that could break various CAPTCHA schemes. 

For example, both examinations against Xu’s NuCAPTCHA and Kund's 

CAPTCHA included a similar distant noises removal process. Other attacking 

mechanisms also targeted CAPTCHA schemes separately or alongside the tracking 

attacks. These mechanisms included advanced character extraction and 

segmentation mechanisms developed for both standard and animated text-based 

CAPTCHAs. For example, we examined the CCT mechanism as deployed in the 

ReCAPTCHA through an automatic segmenter and then examined an enhanced 

version of this mechanism as deployed in the Kund’s CAPTCHA using a similar 

technique to that used by the ReCAPTCHA. This shows that the standard 

segmentation attack could even contribute to the tracking attacks against animated 

schemes.  

• A list of robustness and usability issues in the current CAPTCHA design. Our 

examinations of standard and animated text-based CAPTCHAs helped us to learn 

key lessons about their robustness and usability problems. We discussed every key 
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lesson, in addition to trade-offs between robustness and usability identified in our 

targets. We also considered the reasons why the resistance mechanisms failed 

against our attacks, as well as our defence against them. Based on those 

examinations, we found that most identified failures in our targeted schemes are 

due to the main invariants identified in standard text-based CAPTCHAs. Many of 

those invariants were hidden by the distortions and tracking-resistance mechanisms. 

These mechanisms that aim to protect the invariants may increase the challenge 

against the CAPTCHA attacks. Still, they do not present a sufficient level of 

security to protect the CAPTCHA against the attacks. 

• A better understanding of the CAPTCHA design. Our study also contributed to 

understanding issues on the design of both standard and animated text-based 

CAPTCHAs. Few of those designs included the complex tracking-resistance 

mechanisms. Others included complex animated distortion methods that remain 

challenging against attacks. For example, we examined the animated rotation 

method that is difficult to break when it is used to distort confusing characters and 

segmentation-resistance mechanisms in both animated and standard text-based 

CAPTCHAs. 

• A new CAPTCHA design guideline. Our research on those vulnerabilities also 

helped us to highlight a set of design guidelines and key attributes. This guideline 

includes the following: 

i. Recommendations related to the number of characters needed to be included 

in the text and characters set.  

ii. Suggestions to improve the resistance of animated text-based CAPTCHAs 

against segmentation attacks. 

iii. suggestions to improve the tracking-resistance mechanisms. 

• A new animated text-based CAPTCHA. We used our guidelines to design a new 

animated text-based CAPTCHA scheme that uses the emerging technique. This 

scheme combines resistance mechanisms that prevent the attacks from gathering 

text segments. Few of these mechanisms keep animating the shape of connected 
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characters and hiding parts of them for a limited time. Others randomise the 

movements, direction and speed of the text alongside other noisy objects. This 

design contributed to developing our understanding of the main robustness and 

usability issues of animated text-based CAPTCHAs (see chapter 11). 

12.2 Research questions 

In this section, we provide detailed answers to the main research questions based on our 

research in this thesis. 

 The first question 

The first question was: can the animated techniques included in the new CAPTCHA 

schemes provide the required level of robustness against the attacks?  

As a result of our examinations, we have shown how we can break animated text-based 

CAPTCHA schemes with tracking attacks. In particular, we broke animated schemes that 

use complicated tracking-resistance mechanisms. Those mechanisms included “emerging 

image”, “noisy lines” and “noisy characters”. We have also concluded that the computer 

could recognise the animated characters better than the human. We showed this result even 

on animated characters with complex distortion methods such as “animated rotation”. 

We can explain our results by looking at the main definition of CAPTCHA, which is a test 

that is easy for humans but difficult for computer programs to pass. Such tests can be 

operated as AI open problems under a set of conditions defined by Luis von Ahn. One 

condition is where the test can be generated automatically followed by an infinite number 

of tests and so on2,4. Many of these tests are broken by security engineering examinations 

that identify critical vulnerability problems and develop a simple attack to exploit them. 

These tests led the researchers to design new defence mechanisms that are resistant to 

previous attacking techniques and their possible enhancements. These include all the 

resistance mechanisms examined in our previous chapters.  

However, our main examination of those mechanisms did not rely on those attacks and 

their enhancement. Instead, we developed techniques that mainly focused on exposing the 

weaknesses in those new mechanisms. For example,  Xu et al.10 developed many versions 

of the NuCAPTCHA scheme based on their examination of the original version of that 

CAPTCHA. They also examined that version by using the enhanced versions of their own 



197 

 

attack. These examinations led Xu to release a version of NuCAPTCHA that uses the 

“emerging image” mechanism. This version was the only version that could withstand Xu 

et al.'s attack on the NuCAPTCHA. Thus, they described this version as the only animated 

scheme that could resist all attacks against CAPTCHA. However, our examination of this 

CAPTCHA (see chapter 7) proved that theory wrong by using a new attack. This attack 

also exposes many vulnerability issues in the “emerging image” mechanism used in this 

scheme. 

Nevertheless, we still consider the tracking-resistance mechanisms as open problems to 

protect the websites from attacks. Our consideration is based on how the vulnerability 

issues identified through our attacks are still avoidable in the future design of animated 

schemes. We provided an example by designing a new animated scheme that could 

withstand the possible attacks. The initial design of this scheme can still be improved in 

terms of its usability and security.  

 The second question  

The second question was: can the segmentation resistance mechanism used in the latest 

standard text-based CAPTCHA schemes still provide the additional required level of 

resistance against attacks that are not present missed in animated schemes?  

The results of our attacks against ReCAPTCHA and the Wikipedia CAPTCHA showed 

high vulnerability issues in them. The results included a success rate of 43% against the 

2013 version of ReCAPTCHA and a success rate of 70% against the Wikipedia 

CAPTCHA. Those results also showed that vulnerability issues could also lead the attacks 

included in our test to compete with the human in terms of speed. For example, the attack 

against the Wikipedia CAPTCHA took an average of only 17.67 milliseconds to solve its 

samples. Our attack against the 2013 version of ReCAPTCHA took an average of 4.88 

seconds to solve its samples. Based on these results, we can conclude that the mechanisms 

used in standard text-based CAPTCHA schemes do not provide the required robustness 

against attacks. They also disprove that animated text-based CAPTCHAs provide a lower 

level of security than standard text-based CAPTCHAs. As a result, we recommend using 

the animated resistance mechanisms to improve the security of text-based CAPTCHAs 

instead of relying on segmentation-resistance mechanisms alone. 
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 The third question  

The third question was: how much space is available to design an animated text-based 

CAPTCHA scheme that could provide a good balance between security and usability? 

We answered this question by designing a new animated text-based CAPTCHA scheme 

based on our previous research and which includes mechanisms that provide greater 

required levels of usability and robustness against all possible attacks. Our examinations of 

this scheme showed the possibility of providing the least practical balance between 

robustness and usability without failing against attacks. Yet, our examinations showed the 

usability score of this scheme fall below the stated score for a good CAPTCHA by 

Chellapilla in 200521. In particular, those examinations showed participants scoring 83.4% 

in recognising our scheme, which is 6.6% below Chellapilla's score of 90%.  

Nevertheless, our previous research showed high vulnerability issues in the schemes that 

passed Chellapilla’s usability argument. Most of these issues are due to exploitable 

invariants considered to be major usability requirements to reach that score. The success of 

the attack in identifying exploitable invariants also showed the AI programs matching the 

human’s capacity to solve CAPTCHA problems. As a result, many researches have 

prioritised the sacrifice of usability over security as result of advice stated by Weir et al.121. 

Meanwhile, other researchers declared the text-based CAPTCHA to be completely solved, 

including Google’s Bursztein et al.79 in 2014, who encouraged many websites to replace 

the text-based AI problems with other AI tests. This research led Google to develop a new 

test in its ReCAPTCHA that detects human behaviour through the mouse or touch screen. 

This test is also assigned with other AI tests that run when the first test fails to detect human 

behaviour122. However, those tests did not resist the CAPTCHA attacks due to the 

machine’s inability to read human behaviour. The most successful attack on those tests was 

developed by Suphannee Sivakorn et al.123 who broke them with a success rate of 81%. 

This results still shows the importance of the limited usable text-based CAPTCHA until 

recently. 

12.3 Future Work 

We propose several tasks that could enhance our current research in the field of the 

CAPTCHA. These tasks include a series of developments of our new animated text-based 
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CAPTCHA schemes and other new tasks which we are going to discuss in detail in this 

section. 

Improvement to the new animated text-based CAPTCHA. As we build a new animated 

text-based CAPTCHA scheme and examined its robustness and usability, we have learned 

more about the future models of the animated text-based CAPTCHA schemes. However, 

we still consider that the design of our scheme was not the only possible design to stop the 

current attacks. This consideration is based on the fact that the area of the animated text-

based CAPTCHA is still a new and open problem. Thus, many features are available for 

experimentation in the field of the animated text-based CAPTCHA scheme many of which 

could be applicable to the design of our new animated text-based CAPTCHA scheme such 

as: 

• The animated colour features. We could add an animated colour feature to improve 

usability in which the main characters could appear in a different colour (or a 

combination of colours). This feature could avoid the use of such an attack to track 

the characters by many design approaches. For instance, we could include an 

approach that fills different parts of the text and background with different colours 

or fill the text with a specified colour for a limited time. It could then change the 

position of that colour to fill another part of the image. 

• Text puzzle challenges. Instead of using the text as a single challenge object, we 

could use many animated text objects that are displayed in different fonts. This text 

could also include different combinations of characters associated with one puzzle 

question. The user could answer this question by choosing one of the animated text 

objects displayed in the challenge. For example, we include an animated challenge 

that displays four text objects such as “CHINA”, “SEA”, “DUCK”, and “PLUTO”. 

We could assign this challenge with a question: “CHOOSE A PLANET NAME” in 

which the user should answer “PLUTO”. This challenge complicates the attacks, as 

they need to recognise all the animated texts before choosing the correct answer. 

As result, they could also help us lower the level of distortion used against the 

challenges 

• Use other distortion mechanisms for the animated text challenge. In our scheme, 

we presented one design specification of an animated text challenge that included 
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two methods to distort it. However, we can still offer other mechanisms to distort 

text challenges and partially hide the animated text. Thee mechanisms could be used 

as replacements of our mechanisms or in addition to them. Building these 

mechanisms would help us to find ones that provide the best balance between the 

robustness and usability in our scheme. 

Expanding our research in the field of CAPTCHA. in our current research, we have 

exploited many standard animated text-based CAPTCHAs. However, the field of the 

CAPTCHA includes other types of CAPTCHA schemes that were not explored in our 

research. These other CAPTCHA schemes include the object recognition CAPTCHAs, 

which display images or visual videos and are associated with different puzzle questions. 

Such challenges require a specified action by the human in response to the images or the 

videos to solve. The design of challenges requires different attacking mechanisms. These 

mechanisms mostly include methods that understand the required action towards the 

associated images and videos to solve the challenge. They also include other methods that 

analyse the images or videos associated with the challenges to determine the correct 

answer. We could also include other studies that aim to solve the audio-based CAPTCHA 

and study new features that detect the attacks through mouth behaviour, such as the feature 

developed by Google122. 

Building an attack detector. In our research, we have presented many attacks in our 

examination of CAPTCHA schemes. These attacks also helped us to identify the main 

weaknesses of those CAPTCHA schemes against our attacks. Nevertheless, we have still 

reported a few faults in those attacks during the segmentation and recognition steps. Those 

reports can assist greatly in building a tool to expose any similar attack by detecting the 

series of faults. Such a tool could include a combination of approaches that analyse the 

wrong answers returned from a client’s computer. They could then determine if the wrong 

answers are caused by common errors in computer attacks. For example, we could use an 

approach that check if the returned answer to the text challenge “mall” is “Inall” or “inall”. 

This approach could then suspect an attack, as those faults are commonly caused by a 

segmentation approach that segments “m” into “ɪ” and “n”. The tool could also include 

other methods that check the time taken by the client to solve the answer and check the 

number of responses returned from a specific IP address or a list of proxy (anonymous) IP 

addresses per hour. 
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